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Chapter 1

Introduction

This thesis proposes a novel approach for modelling human decision-makers using Multi-Agent
Simulations (MASim) and non-rational behaviour. This non-rational behaviour is here based on
the Prospect Theory [KT79] (PT), which is compared to the rational behaviour in the Expected
Utility Theory [vNM07] (EUT). This model was used to design a modified Q-Learning [Wat89,
WD92] algorithm. The PT based Q-Learning was then integrated into a proposed agent architec-
ture.

Because much attention is given to a limited interpretation of Simon’s definition of bounded-
rationality, this interpretation is broadened here. Both theories, rationality and the non-rationality,
are compared and the discordance in their results discussed.

The main contribution of this work is to show that an alternative is available to the EUT that
is more suitable for human decision-makers modelling. The evidences show that rationality is not
appropriated for modelling persons. Therefore, instead of fine-tuning the existent model the use
of another one is proposed and evaluated. To tackle this, the route choice problem was adopted
to perform the experiments. To evaluate the proposed model three traffic scenarios are simulated
and their results analysed.

1.1 Motivation

The motivation for this work lies on the apparent lack of experimentation with other interpretations
of the bounded-rationality pointed out by Simon [Sim55, Sim56]. What seems to be the only
interpretation of Simon’s critics is: limited/local knowledge and/or limited computational power.
This is evidenced by recent surveys, such as [SPG03, SPG04, SPG07, SV00, Sto07] that do not
even mention other interpretations. The standard approach is to limit the agent learning to what
the agent can grasp from its surroundings and how it can work out this knowledge for its own
benefit. But once these limits are eliminated the underlying behaviour is rational.

However, when observing human behaviour, this assumption was demonstrated wrong, i.e.
even in problems where neither knowledge nor computational limits are an issue, people do not
behave rationally. This points out that the problem is not on how to deal with the limits but rather
the model, in this case the rational model. For this reason this thesis investigates an alternative
to the rationality: a model where even if no limits are imposed to the agent it may still deviate
from the rational behaviour. To demonstrate this, experiments were designed to show when, how,
and why (in some extend) the proposed agent behaviour deviates from the rational behaviour.

1.2 Fundamentals

The basis for this work is the Utility Theory [Fis70] (UT). In the utility theory it is assumed that
the decision process has two elements: the options and the evaluation function for these options.
The options are the elements of the choice set and they represent the solution candidates for the

13
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decision problem. The evaluation function, called utility function, is a function that maps each
option in the choice set to a numerical value. This means that the function u : X 7→ R is a
utility function if X is the choice set and it maps each element from X to a value from R.1 The
function u(•) is said to model the decision process if it reproduces every preference observed in
the individuals being modelled. The preferences can be one of: ∼, �, or ≺. This means that
given two options; an individual can express no preference (∼), prefer the first over the second
(�), or the second over the first (≺). If the relations established by the u(•) correspond to the
preferences, then it is said that u(•) is a valid utility function for the given decision problem.

The Expected Utility Theory [vN28, vNM07] (EUT)2 was developed over the UT. This theory
is accepted as the standard formalisation for the rational behaviour proposed by Bernoulli [Ber38,
Ber54]. Another theory based on the UT is the Prospect Theory [KT79] (PT).3 This theory,
however, does not conform to the rational behaviour and therefore is called here non-rational.

1.2.1 Rationality

The rational model analysed is the EUT formalisation, which is the standard for the rational
behaviour. According to von Neumann and Morgenstern [vN28, vNM07] the corresponding single
valued utility of an option x in the choice set X is: u(x) =

∑
〈x,p〉∈x = xp, where x ∈ X is an

option with a probability distribution over outcomes [Osb03], 〈x, p〉 is an item in this probability
distribution, x is a possible outcome, and p its associated probability. An option with varying
outcomes is called a lottery, which is, as already said, a probability distribution over outcomes.

One of the consequences of this formalisation (see Sec 3.3.1) is that if a utility is, say, 5.0 it
does not matter if it is 5.0 = 14.0× 0.1 + 4.0× 0.9 or 5.0 = 8.0× 0.5 + 2.0× 0.5. This means that
probabilities and outcomes are fully compensatory and in this case both options are equivalent:
x = {〈14.0, 0.1〉, 〈4.0, 0.9〉} ≡ y = {〈8.0, 0.5〉, 〈2.0, 0.5〉}. This is a consequence of the axioms in
the rational model.

1.2.2 Non-Rationality

Several experiments show that the rational behaviour is not suitable for modelling the human
decision-making. Among them are the Allais [All53, AH79] and the Ellsberg [Ell61] paradoxes.
They show that people are non-rational for fairly simple decision problems. In other situations,
where the individual must deal with decision chains and other more complex decision problems,
the problem is even worse. Some of these issues are addressed by McFadden [McF99], Kahne-
man [Kah02], and Ariely [Ari08].

To cope with the non-rationality of human decision-making the PT was proposed, which repro-
duces the Allais paradox (in [KT79]). It is also supported by medical evidences [DMKSD06, KF06]
to be a better approach for modelling people when faced with a decision problem.

The main difference between EUT and PT is in how the prospect4 is evaluated by the utility
function. In the PT instead of the plain summation of the EUT (eut(x) =

∑
xp) it distorts the

parameters (pt(x) =
∑
v(x)π(p)). The functions v(•) and π(•) map the human perception of the

outcomes and probabilities, respectively. The visual behaviour of both “perception” functions are
depicted in Fig. 1.1.

The reason why the PT diverges from the EUT resides mainly in the π(•) function.5 This
function has the following interpretation. The first “bump” (near the origin, in Fig.1.1b) means
that people overestimate low probabilities, saying that they are hopeful about seldom outcomes.
The other “bump” (near the unity, in Fig.1.1b) represents the scepticism toward high probabilities
that are underestimated, i.e. they believe that an “external” factor may interfere and prevent the
outcome to happen.

1 The utility theory is covered by chapter 2.
2 For an analysis of the EUT please address to chapter 3.
3 The PT and rationality deviations are covered in chapter 4.
4 The difference between prospects and lotteries is addressed in Sec. 4.6.
5 This is the relevant point in this thesis.
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Figure 1.1: Prospect Theory functions

These are the interpretations of the π(•) function behaviour. The first consequence is that
probabilities are no longer compensatory as they are for the EUT, mentioned in Sec. 1.2.1, meaning
that the options6 will have different utilities and are no longer equivalent for the PT. This breaks
with some axioms of the EUT.

For the v(•) function the behaviour is the following. It is observed that people are riskier in
the losses than in the gains, i.e. if the outcome is perceived as a loss (under the horizontal line in
Fig. 1.1a) then people tend to be more sensible to variations. This is evident by the steepness of
the function for negative x values. The contrary behaviour is observed for the gains, where the
steepness is lower. This means that in gains people are less sensible and tend to behave with more
caution.

Editing Phase

The reason why the Prospect Theory has such a name is because the lotteries need to pass through
an editing phase to become prospects.7 The editing phase lacks a standard and only the concepts
were presented in [KT79]. The idea is to group similar outcomes and aggregate their probability.
This evokes the need for a clustering method to be run over the lottery formed by the received
outcomes. This means that as the outcomes are received they must be aggregated and then are
transformed into prospects, which is the product of the editing phase over a lottery. The clustering
method adopted is however biased, which is evident in the results.8

1.3 Agent Reasoning

To cope with the non-rational behaviour, associated with the PT, it is necessary to have an agent
reasoning based on this theory. To address this issue the Q-Learning [Wat89, WD92] algorithm
was chosen.9 and it provides a fairly simple way to incorporate the PT.

1.4 Contribution

The contribution of this thesis has some major and some minor points. The first major contribu-
tion is the Prospect Theory based modified Q-Learning algorithm. This algorithm is similar to the
standard Q-Learning [WD92] but instead of being based on the rational behaviour, the Expected
Utility Theory, it is based on the non-rational behaviour of the Prospect Theory [KT79]. The

6 This refers to the prospects x and y used as examples in Sec. 1.2.1.
7 This is the subject of Sec. 4.6.
8 The clustering method is presented in Sec. 5.5 and the bias extensively discussed in Sec. 8.8.1.
9 The Q-Learning algorithm is covered by chapter 5.
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O D

Secondary

Main

Figure 1.2: El Farol traffic scenario

second main contribution is the clustering based editing phase that was not formalised in [KT79].
Additionally to the major contributions, an agent architecture is proposed for coping with the
practicalities of using agents with the PT based Q-Learning. This architecture also tackles an-
other issue that is the separation between reasoning and intuition.10 The last contribution is the
structure for simulating traffic scenarios including the above mentioned contributions.11

1.5 Experiments And Results

To evaluate the proposal of this thesis, first, a traffic scenario inspired in the El Farol Bar Prob-
lem [Art94] is tested. This scenario is a minority game instance, where, given two options one has
a lower capacity than the other, i.e. any option is only attractive if the minority of the agents
choose that option. The traffic scenario used is depicted in Fig. 1.2. There two routes are offered
to go from O (origin) to D (destination). These routes are named Main and Secondary where the
latter has half the capacity12 of the first.

In this scenario the optimal split is 1/3 of the agents for the Secondary and 2/3 for the Main
route, being this distribution the expected rational behaviour. The objective of the experiments
were to verify if and when the PT diverges from the rational choice. If the PT does not diverge
from the EUT then it is not relevant for the investigation of traffic but the results show that the
PT indeed diverge from the rational behaviour (EUT).

Each experiment was repeated 100 times and the results aggregated into the mean (µ•) and
standard deviation (σ•). In the experiments it shows that the behavioural stability is reached
with 1000 or more iterations for this scenario. To the analysis an extra field was added, the “err”
field which represents how much the given mean value deviates from the expected rational value
(µEUT ).

Before showing the results it is necessary to explain how the travel-time (the metric for the
utility function) is calculated. In each iteration all agents are asked about their decisions and then
each route is “burden” with the corresponding amount of agents. After the occupation for each
route is determined, the travel-time for each route is calculated. To calculate the travel-time a
simple function is used, which is known as the formula from the Bureau of Public Roads [Tra00].
This function determines the density and from this value it derives the vehicle flow, which gives
the corresponding travel-time. This relation between density and flow is called the fundamental
diagram (depicted in Fig. 1.3).

In the final experiment, the scenario was simulated with different target densities. A target
density is the density expected for the rational equilibrium, i.e. when both routes have the same
travel-time, which is a consequence of having the same density. The results are shown in Tab. 1.1.
The values in Tab. 1.1 are the resulting occupation of the Main route over 100 repetitions, using
100 agents. The column STD corresponds to the results for agents using the standard Q-Learning,
CluEUT is the clustered version of the first (to verify if the clustering method is biased), and
CluPT the PT modified Q-Learning.

10 This is the subject of the Sec. 4.2.1.
11 The traffic modelling is addressed in chapter 6.
12 Capacity refers to the amount of vehicles that fit into a particular road segment, called link. The capacity

influences in how sensible a link is, i.e. how the travel-time is affected by the link occupancy (how much vehicles
are currently using the link).
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Figure 1.3: bpr(•) characteristic functions

Table 1.1: Occupation results of the Main route for density experiments

Density µSTD(σSTD) : err µCluEUT (σCluEUT ) : err µCluPT (σCluPT ) : err
0.1 66.45(7.09) : −0.21 67.77(7.13) : +1.10 69.19(7.24) : +2.53
0.2 66.15(7.04) : −0.50 67.35(7.13) : +0.68 75.57(8.23) : +8.90
0.3 66.12(6.99) : −0.53 67.25(7.13) : +0.59 76.93(8.32) : +10.26
0.4 66.43(7.05) : −0.23 67.33(7.11) : +0.66 74.05(8.28) : +7.39
0.5 66.57(7.12) : −0.09 67.41(7.15) : +0.74 72.99(7.93) : +6.32
0.6 66.25(7.11) : −0.40 67.89(7.08) : +1.22 73.48(7.83) : +6.81
0.7 66.18(7.12) : −0.47 67.55(7.10) : +0.88 73.88(8.13) : +7.21
0.8 65.74(7.13) : −0.92 67.66(7.12) : +0.99 74.24(7.94) : +7.58
0.9 65.85(6.96) : −0.81 67.77(7.08) : +1.10 73.20(7.97) : +6.54
µEUT 66.6

The first issue concerns the use of the clustering method. As it can be seen in Tab. 1.1 the
values of STD and CluEUT are fairly similar but with a noticeable bias (see the “err” for the
CluEUT column in Tab. 1.1). Then it can also be seen that the CluPT column has a consistent
divergence from the other two.

The optimal density, where the PT behaviour can be appreciated is in the range [0.2, 0.6].
This density range is a consequence of the fundamental diagram used (in Fig. 1.3) that forces the
scenario to deal with constant congestion and travel-time variations.

One point left open is why the Main route is the stressed one and not the Secondary. The
reason is on the shape of the π(•) function and because the Secondary route is the most “sensible”
of them, i.e. a variation of one agent in the occupation has a stronger influence in the travel-time
there than for the Main. This means that high and seldom travel-times are located at the first
“bump” and therefore penalising the Secondary route while frequent and not optimal travel-times
in the Main route are tolerated.

In a second scenario the validity of the PT was tested. In [SSC+05, Chm05] a scenario similar
to the first one was presented to 18 persons that must choose between the two routes and have
been monetarily compensated when they chose the fastest route.13 The 18 individual competed
with each other and performed 100 decision rounds. The experiment was done in four phases,
from which only two are of interest here. These two phases were: in a first run the individuals
were not aware of the discrepancy in the routes’ capacities, then, later, they were informed about
it. The data is Tab. 1.2 and the simulated results in Tab. 1.3.

13 This data corresponds to the mean occupation for the secondary route in [Chm05], Tab. 18 at page 68 in
the rows “Variation I” and “Variation II”. The thesis of Chmura is available at http://www.ub.uni-duisburg.de/

ETD-db/theses/available/duett-05152005-222337/.
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Table 1.2: Table 18 from [Chm05]

Type µs σs Deviation
Not-informed 4, 50 1.38 −1.50
Informed 4, 44 1.01 −1.56
µEUT 6.00

Table 1.3: Simulation results

Engine µs σs
Error

Non-Informed (4.50) Informed (4.44)
STD 5.61 1.47 1.11 1.17
CluEUT 5.16 1.30 0.66 0.72
CluPT 4.10 1.20 −0.40 −0.34
µEUT 6.00

It can be observed that the CluPT has the closest results and also reproduce the tendency of
preferring the Main instead of the Secondary.

In a third scenario the city of Burgdorf in Switzerland was simulated. Unfortunately the data
available does not allow to evaluate the PT in this scenario.14 But it shows that the simulation
framework is able to simulate real-world scenarios.

1.6 Main Findings

The results show that the PT based Q-Learning does not agree with the rational behaviour
(Tab. 1.1). Second, it also shows that the PT based Q-Learning is better at reproducing real data
(Tab. 1.3). The last point confirmed by the experiments is that the whole framework does scale
for real world simulations.15 This means that the objectives for this work are fulfilled, i.e. a non-
rational learning algorithm based on the Prospect Theory is proposed and evaluated. Not only
the Prospect Theory is included in the learning algorithm but also a proposal for the editing phase
is made and evaluated. It is also shown that this new algorithm perform better when reproducing
real data than its rational counterpart does. Finally, it is shown that this framework does scale
for real world scenarios.

1.7 State-Of-The-Art Overview

The decision-making modelling can be divided into some categories, according to the models
proposal. The first division is between rational and non-rational based models. For the rational
based the standard is the approach made by microeconomics, which is based in the Random Utility
Models [GP06] (RUM). The main objective of these models is to extract the correlation among
the options in the choice set, the x ∈ X. Among the models are: Logit [Ber44, Luc59], Multi
Nominal Logit [McF74], Path-Size Logit [BAB99] and Probit [Bli34a, Bli34b].

For the non-rational models are the Prospect Theory [KT79], the Cumulative Prospect The-
ory [TK92], and their improvements to tackle with continuous prospects. Another proposal is the
Theory of Small Feedbacks [BE03], but it has some issues that are discussed in Sec. 9.1.1. But
not only utility based models were proposed and among them is the Fast and Frugal Way [GG96]
but it is not adequate for general modelling (this is discussed in Sec. 9.1.2). In [BK03, KB04]
Multi-agent Simulations are used to tackle with the traffic modelling, which is also the technique
used in [BRV+05, BAN06, BMR+08].

14 This is explained in Sec. 8.10.
15 This is only mentioned in Sec. 1.5 but fully presented in Sec. 8.10.

18



CHAPTER 1. INTRODUCTION 1.8. TEXT STRUCTURE

This work is more closely related to the work in [SSC+05, Chm05], with which the data
is shared, and the work in [BK03, KB04, BMR+08] for using Multi-agent Simulations. Another
closely related work are [Avi06, CS09] where the Cumulative Prospect Theory is used for modelling
traffic assignment, even though in both cases microeconomics models are used.

1.8 Text Structure

The remaining is organised into two main parts: theory and application. The theoretical part
(from chapters 2 through 4) provides, first, the fundamental theory used along this work: the UT
(chapter 2). This chapter is followed by the accepted definition of rationality (chapter 3) and the
next chapter presents the core theory defended here: the PT – which is also based on the UT.

In the application part, the contribution of this thesis is presented. The first chapter of this
part (chapter 5) presents the Q-Learning algorithm and its modification to incorporate the PT.
Then the traffic modelling is presented (chapter 6). In chapter 7, the agent architecture – including
the Q-Learning algorithm – is proposed to cope with MASim for discrete choice using the PT.
Following this generic and abstract specification comes chapter 8 that presents the evaluation
of this thesis. In this chapter the architecture is made concrete and then evaluated with the
El Farol Bar Problem modified for the traffic assignment problem. Several experiments were
made, presented, and analysed. It also includes the results with a real-world scenario, the city of
Burgdorf. The next chapter presents the state-of-the-art and related work (chapter 9). The last
chapter discusses the findings and proposes the next steps.

Because some points are left somehow open, such as the specific techniques used for route gen-
eration, appendices were necessary. The appendix A contains the different technologies concerning
the traffic network representation and its navigation (route generation). The last appendix con-
tains several images that are secondary for the understanding of the text (but if not made available
might lead to misunderstandings). It also includes images that otherwise would disrupt the text
flow. But when an appendix is necessary in the regular text, it is properly referred.
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Chapter 2

Utility Theory

Before starting the formal definitions it is important to emphasise that the Utility Theory [Fis70]
(UT) is an attempt to model human choice behaviour. It is also relevant that decision-makers’
attitudes toward a set of options is modelled into a function that has this option set as domain
and a numerical set, usually R, as codomain. In this context it is also supposed that the modeller
knows the preferences of the decision-makers regarding the choice set, i.e. ranking the options. The
modeller must then create a function that assigns a numerical value to each option to reflect the
ranking established by the decision-makers for the given choice set. Suppose that an hypothetical
choice set {A,B,C} is given and a survey that shows people prefer B over C and C over A
or formally: B � C � A. Then the modeller must find a function u : {A,B,C} 7→ R where
u(B) > u(C) > u(A). It is irrelevant which particular value u(•) returns for each option, as long
as the relations are maintained.

Before introducing the formal definition it is important to keep in mind that the objective is
to model human decision-makers and not synthetic beings. This said, the formal structures that
support the utility theory must be defined. The first structure is the choice set: the domain of
the utility function. This choice set is, in this approach, assumed discrete and countable and each
choice has a set of outcomes associated. An example: suppose that the choice set is {head, tail}
for the flip of a coin and if you choose head and it turns head you win 50$ then it is said that head
has two possible outcomes: 0$ (if you choose head and it turns tail) and 50$ (in case you choose
head and it turns head). So, to organise these several outcomes associated with each option,
comes a structure called lottery and each single option in the choice set has a lottery that is,
according to [Osb03, SLB08], a probability distribution over outcomes. Among the several ways
of representing a lottery the structure adopted here is {〈x0, p0〉, 〈x1, p1〉, . . . , 〈xn, pn〉}, where xi is
the ith possible outcome and pi the corresponding probability. It is also assumed that

∑
pi = 1

and 0 < pi ≤ 1. The lottery is further explored in the next chapter but is introduced here for
convenience. Notice though that options and lotteries are conceptually different but they are used
interchangeably and therefore bold upper-case letters represent a set of lotteries such as in X,
then just X represents the option set (dissociated from the lottery set). The same is valid for an
option x ∈ X and its counterpart element of a lottery x ∈ X.

The basic assumption is that – given a choice set and a preference order [Osb03] (which is
the choice set ranking) – it is possible to express this ranking using a numerical function (the
utility function). The utility function for its turn may need to take into account the options’
and individuals’ attributes and then uses them to assign a numerical value to each option. One
simple example is to survey the people’s preferences about different products of the same kind, for
instance: shoes x and y from different companies but with the same function (shoes for playing
tennis, to give an example). Let X = {x, y} be the set of options, then the ranking the possible
ranking relations for these options are:

x ∼ y x is no better or worse than y, i.e. the choice between x and y is indifferent (they are
equally good).
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x ≺ y in this case y is preferred over x, i.e. when choosing between x and y it was observed that
the surveyed people preferred y.

x � y this is the contrary of the above relation, i.e. the individuals actually preferred x over y.

According to the UT, the objective is to find the utility function that reproduces these relations.
This means that the utility function maps the options to numerical values and these values’
numerical relations reflect the preferences. Formally the utility function is expressed in Eq. 2.1.

u : X 7→ R (2.1)

The function u(•) must give a numerical evaluation to each option x ∈ X and this function is
considered a valid model if Eq. 2.2 is true.

∀x, y ∈ X | x ≺ y iff u(x) < u(y) (2.2)
⊕ x � y iff u(x) > u(y)
⊕ x ∼ y iff u(x) = u(y)

One consequence of this is that all options must be ranked [Osb03] and the utility function
must reflect this ranking through its numerical value [Fis70]. The preferences build, considering
the rules above, a partially ordered set, for further analysis of the nature of the utility function it
is necessary to introduce the theory of scales of measurements.

2.1 Scales Of Measurement

Because a function returns a numerical value it does not necessarily mean that this value incor-
porates all properties of its codomain (usually R or N). According to the purpose of the function
it is possible to classify it using the scales of measurement [Ste46]. This classification system is
relevant because it also says which numerical operations are meaningful given the scale. This scale
also informs which transformations can be made in the original function without corrupting the
functions purpose. The scales according to Stevens [Ste46] are:

Nominal The function can only express equality, i.e. a function of this type can only say if any
two elements of the domain (the argument of the function) are equal/equivalent or not. A
hash function [CLRS01] is a typical example of a nominal scale, i.e. its value can only express
if any two elements are equivalent (assuming a good hash function).

Ordinal A function of this type can express, as in the nominal scale, if any two elements are
equivalent or if one of them is higher ranked then the other. The ordering in a deck of
cards is an example of such scale (a function gives a natural number to each card). For
example, the King is above the Queen and below the Ace, but two Kings of different packs
are equivalent.

Interval In this scale, which incorporates the properties of the ordinal scale, it is possible to mea-
sure how far the options are from each other. An example of an interval scale is temperature
in Celsius or Fahrenheit degrees (not Kelvin), or dates on any calendar, or any other scale
with an arbitrary zero. In these examples it is possible to measure the separation between
any two options (November 15th is closer to December 15th than to January 17th).

Ratio This is the most complex of the scales. Additionally to the properties of the interval scale,
it can also measure how much better an option is compared with any other. The examples
are abundant, any physical measurement (with non-arbitrary zero) such as temperature
(Kelvin), mass (gram), energy (Joule), and so on. This means that it is possible to measure,
for example, if an option is two times better than another.
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According to these scales it can be said that the utility function builds an ordinal scale. The
reason is because the preferences can only express if any given option is: better, worse, or equivalent
to any other. Therefore the utility function (that must be built to reproduce these preferences)
can only reflect the same relations observed in the data, i.e. order/rank.

The most relevant conclusion of this is that the utility function, according to the UT, can
only be used to rank options. This is not a restriction imposed in this work but imposed by the
UT and it also means that any theory derived from the UT has the same limitations, which are
imposed by the utility function. A meaningful expansion of the utility function makes necessary to
extract/know the desired mathematical properties. To give an example, assuming that an interval
utility function is desired, it is necessary to survey how much a person prefers an item over all
others. For the shoe problem it corresponds to have both the information if x is better than
y, as well as the information of how much it is better than y. In any case, the utility function
expressiveness is restricted to the available data (and the relations it establishes).

Because the ordinal scale is simple, compared to the interval and the ratio scales, it also has
more freedom in its manipulation. A function in the ordinal scale can be subjected to any affine
transformation and this can facilitate the mathematical treatment of such a function. One example
of such transformation would be to modify the utility function so that it has the unity interval as
its codomain: u : X 7→ [0, 1]. In [vNM07] the utility function is characterised analogous to the
heat theory, where a person can tell if it is warmer or colder but not by how much. More precisely,
it is addressed, among other places, in Sec. 3.1.2 of [vNM07]

“. . . In the case of utility the immediate sensation of preference – of one object or
aggregate of objects as against another – provides this basis. But this permits us only
to say when for one person one utility is greater than another. It is not in itself a basis
for numerical comparison of utilities for one person nor of any comparison between
different persons. Since there is no intuitively significant way to add two utilities for
the same person, the assumption that utilities are of non-numerical character even
seems plausible.”

2.2 Prerequisites

The prerequisites of the UT are a partially ordered choice set and a function that establishes
that ordering. In practical terms it means that the utility function takes into account all relevant
attributes and using them reproduces the observed ranking. An attribute is relevant if it is
necessary to establish the option ranking. For example in Tab. 2.1, three shoes are compared
along with their attributes and the hypothetical observed/surveyed ranking, which is exposed in
the last column. If the attributes do not suffice for reproducing the ranking it means that either not
all relevant attributes are available, the utility function was not properly chosen, or the problem
cannot be modelled using the UT.

Table 2.1: Shoe example

Shoe (option) Price Colour Material Brand Ranking
a 10$ Black Synthetic Leather X 1st
b 15$ Blue Real Leather Y 2nd
c 13$ Green Synthetic Leather X 3rd

To express the ranking in the table1 it is clear that if price (actually u(x) = 1/xprice) is taken
as the only attribute the resulting utility function is invalid. The preferences expressed by this
simple utility function are u(a) > u(c) > u(b) and the preferences are: a � b � c (the utility
function violates the b � c preference). The colour is the only attribute that could be used to

1 Recall that the objective of a utility function is to reproduce the ranking using the attributes, assuming that
they suffice.
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alone establish the preferences. One of the solutions would be to have a utility function that
attributes 3 to Black, 2 to Blue, and 1 to Green. But ignoring this particular case, that is likely
to be wrong for any extrapolation of this case, some multi-attribute alternatives for the utility
function can be realised. One of them would be: u(x) = 1/xprice + 0.01 ∗ f(xmaterial), where
f(xmaterial) = 1 if xmaterial = Real Leather and 0 other else. This particular example reproduces
the preferences – u(a) = 0.1, u(b) ' 0.07667, and u(c) ' 0.07692; which yields u(a) > u(c) > u(b).
The f(•) could also have another rule: f(xbrand) = 1 if xbrand = Y and 0 other else.

It can also be seen from this simple example that the function u(•) can have numerous variations
and can go under an even higher amount of transformations being still valid. Just to give an
example of a family of possible linear transformations: u

′
(x) = au(x) + b for any a ∈ R+ and

b ∈ R. As long as u
′
(•) is made strictly increasing (considering u(•) the domain) it can be used

as a valid transformation. The advantage of such flexibility is to manipulate the utility function
in a way that best suits the modeller.

2.2.1 A Note On Parameters And Utility Function

It may cause some misunderstanding that in the example a utility function uses/combines another
utility function. This is not a utility combination, since this is not possible, but an entirely new
utility function that by chance has a common element with another utility function, which is
not facilitated by the fact that some times a single attribute is used as the utility. Attributes,
numerical or not, are not utilities, only the utility function has a utility. Therefore the numerical
value used to represent an attribute, which contributes to the utility, is called worthiness. This
nomenclature is used along the text and is an abstract distinction, to avoid giving the impression
that sometimes utilities can be mathematically combined with other utilities, which is the utmost
“sin” when manipulating utility functions.

2.3 Utility Determinism

When adopting a utility function to represent the decision process, the decisions are always deter-
ministic, i.e. the option with the highest utility is the option chosen. According to the UT, if the
utility function is correctly selected it expresses a sharp logic: “the winner takes all”. In the shoe
example the preferences say that if a store has the three types of shoes the costumer will always
choose the shoe a. If the store does not have a then the costumer will go for the second best (shoe
b) and then, as a last option, the shoe c.

A consequence of this is that the utility function is personal, i.e. each person has its own
evaluation process – for this reason it is also called Subjective Utility Theory [Fis81] (SUT).
Moreover, according to the UT if the attributes are kept constant the decision does not change.
The only possibility for change is if the attributes or parameters of the utility function change,
but the function itself is fixed and constant. Among the parameters of the utility function one can
find socio-economic attributes, such as monthly income, or preferences such as: “if the individual
already has the pair of shoes in question, prefer a pair of another type”. Nevertheless, the changes
occur exclusively in the parameters and never in the function. The parameters taken into account
are fixed too.

Of course this discussion refers to the theoretical base of the UT, stating the axioms and
assumptions over which it is built.

2.4 General Properties

The UT has some general properties, some of them were already mentioned and some are derived
from its formalisation.

Partial Ordering The preferences build a partially ordered set of options and so does the utility
function.
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Ordinal Scale Because the preferences do not express more than the above mentioned partial
ordering, the utility function has only the <,>,= as valid comparison operators over the
utility value, corresponding to the ordinal scale explained in Sec. 2.1.

Compensatory Effect If the model does not explicitly incorporate restrictions then it is com-
pensatory by nature, i.e. the worthiness of one attribute can compensate the lack of another.
In the shoe example, the lack of real leather in shoe c can be compensated by a lower price,
i.e. the price worthiness can compensate the lack of worthiness of the material.

Immutability This is more an axiom than a property. It says that the utility function is fixed for
each individual. Therefore, if the model does not reproduce the choices observed it means
that the model is wrong, not that the person violates its internal utility function.

Determinism The choice is always made picking the best option (according to the utility func-
tion). If the model reproduces some of the choices but not all of them it means that the
model is wrong and probably does not take into account all relevant parameters (recall the
previous property).

Laplacean Demons A Laplacean Demon, a prerequisite to conform the utility theory [Wim76],
is a term used to call an entity that has unlimited resources and computational power. Then
because for the UT the complete ranking is necessary, it results in modelling persons as
Laplacean Demons because an individual is assumed to always calculate the utility of all
options and to make a perfect choice.

2.5 Modelling Using The Utility Theory

From the issue just mentioned in the previous section, follows that a utility function is inevitable to
have errors in the model when modelling. The reason lies in the capability of capturing all relevant
parameters as well as the individual preferences (the individual/personal utility function). Because
it is almost impossible to collect all necessary data, just a partial survey is made. This is the first
drawback: the model does not have all necessary variables. Another problem is to model all
individual preferences. Usually a (generalised) utility function is sought that can represent all or
a class of individuals, thus the second issue: the model does not model an individual but a group
of them.

The common praxis in modelling decision-making processes using a utility function is twofold.
First, the necessary option/environmental attributes are collected/surveyed (building a data struc-
ture similar to the one in Tab. 2.1). Second, the socio-economic attributes of the decision-makers
being modelled are surveyed and if significant differences among them are observed then probably
a segmentation of the individuals (in groups) is worth investigating (meaning multiple utility func-
tions). Having all the data is the first step in modelling; then the contribution of each different
attribute for the utility must be investigated (usually guessed). A common arrangement is the
linear combination of all attributes (as in the utility function for the shoe example).

Once the relationship among the attributes is determined, they are expressed in a crude form
as in Eq. 2.3, where the functions f(•), g(•), and h(•) are fixed/predetermined by the modeller and
returns the worthiness of each attribute. In the shoe example they where: f(xprice) = 1/xprice,
g(xbrand) = 0, and h(xmaterial) ≡ 1 iff xmaterial = Real Leather. This leaves some room for
calibration/estimation: the values of βprice, βbrand, and βmaterial. Because these values depend
on the individuals they are left to be calibrated/estimated according to the data.

u(x) = βpricef(xprice) + βbrandg(xbrand) + βmaterialh(xmaterial) (2.3)

Therefore, a calibration/estimation process is necessary to “discover” the “betas” in order to
minimise the error between the data and the results of the model. This means that for the above
example, a vector β = [βprice, βbrand, βmaterial] is searched that fits the data best. Again using
the shoe example, the solution is not unique and among them is: β∗ = [1.0, 0.0, 0.01] – which is
absolutely accurate for the data provided and thus an optimal β.
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2.5.1 Calibration Methods

It is necessary to state that this is not an evaluation method, even though the evaluation function is
usually the fitness function for the calibration procedure. Among the several calibration methods
one element is constant: they all need a fitness function, i.e. a quality measurement (a function
that can determine if β

′
is better than β

′′
). The two most used fitness functions are the Mean

Squared Error [Bie05] (MSE) and the Likelihood [Fis22] function (or the Maximum Likelihood
Estimator, MLE for short). Both have advantages and disadvantages and both are biased.

It is argued [Ber93] that the MSE is biased because, among other things, it weights large errors
more than small errors. This means that it is not suitable for a model that must be calibrated to
reproduce a behaviour instead of an overall fit. An example would be to reproduce the behaviour
expressed in a data set. In this case it is better to “hit” most of the points, even if a small amount
of them have huge errors, than “almost hit” on all of them.

The main criticism of to the MLE is that it does depend on large amount of data to reduce its
bias. One simple example is that if from n numbers (homogeneously distributed from 0 to n− 1)
just one is drawn then the MLE will not considered the existence of other possible n− 1 elements
and estimate the mean as the value of this one value. It is said [Edw92] that: “the likelihood
function depends only on what actually happened, and not on what could have happened.”

2.5.2 Non-Captured Parameters

Because of the restrictions in collecting the data and modelling each individual afterwards the
model usually does not feature all relevant attributes/parameters. This is considered an error in
the model. Nevertheless, there is a technique that can be used to reduce this error. It relies in a
generalisation about the attributes not captured. The technique consists in separating the utility
function into two parts, as in Eq. 2.4 where v(x) is equivalent to the u(x) in Eq. 2.3. It contains
the part of the utility function that can be specified by the data, called the observable part of the
utility. This leaves the e(x) part to be modelled that is called the unobservable part of the utility.
It means that all parameters and attributes incorporated into e(x) are not present in v(x) and
are still relevant for the decision model, i.e. can influence the option ranking. But this part, as
the name says, is not observable (either it cannot be measured or it is left out for convenience, to
reduce the model’s complexity).

u(x) = v(x) + e(x) (2.4)

Even though it is not observable, some assumptions might be made about it. If e(x) cannot
be specified/observed but its behaviour does and this behaviour is independent from x then this
behaviour can be incorporated into the model. This term accounts for the violations in v(x), i.e.
the cases where although v(x) establishes a ranking this very ranking is not followed by some
individuals. For example, if v(x) says that a is preferred over b but it is observed that in some
cases b is preferred over a, then this is called a violation of the utility function. The violations
are then attributed to e(x) and because e(x) was observed to not depend on x then its behaviour,
called ε, is added to the model, as in Eq. 2.5

u(x) = βvv(x) + βεε (2.5)

Note that Eq. 2.5 has also two additional calibration parameters βv and βε. These two param-
eters are there because it is easier to give either v(x) and ε2 a fixed form and then manipulate the
contribution of each. This gives the advantage of comparing the ratio of information and error,3

v(x) and ε respectively. Recalling once again the shoe example, its crude utility function (with
error) will then be in the form of Eq. 2.6.

u(x) = βpricef(xprice) + βbrandg(xbrand) + βmaterialh(xmaterial) + βεε (2.6)

2 The ε is a Probability Distribution Function (PDF) such as the N(0, 1).
3 For this it is assumed that both codomains are in comparable ranges.
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The problem in incorporating the error term ε is that the calibration/estimation process must
be aware of it and deal with it too. The main issue is that ε has a stochastic behaviour and
the assumptions about this behaviour influence the type of calibration used. The reason lies on
the calibration methods that can handle just some types of Probability Distribution Functions
(PDFs). This topic will again be addressed when discussing econometrics in the next chapter.

2.6 Summary

In this chapter the following main ideas were presented. The utility theory needs a utility function
and the numerical values of this function must build the same ranking as the one established by
observed preferences. This means that Eq. 2.2 must be true for a function u(•) to be a valid model
for the decision process being modelled. The values of the utility function may not be used to
perform comparisons or operations that do not correspond to the ones allowed by the ordinal scale
(Sec. 2.1). The utility theory assumes some properties to be hold (Sec. 2.4) which are: partial
ordering, u(•) builds an ordinal scale, probabilities and outcomes are compensatory, the u(•) is
immutable, the choices are deterministic (the winner takes all), and the beings being modelled are
assumed Laplacean Demons (they have perfect knowledge and unrestricted resources).

Moreover, some aspects of the decision process may remain non-captured by the model and
for them a stochastic behaviour is assumed (Sec. 2.5). This aspects are called non-captured
parameters and they must be estimated for the model to be valid, which requires a calibration
process (Sec. 2.5.1).
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Chapter 3

Rationality And Expected Utility
Theory

In the previous chapter the general lines of the utility theory were discussed with a simple ex-
ample. In this chapter this theme is deepened to present the fundamentals of rationality and its
developments.

The basic concept behind rationality is utility maximisation. According to the rational be-
haviour and utilitarianism human beings, when confronted with a decision problem, evaluate the
utility of each option and choose the one with the highest utility. This decision is always, as
explained in the previous chapter, deterministic and as long as the environment does not change
(the attributes remain the same) the choice is then the same.

3.1 Concepts Review

From the previous chapter it is important to bare in mind the following key issues. First that the
utility function u : X 7→ R builds an ordinal scale1, i.e. the values yield by u(•) can only be used
to rank the options x ∈ X, nothing more. Second, the ranking built by the u(•) is deterministic,
i.e. if u(a) > u(b) the choice will always be a ∈ X. Third, the preferences must be known for all
options, i.e. the choices build an partially ordered set. The last point is that the nature of the
function u(•) does not matter as long as the Eq. 2.2 remains true, meaning that it reproduces the
observed preferences for all options.

3.2 Saint Petersburg Paradox

The problem with the utility maximisation theory is that it is limited by one choice, i.e. it does not
account for a sequence of choices. This was noticed by Bernoulli [Ber38, Ber54] when studying a
hypothetical problem, called the Saint Petersburg paradox [Mar04]. The paradox is in establishing
a price for a hypothetical game; whose expected accumulated reward (mathematical expectancy) is
infinity but in reality could only request a small entry fee, when compared with the final expected
prize. The hypothetical game is as follows: the game participant must pay an initial fee x and a
fair coin is tossed. According to the rules: if the coin turns tails then the participant win the pot,
otherwise the coin is tossed again (without an additional fee) and the pot is doubled. The initial
pot v is lower than the initial fee x, which means that if the participant wins early in the game
he/she actually looses money. The game implies that for k tosses the pay-off will be v2k−1. The
expected final pay-off extrapolation is in Eq. 3.1.

1 The scales of measurement are the subject of Sec. 2.1.
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In the paradox, with this simple extrapolation, it can be seen that the game has unlimited
worthiness, i.e. the fee should be set to the expected value of the pay-off, i.e. the maximum
amount of money available (due to lack of a better practical definition of infinity monetary value).
But it turns out that people were not willing to pay the expected game reward as fee but instead
a small multiple of the initial pot. The paradox is in the fact that people apparently could not
realise the worthiness of the game, i.e. they were “miscalculating” the game’s utility and therefore
the paradox. What Bernoulli [Ber38, Ber54] realised is that people do not maximise the utility,
but the utility’s accumulated diminishing worthiness. This means that money, in this example,
loses its worthiness with time and effort. For Bernoulli it meant that people’s time and effort have
costs that diminish the game utility.2

After Bernoulli, rational behaviour is characterised by the maximisation of the diminishing
utility.

3.3 Expected Utility Theory

When dealing with decision choices approached by the rational behaviour the basic structure is
the lottery, as mentioned in the previous chapter. This means that a decision problem is reduced
to choose among several lotteries. The lottery structure was already introduced in the previous
chapter but in Eq. 3.1 it is presented again. It is important to notice that hereafter lotteries
and options are no longer disentangled but used as synonyms3 because an option without the
corresponding lottery cannot be evaluated using the Utility Theory (UT). Another point that
may seem confusing is the use of the word outcome/pay-off for values that are actually possible
utility values. They are indeed not conceptually equivalent because a utility is by definition a single
value that represents the worthiness of an option regardless its possible outcomes. In essence the
utility represents the way in which one or more outcomes are combined into a single numerical
value. Therefore, even though some outcomes have the same numerical value of the corresponding
utility they are not called utilities.

x = {〈x, p〉 | x ∈ R ∧ p ∈ (0, 1]} (3.1)∑
〈x,p〉∈x

p = 1

Then a lottery is a set of pairs 〈x, p〉 where x represents a possible outcome for the lot-
tery/option x and p a probability (x is a probability distribution function over outcomes [Osb03,
SLB08]). The values of x and p are later explained, first it is necessary to differentiate between
two types of lotteries:

Simple Are lotteries with only one pair, i.e. x = {〈x, 1〉}, where the outcome x becomes the
utility of the lottery/option x.

2 He rationalised that unlimited money does not worth infinity if it costs infinity time and effort to reach.
3 Here the terms lottery and option are used interchangeably but they are actually different. An option is

something more abstract and represents an element without any numerical value associated with it. A lottery on
the other hand is the numerical transformation of an option, i.e. a concrete option with its possible outcomes. The
reason why both are used as synonyms relies on the fact that only the numerical characteristic of an option is of
interest in this text.
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Mixed Different from the simple lotteries, the mixed lotteries have more than one pair, i.e. |x| > 1
and the utility must be calculated aggregating the several possible outcomes.

A simple lottery has the same aspect of the alternatives in the shoe problem from the previous
chapter (presented in Tab. 2.1). There, the x value corresponds to the pay-off value4 x = p(o) =
1/oprice+0.01∗f(omaterial) where o is the option itself and x the corresponding outcome. To make
it clearer, the shoe choice problem would be to choose among the lotteries in the set X specified
in Eq. 3.2.

X = {xa,xb,xc} (3.2)
xa = {〈p(a), 1〉} ⇒ xa = {〈0.1, 1〉}
xb = {〈p(b), 1〉} ⇒ xb = {〈0.07667, 1〉}
xc = {〈p(c), 1〉} ⇒ xc = {〈0.07692, 1〉}

p(o) = 1/oprice + 0.01 ∗ f(omaterial)

3.3.1 von Neumann’s Formalization

Before von Neumann5 [vN28, vNM07] (among several other improvements brought by his work) the
Expected Utility Theory (EUT) could only model problems with simple lotteries. This means that
if any of the variables in the model had a stochastic behaviour it could not be properly modelled.
To give an example, if in the shoe model the price varies according to the store where it is bought,
then the shoe a instead of a fixed price 10$ has a varying price with the following distribution: 10$
for 90% of the stores and 12$ for the remaining 10%. This makes xa = {〈0.1, 0.9〉, 〈0.08333, 0.1〉}.

In the UT the ranking is made based on a utility function that returns single values (one for
each option/lottery) and these values are then compared with each other, where the highest value
results in the choice. The utility of a lottery, for the simple lotteries, is the outcome/pay-off of
the options, i.e. u(x) = p(o). This is not valid for the mixed lotteries because the utility theory
demands a function that returns a single value, where the highest value yields the choice. For
this problem von Neumann proposed to aggregate the different utilities into the mathematical
expectancy over the possible outcomes (the multiple x values in the lottery). Then the utility of
a mixed lottery is given by Eq. 3.3.

u(x) =
∑
〈x,p〉∈x

xp (3.3)

Then for the shoe example, the new utility of the stochastic a is u(xa) = 0.09833 instead of
the previous (for the non-stochastic version) u(xa) = 0.1. For this assumption (the utility of a
mixed lottery to be equivalent to the mathematical expectancy) some restrictions are imposed to
the model, so that it remains a valid utility model. Because in [vNM07] the axioms are restricted
to a more basic mathematical structure6 and in [Osb03] (also used as reference) the concepts are
only informally presented, the axioms given below were extracted from [SLB08].7

(3.1.1) Completeness The preferences among all options must be known, i.e. given any two
lotteries x,y ∈ X: x � y, x ≺ y, or x ∼ y.

(3.1.2) Transitivity If x � y and y � z then x � z.
4 Notice that here it is called pay-off and not utility, since utility is the value resulting of the evaluation of the

lottery and not the outcome in it. It is important to say that in the shoe example of the previous chapter the
function was indeed the utility function but here it is used to yield the outcome and therefore it was renamed to
p(•).

5 The original idea and formalism [vN28] was from von Neumann alone (mentioned in the introduction
of [vNM07]) and Morgenstern helped to expand the formalisation of von Neumann into a more didactic form
of a book [vNM07], this is why in this text the credit is sometimes given to von Neumann alone and not both.

6 See Sec. 3.6 from [vNM07] for further reading.
7 The numeration give here is the same as it appears in [SLB08].
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(3.1.3) Substitutability If any two outcomes are equivalent, i.e. 〈xi, pi〉, 〈xj , pj〉 | xi = xj then
if pi = pj the pairs may be used interchangeably: 〈xi, pi〉 ≡ 〈xj , pj〉.

(3.1.4) Decomposability It says that for two given lotteries where all pairs are equivalent then
the lotteries are equivalent as well: ∀〈xi, pi〉 ∈ x,∀〈xj , pj〉 ∈ y | xi = xj ∧ pi = pj ⇒ x ∼ y.

(3.1.5) Monotonicity Given any two outcomes where xi � xj and two mixed lotteries with only
these outcomes, then the agent will choose the lottery with the highest probability assigned
to the preferred outcome. Let x = {〈xi, p〉, 〈xj , 1− p〉}, y = {〈xi, q〉, 〈xj , 1− q〉}, and p > q,
then x � y.

(3.1.6) Continuity It states that if three simple lotteries exists such that x � y � z then
∃p ∈ [0, 1] | y ∼ {〈xx, p〉, 〈xz, 1− p〉}.8

Special attention must be given to a derived axiom from axioms 3.1.3 and 3.1.4 that is here
called independence. If the axioms 3.1.3 and 3.1.4 are accepted then the following must be too.
Given two equivalent options/lotteries x ∼ y then their utilities must be equivalent as well,
i.e. u(x) = u(y) (form the previous chapter). Since axiom 3.1.3 says that if two outcomes are
equivalent then they stay equivalent when they have the same probability of happening. It derives
that pu(x) = pu(y), being p ∈ [0, 1]. Moreover, if the probability of all outcomes in two given
lotteries are equal and their probability as well (axiom 3.1.4) then the following equivalence is
true: v ∼ w | v = {〈u(x), p〉, 〈u(y), 1 − p〉} ∧ w = {〈u(x), p〉, 〈u(y), 1 − p〉} for any p ∈ [0, 1].
Then from 3.1.3 comes that w ≡ {〈u(y), p〉, 〈u(x), 1−p〉}, since the outcomes are equivalent. This
means that for any p ∈ [0, 1] it is true that u(v) = u(w) and since the utility of a mixed lottery
is
∑
xp (Eq. 3.3) it follows that pu(x) + (1 − p)u(y) = pu(y) + (1 − p)u(x). This implies that

equivalent options/lotteries can be combined for any probability p ∈ [0, 1] regardless the region
(in the interval), i.e. using a p = 0.1 is as good as p = 0.9.

For completeness, it is also assumed that when referring to the utility of a lottery the necessary
attributes were taken into account for calculating the outcomes x in the pairs 〈x, p〉. The utility
from Eq. 3.3 will be renamed as eut(x) to refer to the specific utility calculated according to the
EUT.9

3.4 Discrete Choice Analysis

The Discrete Choice Analysis (DCA) is the statistical sub-field that provides the means for fit-
ting/calibrating a choice model to a data set. Because, as argued in Sec. 2.5.2, usually not all
parameters are used in modelling the utility function, it means that the modelling technique sees
the utility function in two parts. First, the nature of the known utility – v(x) from Eq. 2.5 – and
second the error term ε. A common problem is that v(x) is correlated among the options, i.e. some
attributes, or attribute values, are shared by more than one option. Moreover, the options must
be assumed independent from each other, i.e. a random variable where the stochastic element is
given by the ε. This also means that the option random behaviour is given by the probability
distribution function associated with ε.

Because the options must be random variables the chosen DCA model must correctly extract
the correlation among the options to conform the independence of each option. Then it means that
a DCA model extracts the correlation existing in v(x) and makes the options random variables,
which have the stochastic behaviour expressed by ε. Examples of such models are listed below.10

Logit Developed by Berkson [Ber44], extended by Luce [Luc59], and improved by McFadden [McF74]
into the Multi Nominal Logit (MNL) to cope with several options (the original Logit can

8 Since simple lotteries have only one outcome (with probability 1) the notation xx refers to this single outcome
unambiguously.

9 A function to be called utility function must not conform the von Neumann-Morgenstern [vNM07] axioms but
give a ranking to the several options in the choice set. Therefore the shift to a new nomenclature when referring to
specific ways for calculating the utility of a lottery.

10 For a review and comparison of the different models for route choice can be found in [Ram02].
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model the choice between only two options). The Logit model assumes that the ε in the
data is a logistic distribution.

Probit A more complex model than the Logit, developed by Bliss [Bli34a, Bli34b], fits the data
to a standard Normal curve.

Nested-Logit First derived by Ben-Akiva [BA73], it overcomes a limitation of the MNL models
and permits the model to organise the options’ correlation in “nests”.

Cross-Nested Logit It improves the original Nested-Logit by allowing an option to belong to
multiple nests. It was developed by Vovsha [Vov97].

Path Size Logit Developed by Ben-Akliva and Bierlaire [BAB99], it captures the correlation
among the options assuming that they share some parts (of the path/route).11 Thus the
correlation depends on the size (of the path/route) shared and therefore the name path size.

Mixed Logit This is a further improvement over the MNL model developed by McFadden and
Train [MT00] that uses a restricted form of correlation extraction available in the Probit
model.12

The differences in the above mentioned models are twofold: how the correlation among the
options is captured and which probability distribution function is used/assumed for ε. The latter
is usually to choose to the most convenient for the calibration method. For the correlation, the
objective is to reduce the options to be independent and identically distributed (i.i.d or iid) –
also referred as independent from irrelevant alternatives (i.i.a or iia). This property demands
the choice’s stochastic behaviour to be reduced to a random variable, so it conforms the utility
maximisation principle [Mar60].

These models must then be calibrated to fit the data and the mathematical framework for
calibrating DCA models is called econometrics [Woo03]. These methods are used to fit a DCA
model to a data set. This combination of econometrics for DCA models calibration is called the
Random Utility Theory [Man77] (RUT, reviewed in [Fis81]), whose models are called Random
Utility Models (RUM).

3.5 Summary

This chapter extends the ideas presented in the previous chapter and formalise the concepts there
presented. The concept of lottery (presented in the previous chapter) is further explained and
presented under the formalism from von Neumann and Morgenstern [vNM07]. The Expected
Utility Theory (EUT) is presented (Sec. 3.3) as well as its formalism (Sec. 3.3.1). The main
consequence of this formalism is summarised by the final paragraphs in Sec. 3.3.1, which is called
the independence. This is the main concept exploited in the next chapter when presenting the
Prospect Theory (PT).

The last section of this chapter shows an overview of the main theories derived from the EUT.
There the main issue is how to organise the options so that they remain independent from each
other, i.e. they remain i.i.d. (a fundamental requirement for the UT). This means that these
theories main objective is to capture the correlation among the options so that they are, after
removing the correlation, independent from each other.

11 This model was developed for route choice modelling.
12 The Probit is considered the most complete and complex way of extracting the correlation among the options,

but the computational requirements for calibrating such a model are considered prohibitive and therefore a restricted
form of Probit is used in the Mixed Logit model.
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Chapter 4

Beyond Perfect Rationality

The term non-rationality is here used to define any theory that does not follow the rational
behaviour defined in the previous chapter. This means that a theory that does not follow the
axioms in Sec. 3.3.1 (to be specific) will be here called non-rational.

The term bounded-rationality [Sim55, Sim56] is avoided because it is usually associated with
a rational behaviour over imperfect knowledge or limited computational resources. It is however
understood that bounded-rationality is the superset of what will be here defined as non-rational.
Under the umbrella of bounded-rationality are not only imperfect knowledge and limited compu-
tational resource but also behaviours that do not converge to the rational behaviour. Therefore
the term non-rationality seemed more appropriated to refer to the models that even under perfect
knowledge and unlimited resources do not converge to the rational behaviour with probability 1 –
to be mathematically precise. The theory here adopted to express non-rationality is the Prospect
Theory [KT79] (PT). Another reason is in the evidences shown in [DMKSD06, KF06] that support
the PT as a valid hypothesis for the human decision behaviour.

4.1 Concepts Review

In this chapter the critics to the last chapter are presented. Therefore it is important to keep in
mind the general properties of the utility function (Sec.2.4), specially the assumption that people
are instances of Laplacean Demons. Then when discussing the Prospect Theory (PT) in Sec. 4.5
the independence property derived from the Expected Utility Theory (Sec. 3.3.1) is the main
issue. This property says that when aggregating probabilities and outcomes the region where the
probabilities are does not matter, i.e. 0.1 = 0.4 − 0.3 has the same effect as 0.1 = 0.9 − 0.8. In
other words, a 10% probability near zero is the same as near 100%. This is not true for the PT.

In this chapter the lottery concept (presented in chapter 2 and expanded in chapter 3) is
discussed. This discussion leads to the presentation of what a prospect is (Sec. 4.6) and how it
differs from a lottery.

4.2 Criticisms To The Rational Model

Among the critics of rationality is Simon [Sim55, Sim56] who claims that the rational model
is not appropriate to describe the human behaviour. He says that the pure rational model –
that requires a Laplacean Demon (Sec. 2.4) – is not feasible1 and proposes the idea of bounded-
rationality [Sim82]. The term coined by Simon [Sim82] refers to the limits for the human beings to
apply the rational thinking. He argues that a person has neither unlimited resources nor unlimited
computational power and therefore is restricted to its own limitations in calculating the option’s

1 An instance of the Laplacean Demon requires unlimited time and unlimited resources, which is definitely not
the case for human beings in the general case and rarely in any particular problem instances.
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utility. This limitations can be of mathematical complexity, i.e. the person does not possess the
mathematical skill to evaluate the options; or it can be a psychological interference that prevents
the individual from calculating the utility correctly. What is observed in the praxis, specially in the
AI field, is that individuals are modelled having partial/local knowledge and utility functions with
mathematical complexity restrictions. But if the problem is simple enough (does not exceed the
individual’s limitation) then the model is strictly rational, i.e. it complies the rational behaviour.
In the following sections a short list is given for some of the issues that can induce a deviation
on the rational behaviour. For an extended list of them please refer to [Kah02]; for an informal
presentation to [Ari08]; and for criticisms in the context of the economic modelling to [McF99].
To finalize a quotation from Simon [Sim86] (page 223) about the rational behaviour assumption:

“First, I would recommend that we stop debating whether a theory of substantive
rationality2 and the assumptions of utility maximization provide a sufficient base for
explaining and predicting economic behavior. The evidence is overwhelming that they
do not.”

4.2.1 Bi-Parted Decision-Making System

According to several researchers – among them Epstein [Eps94], Sloman [Slo96, Slo02], and Tversky
and Kahneman [TK83, KF02, KF05] – empirical evidences suggest that the human decision-
making process is bi-parted, i.e. two different reasoning processes are used when a decision must
be made. The two systems received several different names but the characteristics of them are in
agreement across the researchers. For convenience the Kahneman and Tversky’s nomenclature is
used: System 1 and System 2. The first part (System 1) is the intuition level and the second the
reasoning level (System 2).

The intuition level is responsible for a quick response, sometimes referred as a “quick-and-
dirty” response. This response is based on information that is easily available and it depends
on the familiarity of the decision-makers with the choice problem. The decision at this level is
described as effortless. When the intuition solves a problem the process is sometimes described
by the respondents as: “the answer just popped-up into my mind”.

The reasoning level, on the other hand, demands effort and time. It is a cumbersome process.
At this level the choices are individually evaluated, compared, and several parameters and variables
are taken into account. The individuals tend to evaluate all options and consciously to choose
the best of them.3 It is said “tend” because the individual may not be aware of all options (local
knowledge).

What was noticed is that the individuals have the tendency to first try to solve problems using
intuition, trading a possibility of better gains for time and effort (that would be demanded to solve
the problem using reasoning). The two systems are not independent, they work in a hierarchy,
where the reasoning level (System 2) monitors the intuition. The System 2 is then responsible for
correcting the System 1, if the estimated outcomes do not satisfy the individual’s constrains. In
this case the problem is reviewed and the choice is made by the System 2. But as experienced
with the problem the person becomes as reliable the System 1 becomes.

Rubinstein [Rub07] observed that the response time and decisions’ quality suggest that the
quick decisions, done by intuition, are of lower quality than the ones with larger response times,
done by reasoning. About the implicit learning, in [Reb89] some explanation for this type of
learning is given, suggesting that implicit learning (by intuition) is observed to be more robust
than explicit learning.

One consequence of this is that sometimes the individuals fails to notice changes on the options
(change on the attributes) or options set (new options are added or old options are removed). In
this regard this behaviour reproduces the bounds specified by Simon, where the person is biased
by its own knowledge, whose capacity is limited.

2 Referring to the SUT.
3 The best for the individual is not necessarily the rational choice.
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4.2.2 Reference Dependency And Status Quo

The reference dependency, also known as status quo [KT79, GSP+89], is the point that determines
if an outcome is a gain or a loss. The principle is that when faced with a decision problem the
person analyses the option’s profit or loss based on her/his current state, the status quo. This
reference works as a behaviour trigger. The usual observed attitudes towards the options is how
risky one behaves depending on the status quo that is, according to [KT79], riskier in the losses
than in the gains.

To give an example; a risky game is proposed: 25% of winning 100$; 50% of winning 10$; and
25% of losing 120$. In this game it is asked if the participant is willing to participate or not. It
is also asked if the choice is affected by informing that the current wealth is -50$ or 50$. It is
expected that when the current wealth is -50$ people are more inclined to accept the game and
when it is 50$ not. The game has however an expected value of zero (100·0.25+50·0.10−120·0.25).
It seems that the individuals see a chance of at least diminishing their losses when the wealth is
said -50$; and see the chance of being in the loss, after the game, too threatening when the wealth
is said 50$.

Investigating this influence in traffic, Horowitz [Hor84] observed the user-equilibrium of a two-
link network. There, deterministic and stochastic models are used for link cost evaluation that
had had different initial states (link loads). It is observed that the equilibrium of the stochastic
models can depend on the initial states (the reference) and achieve different equilibrium states or
even oscillating states (oscillating link loads). This can be interpreted as an effect of the initial
state acting as a reference and then creating a bias for the subsequent decisions.

4.3 Bounded Rationality

Bounded rationality has several definitions, none concrete, and this usually leads to using a narrow
interpretation instead of the broader. To state clear what is meant by bounded rationality the
abstract definition from Simon [Sim92] (pages 353–354) is quoted below:

“. . . One procedure already mentioned is to look for satisfactory choices instead
of optimal ones. Another is to replace abstract, global goals with tangible subgoals,
whose achievement can be observed and measured. A third is to divide up the decision-
making task among many specialists, coordinating their work by means of a structure
of communications and authority relations. All of these, and others, fit the general
rubric of “bounded rationality”, and it is now clear that the elaborate organizations
that human beings have constructed in the modern world to carry out the work of
production and government can only be understood as machinery for coping with the
limits of mans abilities to comprehend and compute in the face of complexity and
uncertainty.”

From this definition it can be said that humans do not optimize but satisfy their needs through
the realisation of the steps that lead to this satisfaction. This can be also read as saying that people
has limitations on their knowledge (limited by their own observations) and computational power
(compute only until the satisfaction level is achieved). Gigerenzer [GG96] argues, on the other
hand, that this is a rather too narrow interpretation of what Simon had meant with bounded
rationality. He also says (page 651): “For most part, however, theories of human inference have
focused exclusively on the cognitive side, equating the notion of bounded rationality with the
statement that humans are limited information processors, period.” What is meant by Gigerenzer
is that modelling human decision-maker only by limiting the knowledge and computational power
is not the answer.

This is why here the term bounded rationality is avoided and the term non-rationality used
instead. Just limiting the information processing mechanism is not the solemn condition for
bounded rationality but just one of them.
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Table 4.1: Modified Allais problem

Problem 1:

Opt. Outcome Prob. eut(•) Pref. (in %)

A
2500 0.33

2409 182400 0.66
0 0.01

B 2400 1.0 2400 82

Problem 2:

Opt. Outcome Prob. eut(•) Pref. (in %)

C
2500 0.33 825 830 0.67

D
2400 0.34 816 170 0.66

In [Sim79] Simon says that the classical models (rational models) must be replaced by models
that take into account: our imperfect knowledge about the alternatives and their consequences,
our limited computational power, our lack of a consistent utility function for heterogeneous al-
ternatives, and our uncertainty about exogenous events. This definition goes clearly beyond just
limiting the knowledge about the world and limited complexity of the utility function.

4.4 Systematic Rationality Deviation

In Sec. 4.2 some aspects of human psychology were presented that interfere in the options’ eval-
uation. These issues are more limitations, as Simon specified, than systematic deviations; they
vary with the problem formulation and current status (wealth), which are represented by the in-
dividual’s parameters. But two paradoxes show that rationality is systematically violated even
when the problem is simple enough to not exceed the mathematical skills of the individuals. The
paradoxes are formulated to avoid the status quo influence as well, by dealing only with gains.

These two formulations are the Allais [All53, AH79] and the Ellsberg [Ell61] paradoxes. The
Allais paradox shows that people do not use the eut(•) function (Eq. 3.3) to rank the options and
so they violate consistently and systematically the rational choice theory. The Ellsberg paradox is
more complex in its formulation but shows that the individuals change their estimates during the
choice problem, i.e. they changed their utility functions. These paradoxes show that the rational
hypothesis is not an adequate model for describing human behaviour.

4.4.1 The Allais Paradox

The Allais paradox demonstrates that the rational behaviour is violated in a simple monetary
choice problem. To illustrate it, in Tab. 4.1 a modified version of the Allais paradox (from [KT79])
is shown. The modified version is chosen because for this version the corresponding data is
available.4 The problem (Tab. 4.1) was proposed as follows: to each person two choice problems
were given: first to choose between lotteries/options A and B (Problem 1:) and then between C
and D (Problem 2:). There, the column “Outcome” corresponds to the monetary gain and the
column “Prob.” the corresponding probability for that outcome. To the participants only the
first three columns were presented and their answers collected (aggregated in the column “Pref.
(in%)”). For reference, in the column “eut(•)” is the rational utility – calculated using the Eq. 3.3.

4 The original Allais problem was informally proposed in a conference and the data was not published, only the
consequences.

40



CHAPTER 4. BEYOND PERFECT RATIONALITY 4.4. RATIONALITY DEVIATION

Table 4.2: Ellsberg problem

Problem 1:

Choice Ball Outcome Odds

A red 100$ 30 : 90
B black 100$ X : 90

Problem 2:

Choice Ball Outcome Odds

C red or yellow 100$ (30 + (60−X)) : 90
D black or yellow 100$ (X + (60−X)) : 90

What can be seen is that the utility does not reproduce the preferences observed in the data.
These preferences are: A ≺ B and C � D; but the rational choice yields eut(A) > eut(B) and
eut(C) > eut(D). Because both problems use the same parameters (monetary values) and the
person’s status quo is unlikely to change between one problem and another; then the attribute
money can only have either a positive utility or a negative utility (hypothetical assumption). This
means that a person can only choose between seeing money as desirable or undesirable. If the
monetary utility is desirable the ranking is the same as the one yield by the eut(•) function. If,
on the other hand, it is undesirable5 it yields eut(A) < eut(B) and eut(C) < eut(D), which
violates the C � D preference. Either way this means that only two explanations are possible.
The first is that the problem cannot be modelled using the utility theory since no utility function
was found that maps the preferences. The second is that eut(•) is not an acceptable model for
the individual’s utility function. The latter is shown by Kahneman and Tversky [KT79] to be
the explanation – see Sec. 4.5. Thus, the Allais paradox can be used to show that limiting the
knowledge and computational power do not suffice to account for deviations in rationality.

4.4.2 The Ellsberg Paradox

The Ellsberg paradox [Ell61] has a similar problem setting to the Allais paradox. For the partici-
pants it is given an urn containing 90 balls and it is said that from these 90 balls 30 are red. The
remaining 60 balls are an unknown mixture of black and yellow balls. The task is to guess the
colour of a ball (before drawing it) and bet on this ball’s colour, then the ball is drawn and its
colour inspected. The possible bets are depicted in Tab. 4.2.

In the first problem the participant may choose between picking a red or a black ball. This
means that if he/she thinks that the chances of picking a red ball is higher compared to picking a
black ball he/she guesses red. If, on the other hand, he/she reasons that the chances of picking a
black ball is indeed higher than picking a red ball then black is guessed. Then, if the participant
guessed right he/she becomes a monetary outcome of 100$, other else nothing (wrong guess).
For the second problem the setting is changed a little, as shown by Tab. 4.2, but in essence the
choice problem is similar. The only difference is that if a yellow ball is draw the participant gains
regardless of his/her choice (in the first case he/she looses regardless). It is important to say that
the same person participate in both choice problems, one after another.

Repeating: after presenting the problems’ conditions to the participants, they must choose a
lottery/option and draw a ball from the urn (returning it to the urn after inspecting its colour).
First they must choose between A and B (Problem 1:) and then between C and D (Problem 2:).
To the participants the column “Odds” is not shown.

Analysing the choice problems, they are reduced (in both cases) to estimating the amount of
black balls, which in Tab. 4.2 is represented by X in “Odds”, and then betting against it. Because
the outcomes (in column “Outcome”) are the same; the participant must only estimate the amount

5 For example using xX = −xOutcome or xX = e−xOutcome as the monetary attribute utility
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of black balls. In the first problem, if the participant estimates an amount of black balls higher
than 30 (X > 30) he/she will choose B. For the second choice, the problem remains the same, i.e.
to estimate the amount of black balls and to bet against it (as evidenced by column “Odds” in
Tab. 4.2). This means that if a person chooses A for the first problem he/she should also choose
C and, conversely, if she/he chooses B then also D. In the praxis the most observed combination
is A with D, which is inconsistent.6

The conclusion for this paradox is the same as for the Allais paradox: either the utility theory
does not apply for the problem or the rational model does not correctly address the option’s
utility.7 This paradox explores the “sure-thing” principle that says that a person prefers to bet
against known chances (for A they are 30 in 90 and for D 60 in 90).

4.5 The Prospect Theory

The Prospect Theory [KT79] (PT) was developed to tackle the Allais paradox. The mathematical
model is presented in Eq. 4.1 and it is also a utility based theory, but not rational. The main
difference between PT and the Expected Utility Theory (EUT) is in how the outcomes are com-
bined with their respectively probabilities. In PT two new functions arrive: v(•) (Eq. 4.2) and
π(•) (Eq. 4.3). These functions are non-linear transformations for the outcomes and probabilities,
respectively, and they represent the participant’s perception of both values. In Eq. 3.3 the utility
is calculated as eut(•) =

∑
xp and in Eq. 4.1 it is calculated as pt(•) =

∑
v(x)π(p).

pt(x) =
∑
〈x,p〉∈x

v(x)π(p) (4.1)

v(x) =
{
xα x ≥ 0
−λ(−x)β x < 0 (4.2)

π(p) =
pγ

(pγ + (1− p)γ)1/γ

{
γ = γ+ x ≥ 0
γ = γ− x < 0 (4.3)

To have a visual comparison between EUT and PT, regarding the manipulation of the outcomes
and probabilities refer to Fig. 4.1. There the outcome transformation, corresponding to the EUT,
is depicted by the curve v(x) = x in Fig. 4.1a. In Fig. 4.1a is also the v(•) function used by
the PT: curve v(x)α for positive outcomes and v(x) = −λ(−x)β for negative outcomes. For the
π(•) function, the curve identified by γ = 1.00 in Fig. 4.1b represents the EUT “distortion” of
a probability p and the curve γ = 0.61 represents the distortion for positive and γ = 0.69 for
negative outcomes. Thus, it can be said that Eq. 4.1 introduces two elements: the status quo
(reference dependence) and probability distortion. An additional comment must be made: if all
parameters (α, β, λ, and γ) are reduced to 1 then the model reduces to the EUT utility function.

4.5.1 Status Quo And Reference Dependence

In PT the utility evaluation (Eq. 4.1) depends on the status quo, i.e. the participant’s current
state. Therefore in pt(•) (Eq. 4.1) it is also assumed that the outcomes (the x values) are already
manipulated to assume the zero as the status quo.8

As discussed in Sec. 4.2.2, the status quo represents the current individual state and it deter-
mines how the individual perceives the outcomes. This perception can be seen in Fig. 4.1a, where
the steepness in the losses (region identified by v(x) = −λ(−x)β) is higher when compared to
the gains (region identified by v(x) = xα). According to [KT79] this is necessary to express the

6 Unfortunately, the original article [Ell61] does not give any numerical evaluation of the problem.
7 In [SLB08] it is called the Monotonicity axiom, which informally says that an agent always want more of

something good. For the Ellsberg paradox it translates into betting in the higher guessed probability since the
outcomes are the same.

8 If not then v(x) = v(x− sq), sq is the status quo value, and γ is adjusted according to the x− sq signal.
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Figure 4.1: Prospect Theory functions

observed behaviour towards monetary lotteries: riskier in the losses than in the gains. This means
that the individuals are less willing to risk when in a profit situation. They perceive the outcome
differences – ∆x – less significant than they really are in gains and are more sensible to differences
in losses, i.e. the differences (∆x) appear greater than they really are.

4.5.2 Probability Distortion Function

When analysing the influence of the status quo in the function π(•) (depicted in Fig. 4.1b) the
difference is not as salient as for v(•) (Fig. 4.1a). The differences, on the other hand, between
π(•) and just p (γ = 1.00 in Fig. 4.1b) are visible: the “bumps” of π(•).

The objective of π(•) is to model the “hope” and “sceptic” observed. When individuals evaluate
outcomes with low probabilities, they believe that their chances are actually higher than the real
probabilities, but for the high probabilities the effect is inverted, people are pessimistic about them.
An explanation given in [KT79] is that when a person is confronted with an outcome having a
high probability she/he acts as some external factor could intervene and lower her/his chances.
For these reasons the function π(•) has the depicted inverted “S” shape (Fig. 4.1b), with a “upper
bump” near the origin and a “depression” near the certainty. This means that the function π(•)
(Eq. 4.3) over compensates low probabilities9 and under compensates high probabilities.10 These
distortions expressed by the functions are necessary to reproduce the behaviour observed in the
experiments.

The function π(•) is the main responsible for the ability of the PT to reproduce the Allais
paradox.11 To better understand the influence of the π(•) function, in Fig. 4.2 the lottery A from
Tab. 4.3 is depicted with only the values of π(•) corresponding to each outcome. There it can be
seen that the probability of the outcome 2400 is severely decreased12 while the corresponding to
the outcome 2500 is elevated.13

In the graphic (Fig.4.2) both features/distortions shown by the function π(•) can be observed.
The probability of outcome 0 is overcompensated;14 but the effect is clearer by the outcome 2400.
At this particular outcome the π(•) function has a strong influence by greatly diminishing the
real probability and this is responsible for making the utility of A lower than the utility of B (the
utility referred here is the one calculated by the pt(•) function).

The reasons for the deviations are because the function π(•) violates the independence axiom
(Sec. 3.3). This axiom says that if two lotteries are equivalent, i.e. their utilities are equal, then

9 In the region near the origin, when comparing with the EUT evaluation, shown by the dotted line in Fig. 4.1b.
10 In Fig. 4.1b comparing the EUT (dotted line) with the π(•) for the region near the certainty.
11 The outcome distortion function is also necessary but it clearly does not have great influence when compared

with the π(•) function, because the outcomes are restricted to only one region of the v(•) (the positive).
12 It has a high probability and therefore it is under compensated.
13 The probability is located at the first “bump” in Fig. 4.1b.
14 It has no influence because de outcome value annuls it.
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Table 4.3: Modified Allais problem

Problem 1:

Opt. Outcome Prob. eut(•) pt(•) Pref. (in %)

A
2500 0.33

2409 806.5 182400 0.66
0 0.01

B 2400 1.0 2400 943.2 82

Problem 2:

Opt. Outcome Prob. eut(•) pt(•) Pref. (in %)

C
2500 0.33 825 326.7 830 0.67

D
2400 0.34 816 320.1 170 0.66

they may be combined using any probability and the mixture remains has the same utility. This
is not the case for the PT, where the region does matter (see Fig. 4.1b)

4.5.3 Reproducing The Allais Paradox Preferences

When the parameters from Eq. 4.1 are set to α = β = 0.88 and λ = 2.25 (Eq. 4.2) as well as
γ+ = 0.61 and γ− = 0.69 (Eq. 4.3) the function pt(•) yields utilities in the “eut(•)” column from
Tab. 4.3. Revisiting the Tab. 4.1 in Tab. 4.3, where the column “pt(•)” is added, it is possible
to see that this utility function reproduces the preferences.15 This shows that the utility theory
applies to the Allais paradox (a model exists) but not the rational model (EUT).

15 Recollecting, the preferences are: A ≺ B and C � D. Then looking at the values given by pt(•), it yields:
pt(A) < pt(B) and pt(C) > pt(D).
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4.6 Prospects And Editing Phase

The main reason why the Prospect Theory is so called is because of the prospect concept. A
prospect is similar but not equivalent to a lottery (Sec. 3.3), which is a simple pair set. A prospect
is not. A prospect is a lottery after the editing phase but its mathematical representation is
equivalent: {〈x0, p0〉, . . . , 〈xn, pn〉}.

The editing phase, just informally described in [KT79], corresponds to aggregate similar out-
comes assigning a new corresponding aggregated probability. Some proposals were presented and
among them is the work from Narens [Nar04] which establishes a clear theory for not only editing
prospects but also to reproduce the Ellsberg paradox. The theory is a development from the
Support Theory [TK94, RT97] and is based on an algebra defined over cognitive symbols and
semantic meanings. The problem with this theory is that it requires to know how each of the used
cognitive symbols (such as the elements involved in a lottery) are mapped into semantic elements
(associated with a meaning) for each person. It ultimately means that propositions such as the
semantic of a colour must be scrutinised for each person and it is most likely to be infeasible.

To use the PT, a method based on the approach of [DS05] is used for transforming a lottery into
a prospect. The basic idea is to edit a lottery by aggregating elements from it assuming a threshold
ε, then a clustering method is applied to it. Because this method is part of the contribution of
this work and has some issues to be discussed it is presented in the next chapter.

4.6.1 Coping With The Editing Phase

In the literature two distinctive approaches are found to cope with the editing phase. The first is
to avoid it completely. This is what was used by Kahneman and Tversky [KT79] when presenting
the PT. They have not allowed the outcomes to be too similar, i.e. the possible outcomes were
so chosen that they do not require an editing phase. This is the same approach used in [Avi06]
and also in [SK04]. In the first the Cumulative Prospect Theory (presented in Sec. 4.7) is used to
model route choice and it keeps the possible outcomes separated from each other, to avoid editing
the lotteries. In the second, which uses PT for departure time decision modelling, the options are
also kept discrete and separated.

Another approach is to use continuous prospects, which also avoids the editing altogether. This
is what is done in [CS09] and in [RW08]. The continuous case of the Prospect Theory is discussed
in Sec. 4.7.2.

4.6.2 Why Not Use Standard Clustering Methods

The striking question for coping with the editing phase is why not use a standard clustering method
because the editing phase consists in aggregating similar outcomes and assigning an appropriate
probability to the aggregated outcomes. But this implies that a structure exists that stores the
outcomes received and an algorithm exists that manipulates this structure to transform the stored
data into a lottery and later into a prospect. Lotteries can be easily built over the histograms of
the outcomes received by the agent, where the probability is simply the frequency over the total
of outcomes received.

This suggestion has however a serious drawback: it forces the agent to remember all outcomes
and their frequency and this is potentially inconvenient to the space complexity since the outcome
stream16 must not have a foreseeable limit. For the general purpose it is supposed that neither the
amount of iterations nor the amount of possible outcomes are limited.17 To alleviate this condition
it must be said that a good sample from the histogram is as good as the histogram itself.18

16 It is called stream because the sequence of outcomes received by the agent has a time component (one outcome
per step) and therefore it is called stream here.

17 This is of course a theoretical speculation since it is always limited by the amount of simulated steps. Never-
theless in some cases, as in the discussed here, some unknown limited is as good as unlimited because it can make
the implementation infeasible.

18 For the EUT this is almost obvious, since it calculates the mathematical expectancy. For the PT it is important
that relevant features are not excluded from the sample – by relevant features it is meant the outcomes located at
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Along with these properties it is necessary that the algorithmic complexity of the learning
method suffers no significant increase. This means that the algorithm that will store the lot-
tery/prospect must not demand an increasing memory space nor computational time as the agent
gets experienced with the world (as it accumulates experience).

To cope with these restrictions a good clustering method solves the problem. Not any clustering
method, however, because it is run over dynamic data (the outcomes) and to store the histogram
is prohibitive. In data mining this is called “Clustering Evolving Data Streams”.19 Among
the methods is the lossy counting algorithm [MM02]. But it has two major drawbacks: the
space complexity is unbounded and new data is as good as old data. Another alternative is to
use the sliding window clustering [HK05] but this also presents a drawback: at each step the
window must be shifted (so that the oldest data leaves the window) and it implies calculating the
histograms/clusters each time. This can be time consuming when the amount of agents doing this
operation is large. It also may be restrictive if the window size required as well as the amount of
agents is large.

4.7 Advances In The Prospect Theory

After the original model was proposed [KT79], some improvements were developed. Among them
are the Cumulative Prospect Theory [TK92, WT93] (CPT), the Prospect Theory for continuous
distributions [RW08] (ContPT), and the Continuous Cumulative Prospect Theory [DS05] (Con-
tCPT).

4.7.1 Cumulative Prospect Theory

The CPT is an improvement over the PT and includes another psychological feature. This feature
is the evaluation of a prospect looking at the outcomes through the cumulative effect of the
probabilities. Some evidences in [FW97] shown that the CPT is more descriptive than the PT,
even though other evidences [CH94, WG96] suggest the contrary. Therefore which theory is the
best is still to be investigated.

To let it be clear, the model is presented in Eq. 4.4. A prerequisite for the CPT is that the
prospect must be ordered by the prospect outcomes, i.e. the lowest outcome is the first to appear
and the highest the last.20 Therefore the pairs have indices (indicated by a subscription) and the
index o corresponds to the status quo index. The terms x+ and x− refer to the positive part of
the prospect x (indices higher than o) and to the negative part of x (indices lower than o).

cpt(x) = V (x+) + V (x−) (4.4)

V (x+) =
n∑
i=o

π+
i v(xi − xo) (4.5)

V (x−) =
o∑

i=−m
π−i v(xi − xo) (4.6)

v(xi) =
{
xαi xi ≥ 0
−λ(−xi)β xi < 0 (4.7)

The cpt(•) function (Eq. 4.4) aggregates the cumulative utility of the positive (function V (x+)
in Eq. 4.5) and negative (function V (x−) in Eq. 4.6) parts of the prospect. These two functions
are similar to the pt(•) function (Eq. 4.1) but not entirely; they differ in the π(•) function (the
function v(•) in Eq. 4.7 is the same as in Eq. 4.2). In the regular π(•) the evaluation is the same
as in the functions w+(•) (Eq. 4.12) and w−(•) (Eq. 4.13), also depending on the signal of the

the “bumps” of the π(•) function.
19 According to [HK05] in Sec. 8.1.5.
20 This means that xi < xi+1 for all pairs 〈xi, pi〉 in the prospect.
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outcome. For the CPT the probability distortion function is a little more elaborated and depends
on both the current pair index and the signal of the pair’s outcome being evaluated.

π+
n = w+(pn) (4.8)

π−−m = w−(p−m) (4.9)

π+
i = w+

 n∑
j=i

pj

− w+

 n∑
j=i+1

pj


o ≤ i ≤ n− 1 (4.10)

π−i = w−

 i∑
j=−m

pj

− w−
 i−1∑
j=−m

pj


1−m ≤ i ≤ o (4.11)

w+(p) =
pγ

+

(pγ+ + (1− p)γ+)1/γ+ (4.12)

w−(p) =
pγ
−

(pγ− + (1− p)γ−)1/γ−
(4.13)

The original π(•) (Eq. 4.3) function is in w+(•) and w−(•). The essential difference is in
taking the difference between the distortion of the cumulative probabilities for the ith pair instead
of only manipulating the probability of the pair itself. This is calculated by π−i (Eq. 4.11) and
π+
i (Eq. 4.10), the negative and positive outcomes respectively. The exceptions are the in the

extremes, i.e. the first21 and last pairs which are calculated by π−m (Eq. 4.9) and π+
n (Eq. 4.8) and

have no cumulative aspect. The accumulation can be described as:

1. Consider the probabilities as discrete points in a probability distribution function22;

2. For positive outcomes set the accumulation limit to the last pair and for negative to the
first;

3. Set the first probability region to be from the ith pair to the limit and calculated the
probability distortion;

4. Set the second region to be from the next pair closer to the limit and also calculate the
distortion;23

5. The difference between the distortion of the first and second regions yields the outcome
probability perception.

Taking the example of prospect A in Tab. 4.3, when analysing the perception of the probability
for the outcome 2400, the informal interpretation is as follows. At 2400 the remaining chunk is 0.99
(0.66 + 0.33) and the next remaining chunk is 0.33, so the perceived probability is the perception
of 0.99 discounted the perception of 0.33. Nevertheless the advantages of the CPT over the PT
are not clear, as mentioned before.

4.7.2 The Prospect Theory For Continuous Prospects

The continuous version of the PT [RW08] (ContPT) works by assuming that an outcome threshold
ε exists to transform the continuous prospect into a discrete prospect. The strategy used was to

21 Recall that for the CPT the prospect must be ordered in increasing manner according to the outcome value,
i.e. the first pair in the prospect has the lowest outcome value and the last the highest.

22 This works because the pairs are ordered by the outcome in the lottery.
23 For positive outcomes it means the next pair (i+ 1) and for negative outcomes the previous pair (i− 1).
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derive the resulting PT model when ε tends to 0, in this case transforming the PT model into the
ContPT. For the continuous CPT [DS05] (ContCPT) the problem is more complex. Because the
cumulative aspect, which is based on the concept of capacity [Cho54], the accumulations (from the
π(•) function) must be taken into account when extending the CPT for the continuous case. This
process strongly depends on the Probability Distribution Function (PDF) adopted and therefore
a model must be derived for each PDF.

The continuous models are not shown because they are not investigated here, which uses only
discrete prospects and lotteries. However if it were the case24 then it would mean that a PDF
must be chosen and the appropriated model derived.

4.8 Summary

This chapter started with the criticisms to the rational behaviour for modelling human decision-
making (Sec. 4.2). It also points out two specific issues: the bi-parted decision making process
and the status quo dependency. The first refers to the separation between intuition and reasoning
when someone makes a decision. By intuition it is understood the “quick-and-dirty” response to
a decision problem, i.e. a decision that is immediately available. This is here called the System 1
decision-making process. The reasoning system, called System 2, tackles a more cumbersome
decision process that does a more profound analysis of the alternatives and tries to make the best
decision.

The latter issue, the reference or status quo, refers to the point where gains are separated from
losses, i.e. which outcomes are classified as gains and which as losses. This classification influences
in how a person behaves. In the losses persons are said to behave more risky and with more
precaution in the gains (Sec. 4.2.2).

The next relevant issue in this chapter is the systematic violations observed in the rational
behaviour, which are explicitly shown in the Allais and Ellsberg paradoxes (Sec. 4.4). Then the
Prospect Theory (PT) is presented (Sec. 4.5) that copes with the Allais paradox (Sec. 4.5.3). The
PT tackles with it by distorting the outcomes and probabilities in a prospect.25 These distortions
are necessary to reflect the human perception of outcomes and probabilities. The first distortion
function v(•) (Eq. 4.2) makes the explicit separation between gains and losses (Sec. 4.5.1) and the
function π(•) (Eq. 4.3) distorts the probabilities. The probability perception function π(•) reflects
the optimism regarding low probabilities and the pessimism for the high probabilities (Sec. 4.5.2).
The optimism refers to the behaviour observed in people when confronted with low probabilities
outcomes. They tend to perceive the probability higher than it really is and the inverse is observed
for the high probabilities, which are perceived lower than they really are.

The editing phase that transforms a lottery into a prospect is discussed in Sec. 4.6. This
procedure corresponds to the transformation of a lottery, by aggregating similar outcomes, into a
prospect. It is also discussed how this is tackled in the literature (Sec. 4.6.1) and why standard
clustering methods are not adequate for this task (Sec.4.6.2).

The last part of this chapter presents the advances in the PT (Sec. 4.7). The Cumulative
Prospect Theory (CPT) is presented as well as the continuous versions of the PT and CPT.

24 An example would be to assume that the travel-time is distributed according to a particular PDF.
25 Prospects are the subject of Sec. 4.6.
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Chapter 5

Q-Learning Based On The
Prospect Theory

This chapter presents the Q-Learning [Wat89, WD92] algorithm to tackle with decision under
uncertainty.1 Its main point is to present the standard Q-Learning and the modifications to
transform it from a rational decision-making algorithm to a non-rational one based on the Prospect
Theory (PT). It also presents presents a proposal of algorithm for tackling with the editing phase,
which as explained before lacks a formalism (Sec. 4.6).

5.1 Concepts Review

The necessary concepts from the previous sections are first that a utility is an aggregation over
outcomes and their probabilities.2 Then the important problem of transforming a lottery into a
prospect, the editing phase (Sec. 4.6). This process has not a defined formalisation (Sec. 4.6) and
is usually avoided by forcing the options or outcomes to be separated enough to make the editing
phase unnecessary (Sec. 4.6.1). It is also important to know that the standard clustering methods
are not the best choice for coping with it (Sec.4.6.2) and therefore a new algorithm is proposed
(Sec. 5.5).

5.2 Why Learning

In the previous chapters the two main utility theories for decision-making modelling were pre-
sented and discussed – the Expected Utility Theory (EUT) in chapter 3 and the Prospect Theory
(PT) in chapter 4. These theories are only capable of solving part of the problem: they provide
methods for option ranking based on the expected/estimated outcomes, but they do assume that
this information is given beforehand. This is not always the case, depending on the problem for-
mulation. Therefore a learning algorithm is necessary. In any case, knowing or not the internals of
the problem, the objective is always to reach the optimal policy. A policy is a function, or look up
table, that associates a state with an action. An optimal policy is a policy whose state associated
action is, on the long run, the one that maximises the accumulated utility.

To restrict the problems tackled by this work, it is assumed that the problems to be solved
have the Markovian property [Mar71], i.e. the transitions among the different world states do not
depend on the state’s history. This means that the only elements that influences the world’s state
transition are the current state and agent’s actions. Another approach is to suppose a world with

1 Knight [Kni21] defined that decisions under risk are those made with known stochastic outcomes, as in the
Allais paradox from Sec. 4.4.1, and under uncertainty are those where the outcomes are not informed, i.e. the
individual must infer/estimate them.

2 This is true for the Expected Utility Theory (Sec. 3.3) and the Prospect Theory (Sec. 4.5).
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Bayesian properties [Bay63], where the previous state of affairs do matter for the transitions. The
latter is not discussed in this thesis.

Another point is that learning is not necessary if the state transitions are known, i.e. the
decision-makers are aware of the state transition and reward functions for the given problem.
In this case the use of most of the learning techniques are counter-productive because they are
usually less efficient than analytical solvers.3 However, if the transition and reward functions are
not known then learning algorithms seem to be the best strategy [SLB08] for repetitious decisions
with a temporal4 component. The basic scenario under which the agents make their decisions is
both iterative and under uncertainty, because the agents are not aware of the outcomes of their
actions before executing them.In this scenario the task, or tasks, is repeated indefinitely, which
characterise the conditions for an implicit decision problem.5 Another issue is the uncertainty
about the outcomes; they are not beforehand known to the agent, i.e. the agent is not aware of
the options’ costs before making a decision.

As said before, it is assumed that the world/problem has the Markovian property [Mar71] –
the historical state track does not interfere with future state transitions. Formally it is assumed
that the world is a Markov Decision Process [Mar71, Bel57b, Bel57a] (MDP), but other formalisms
have been also considered and this discussion is addressed in Sec. 5.3.

Agent learning is needed because in the used MDP the transitions and outcomes are not
known to the agents. By this it is meant that to “solve” the choice problem imposed by the
MDP the agent must adopt an optimal policy, i.e. to have an action associated with each possible
state, where the expected accumulated outcome is optimal. To achieve this, without knowing the
transition and reward functions, the agent must first learn how states are reached and rewards are
assigned, meaning to learn the Probability Distribution Functions (PDFs) associated with each
function. The idea of informing the state transition and reward functions may seem appealing
but its applicability rapidly diminishes as the amount of actions, states, and rewards increases.
The stochastic behaviour of the state transition and reward functions may turn the enumeration,
prerequisite for an analytical solution, into an infeasible criterion for real world scenarios. No
to mention the problem when several agents are interacting with each other at each iteration,
as exposed by [SLB08]. Because of this, the enumeration of all possibilities may exceed the
computational capabilities available, making this strategy less desirable. Learning, on the other
hand, can be very effective in regard to this space problem, since a good learning algorithm learns
tendencies (where the mathematical expectancy of each function is located) and not subtleties.

Therefore the learning strategy is adopted and the specific Q-Learning algorithm [Wat89,
WD92] was chosen. It is chosen because it is a reinforcement learning algorithm and second
because it can be easily adapted for the use of EUT and PT – the two utility based theories being
compared. This is not the case of TD(λ) [Sut84, Sut88] because it takes advantage of the rational
utility for mixed lotteries – the utility of mixed utilities in EUT is the mathematical expectancy
(Sec. 3.3). For the PT, the outcome PDF must be known/inferred, but in TD(λ) the strategy is
to only accumulate the outcomes and correct the estimated expectancy value, it does not keep the
PDF behind the outcome function.

A last explanation worth noting is that here only the learning aspects of the decision-making
process are approached. This means that the algorithmic part that switches between exploration
and exploitation is left out of its specifications. It is so because this part is approached in the
next chapter when presenting the agent architecture. But for the sake of the argument in Eq. 5.1
a simple version of it is given. There: Dn(s) is the effective decision made at step n for state
s; Rand(0, 1) is a function that draws an number from an uniform distribution in the interval
[0, 1]; rexplore ∈ (0, 1) is the exploration rate;6 As is the set of all possible actions for the state s;

3 In theory, most of the learning algorithms require unlimited time to guarantee the convergence to the optimal
policy, even though in practical terms this is not the case.

4 By temporal it is meant the fact that the notion of order in the sequence of decisions exists.
5 It refers to the bi-parted decision-making system where familiar decisions tend to be (implicit) made using

intuition, the System 1 (Sec. 4.2.1).
6 The extremes are excluded because 0 means that the agent never explores and 1 that it never exploits. Usually

a conservative low rate is chosen, such as rexplore = 0.1, but with one exception: rexplore = 1 iff n = 0, i.e. the
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Rand(As) randomly chooses one of these actions; and Vn(s) is the decision made based on what
has been learnt about the decision process, i.e. the exploitation part.

Dn(s) =
{

iff Rand(0, 1) ≤ rexplore Rand(As)
else Vn(s) (5.1)

5.3 Why MDP

Among the several formalisms characterised by the Markovian property are: Markov Decision
Process [Mar71, Bel57b, Bel57a] (MDP), Stochastic Games [Sha53] (SG), Partially Observable
Markov Decision Process [Lov91] (POMDP), and Partially Observable Stochastic Games [HBZ04]
(POSG). These four models are classified in Tab. 5.1, where “States” means that the agent(s)
is/are aware of the current state and “Observations” means that the agent(s) has/have an indirect7

perception of the state. Moreover, “Single Agent” means that the agent(s) is/are not aware of any
other possible agent in the world; and “Multi-Agent” means that the agent(s) is/are aware of the
existence of other agents.

Table 5.1: Theory classification

Single Agent Multi-Agent
States MDP SG

Observations POMDP POSG

Formally an MDP world is defined by the tuple 〈S,A, T,R〉 where S is the state set, A the
action set, T : S × A 7→ Π(S) the transition function where Π(S) is the set of all PDFs over the
state set, and R : A×S 7→ R the reward function. The transition function T (•) is a function that
returns a PDF over the state set S for each state-action pair. The function T (•) can be changed,
for convenience, to T (s, a, s

′
) = p where: s is the current state; a the action chosen at state s; s

′

a possible next state; and p ∈ [0, 1] the probability for reaching the state s
′

from state s using the
action a. The reward function R(a, s) ∈ R returns a numerical value (the outcome) for reaching
state s through action a, regardless of the previous states.

The POMDP world has additional structures and its tuple is 〈S,A, T,R,O,Ω〉 where Ω is the
observation set and O : S × A 7→ Π(Ω) the sensor function, i.e. what the agent observe from the
world given the current state and the action chosen. The sensor function can be transformed into
O(s, a, o) = p where: s is the current state s; a the action chosen; o a possible observation; and
p ∈ [0, 1] the probability of receiving the observation o given the state-action pair (s, a).

The use of MDP or POMDP depends on the problem being modelled. In traffic both formalisms
are possible. If the state is the network status (such as link load for each link) and the observations
represent the experienced link loads of the chosen route, then POMDP is the correct formalism.
Consequently, the agent does not know the current status (the load of each single link) but only its
own experience. But if the network state is not relevant for the agent8 and the route experience is
sufficient then the route experience is the state and the MDP is the correct formalism. This is the
approach used, because it is supposed to be seldom the case where a driver is interested in knowing
the complete network state and even rarer the case in which the driver keeps track of such states.
Another approach to the problem is to consider the observation, or the feedback about the world
state, as the reward. In this case the reward function is defined as R : A×S 7→ Π(R) where Π(R)
is the set of all possible PDFs over the real numbers. This means that the function R(a, s) = π(R)
returns a particular PDF over R for each (a, s) pair. Again in the route choice example: a state
will be characterised by a transportation need9 (a route) for a given situation, the route set will

first decision is always an exploration.
7 Just some features of the state, the observations, are given to the agent(s) as feedback about its/their current

state.
8 The case where the agent is not concerned about the state of the each link in the whole network.
9 A transportation need is task where an individual must go from A to B using a transportation mean.
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be the action set, and the reward function builds a cost PDF for each route. To give a concrete
example in commuting from home to work and vice-versa (the commuting scenario): two MPD
states are possible, where the first state is the route from home to work and the second from
work to home. If, in the meanwhile, another transportation need approaches, it will be treated as
another state, and so on. Therefore the partial observability is not an issue10 and avoiding it is
also desired for complexity reasons. Because a POMDP needs to guess the current state according
to the observation, to solve a POMDP requires also being able to correctly guess the current state
and therefore able to make a good action choice. Therefore partial observability is used not in this
work.

For the multi-agent property the possibilities are SG and POSG. In both cases the “awareness”
of other agents is added to the tuples. For the SG the tuple is 〈S,A, T,R, I) where I is the agent
set. Moreover, the functions T (•) and R(•) must be changed to take all agents into account.
Therefore the transition function is defined as T : S × An 7→ Π(S), or seen as T (s,a, s

′
) = p

where a = 〈a0, a1, . . . , an〉 is the joint action vector (each agent i ∈ I makes a decision about the
action ai to use). The reward function also needs the joint action vector and then it is defined as
R : S × An 7→ Rn or R(s,a) = r, where r = 〈r0, r1, . . . , rn〉 gives the reward to each action for
the corresponding agents. An analogous process also modifies the POMDP into POSG; but as the
POMDP is not considered, the formalism for POSG is not presented.

The relevance of SG is that it takes into account all agents, which is the case for multi-agents.
However, here the perspective is not the one from the world but from the agent. This means
that, the agent perception of what the world is, is important and not what the world actually
is. In [ER07] it is shown that the contribution of each agent declines as the amount of agents
increases and strategies that ignore the other agents are also effective (in environments where the
amount of agents is high). Another point is that humans are unlikely to keep track of each other
competitor for environments where the social interaction is minimal – as observed in [AOR05]
and in [KR00]. Therefore the explicit representation of each other agent by the agent itself is not
made, i.e. the agent does not represent the other agents in its internal structures – thus the MDP
representation is chosen. This was also the opinion of von Neumann and Morgenstern [vNM07],
explicitly made in section 2.4.1 and again in 2.5:

[From 2.4.1]: “. . . When the number of participants becomes really great, some
hope emerges that the influence of every particular participant will become negligible,
and that the above difficulties11 may recede and a more conventional theory become
possible. These are, of course, the classical conditions of “free competition.” Indeed,
this was the starting point of much of what is best in economic theory.”

[From 2.5]: “. . . Sometimes free competition is assumed, after the introduction of
which the participants face fixed conditions and act like a number of Robinson Cru-
soes12 – solely bent on maximizing their individual satisfactions, which under these
conditions are again independent.”

5.4 Standard Q-Learning

The original Q-Learning [Wat89, WD92] is a reinforcement learning algorithm for solving MDP
problems13 without knowing the environment beforehand. This means that the learning procedure
needs to know neither the outcomes of its actions nor the transition function, prior to its decision,
to achieve the “maximum accumulated discounted wealth/reward”. Because the algorithm does
not need the options’ outcomes it is suitable for learning in environments with decisions under
uncertainty, i.e. where the outcomes are stochastic and the reward’s PDF is unknown to the

10 In this case instead of using observations the agent assumes the feedback as the state itself.
11 It refers to the problem of multiple players, where a 2 players game is different from a 3 players and this is

different from a 4 players game and so on.
12 In [vNM07] Robinson Crusoe is how a single player is called, i.e. a player that acts as if he/she is alone in the

game.
13 As said before, MDP problems assume a single agent trying to find the best policy for the given problem.
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agent. The general idea of the algorithm is to explore the environment and to learn how actions
influence the accumulated reward and to increasingly make better decisions (as the experience
accumulates) that maximise its discounted accumulated wealth. It is shown in [Wat89, WD92]
that given enough iterations the algorithm converges to the rational behaviour. To achieve this it
starts by heavily exploring the environment (trying all the possible actions) and as the experience
is accumulated it decreases the environment exploration, thus increasing the exploitation of own
knowledge. In layman’s terms it is: the agent starts trying everything to understand the nature
of the environment and then, as the experience is accumulated, relies more and more on own
estimates, ending up using only the accumulated knowledge.

The algorithm does that by keeping an estimate of each action’s reward and updating it as the
action is reused. This process slowly converges to the mathematical expectancy of the actions’
reward (the EUT utility in Eq. 3.3), without requiring xi or pi to be known (the lottery pairs
describing the outcomes’ PDF). Eq. 5.3 shows the original specification of Q-Learning, where
Vn(s) returns an action a for iteration n at state s. As n grows Vn(s) tends to be the best
action, based on the accumulated knowledge about the received rewards that are stored in the
table/function Q(•) (Eq. 5.2). In Eq. 5.2 rn is the immediate reward (received at iteration n), γ
a fixed discount factor (to recursively decrease the influence of the possible subsequent actions),
and αn the decreasing

(
lim
n→∞

αn = 0
)

learning factor to help Q(•) to converge to the eut(•) value.

Qn(s, a) = (1− αn)Qn−1(s, a) (5.2)

+αn

rn + γ
∑
s′∈S

Vn−1(s
′
)


Vn(s) ≡ argmax

a∈A
[Qn(s, a)] (5.3)

5.4.1 Learning Factor α And Exploration Rate

The learning controlling factor α (Eq. 8.4) is defined in [Lit94] and explicitly given in Eq. 5.4.14

The problem with such definition is that it requires a considerable large horizon to reach learning
“accommodation” – to reach αn ≤ 0.1, it requires n > 500560. In other words, the original
definition requires more than 500560 steps to reach a learning rate of 10%. This is way too high
a value for practical experiments, i.e. a too long simulation time. The other simple solution is to
decrease α0 to fit a desirable accommodation speed, i.e. to establish the desired learning rate by
a wanted horizon n and then to calculate the α0. For instance, to achieve the α100 ≤ 0.1 it would
require that α0 ≤ 0.97723, but it also makes α50 ≤ 0.31623 and α25 ≤ 0.562341. Which is a too
quick accommodation compared with the original: α50 ≤ 0.999770026. This could compromise
the learning performance. To give an idea of the αn with different α0 see Fig. 5.1,15 where the
curve with α0 = 0.9999954 (the original value) has no noticeable decrease (it is almost a flat line
at the value 1.0).

α0 = 0.9999954
αn = αn0 (5.4)

A second approach is to change the function to a more suitable for short horizons. To tackle
this, the Richards’ function [Ric59] was chosen. This function is an adjustable sigmoid function
(Eq. 5.5) where αinit is the initial learning factor (usually αinit = 1), αfinal the desirable value for

14 The values were taken from [Lit94] because in the original article [WD92] no equation for α is given, only the

guidelines that
“

lim
n→∞

αn = 0
”

. In the thesis from Watkins [Wat89] there is also little clarification. In some cases

α is kept constant and in other it is dependent from state variables. Therefore, the equations given in [Lit94] are
used.

15 For a higher horizon, please see Fig. B.2.
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α when reaching the wanted horizon n. The other factors (Q, B, M , and ν) are flexible, but the
chosen values give a fairly symmetric curve along the simulation horizon. A comparison between
this function and the original exponential curve, with α0 = 0.97723, is depicted in Fig. 5.2.16

There the parameters are: αinit = 1, αfinal = 0.1, and n = 100.

A = αinit

K = αfinal − αinit
Q = 0.5
B = 10/n
M = n/2
ν = 0.5

αn = A+
K(

1 +Qe−B(i−M)
)1/ν (5.5)

The exploration rate, i.e. how much does the agent experiment with the environment is also
supposedly decreasing with n. To cope with this the same strategy as for α is used and the Eq. 5.5
is used, except that for exploration the αinit = 0.2 instead of 1.

5.4.2 How To Transform The Standard Q-Learning To Be PT Based

As the original Q-Learning algorithm converges to the rational behaviour, changing it to become
non-rational (based on the PT) means that Q(•) must return a pt(•) “converging” value instead of

16 For a visualisation of the impact of the different parameters please address to Fig. B.3.
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Figure 5.3: Single-state Q-Learning Qn(a) evolution

an eut(•) “converging” value. To make clear how the standard Q-Learning eventually converges17

to the eut(•) value, the algorithm is simplified to the “single-state” case shown in Eq. 5.7. The
difference between Eq. 5.3 and 5.7 is in the Q(•) function working (Eq. 5.2 and 5.6). From the
original function (Eq. 5.2) the MDP function T (•) influence is removed (the γ

∑
s′∈S Vn−1(s

′
)

term), i.e. it does not need to take into account the influence of the action a transitioning to
another state as well as to calculate this next state worthiness. In a simplified explanation, the
reduced Q-Learning in Eq. 5.7 is “stateless”, i.e. it is assumed that the agent remains in the same
state.

Qn(a) = (1− αn)Qn−1(a) + αnrn (5.6)
Vn ≡ argmax

a∈A
[Qn(a)] (5.7)

To conduct some experiments, a hypothetical MDP (dissociated from any particular scenario) is
formulated in a way that the agent acts over a single state with a single action and an hypothetical
reward function R(•). With this oversimplified MDP it is possible to better observe how the
Q(•) function/table evolves as iterations are accumulated.18 This experiment is designed to only
evaluate the convergence of values in Q(•), in particular to which direction.

For the deterministic case19 the “accommodation” of the Q(•) table/function is rather quick,
as shown in the Fig. 5.3a where the iteration step (or the Q(•) index) is in the x axis. For the
stochastic case, in Fig. 5.3b, the “accommodation” is slower but also reaches the eut(•) value
(Eq. 3.3). In the experiments shown in Fig. 5.3a and 5.3b, the simplified algorithm from Eq. 5.7
was used and the value of Q(•) (Eq. 5.6) recorded as the experiment evolved. In the stochastic
version the lottery A from the Allais Problem 1: (Tab. 4.3) was used.20 The proof that the
Q-Learning always converge to the mathematical expectancy is given in [Wat89, WD92].

This means that to modify the Q-Learning algorithm for returning the PT utility (Eq. 4.1)
it is necessary to modify the Q(•) function to converge to a pt(•) equivalent value, instead of
the eut(•) from the original formulation. The simple examples from Fig. 5.3a and 5.3b are easy
to transform for using the pt(•) function. The results are presented in Fig. 5.4a and 5.4b. This
modification required an extra table to record all different rewards, but when a value is repeated

17 The algorithm is proven to converge only at infinity, which is for all practical applications an unrealistic
criterion. Therefore it is expected that the algorithm reaches the optimal policy in a discrete amount of steps,
which also means that it only “eventually” reaches an optimum point in a limited amount of steps.

18 The inclusion of more actions and states makes the analysis a little more complicated because not only the
specific accommodation for the current state and action is learnt but their effect on the possible forthcoming states
and other possible actions.

19 Deterministic means that R(•) has a PDF with only one possible outcome, which has probability 1. The
stochastic counterpart has PDF with several possible outcomes, each with its own probability.

20 For each iteration step a weighted roulette wheel was used to select the outcome in the function R(•).
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the corresponding counter was incremented.21 This way the extra table can be used to construct
the prospect. Then instead of using αnrn, αnpt(Pn)22 was used, where Pn corresponds to the
prospect built based on the current reward. This is shown in eq. 5.13, where Pn is the prospect
generate from an auxiliary “table” C. The table C simply stores each received reward in pairs
〈c, f〉 where c is the reward value and f is the frequency with which the reward has appeared.
This means that each time a reward is received the corresponding counter f is incremented or a
new pair 〈c, f〉 is included with f = 1 – assuming that no other pair has a c = rn, being rn the
reward received at step n.

C = {c ∈ C | c = 〈c, f〉} (5.8)
C = {∀c,d ∈ C | cc ≡ cd ⇒ c = 〈cc, fc + fd〉 ∧C = C− {d}} (5.9)

Cn = Cn−1 + {〈rn, 1〉} (5.10)

Pn =

{
∀〈c, f〉 ∈ C∃〈x, p〉 | x = c ∧ p =

f∑
〈c,f〉∈Cn

f

}
(5.11)

Qn(a) = (1− αn)Qn−1(a) + αnpt(Pn) (5.12)
Vn ≡ argmax

a∈A
[Qn(a)] (5.13)

It is possible to observe that the Q(•) function converges to the pt(•) values, depicted in
Fig. 5.4a and 5.4b. The reason why the PT based Q-Learning is faster (in converging) than the
regular version is because of the score/reward table. This table gives more information than just an
aggregation over the past rewards, which is the case of the value iterated strategy of the original
Q-Learning. This means that as soon as the table has a significant sample23 over the reward
function the Q(•) function returns a value close enough to the expected pt(•). The objective of
the figures was not to compare the performance of both version but to show that both converge
to the theoretical expected value. The formal definition of convergence is in Eq. 5.14 (for the
EUT/normal version) and in Eq. 5.15 (for the PT version).

lim
n→∞

Qn(a) = eut(r(a)) (5.14)

lim
n→∞

Qn(a) = pt(r(a)) (5.15)

The proof of Eq. 5.15 is rather simple: lim
n→∞

Pn = R(•), i.e. the experienced the agent gets to

the MDP (the higher n becomes) the more its Pn evolves closer to the PDF in R(•) and since
this is the only prerequisite to return a correct pt(•) equivalent value then it converges to it in
n→∞.24

The information issue, i.e. the extra storage needed by the PT version is approached in the
next section, where the issue not covered by the previous chapter is recapitulated: the editing
phase.

21 The method used should not be confused with the adopted for the agent Q-Learning because it has several
drawbacks, explained in the very next section. It is suitable, nevertheless, for this particular experiment. The
reason for using a different algorithm is again to give a clear view of a single aspect (in this case the convergence
of Q(•)) instead of trying to explain every aspect together.

22 The pt(•) function is the same as in Eq. 4.1.
23 The frequencies stored in the extra table are close enough to the real PDF in R(•).
24 The numerical and practical issues are ignored here, i.e. when n is actually ∞ all values in Pn are also

numerically ∞ and therefore the computation of the probabilities is not possible. But as discussed before, n =∞
is not an acceptable condition for any practical algorithm and therefore it can be said that when Pn reaches a close
enough sample of R(•) its values can correctly construct R(•) and therefore the correct pt(•) value.
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Figure 5.4: Simple Q-Learning Qn(a) evolution, using PT

5.5 Editing Phase

In Sec. 4.6.2 it is discussed why the standard clustering methods are not appropriate for coping
with the editing phase. Therefore here a simple algorithm is proposed that combines part of the
simplicity of the lossy counting and part of the strategy in [ALSS95]. This editing method is also
inspired by [DS05], despite of the drawbacks discussed in Sec.4.6.

The algorithm is a stream clustering algorithm based on centroids (geometrical centres), i.e.
the outcomes are seen as clusters and the derived prospect corresponds to the centroids of those
clusters, having the sum of the outcomes’ probabilities as the cluster probability and the mean
value (of the outcomes) as the representative outcome. Because R(•) is unidimensional the clus-
tering is made over a single dimension. This method also requires a separation threshold, called
ε.

As a consequence of the clustering method, the reward function codomain is limited and
partially known, because ε must be given. It means that the derived Q-Learning algorithm needs
to accumulate more knowledge about the world than the original version, because it must have an
idea of the reward function codomain. This means that ε should not be calibrated but informed
(by the modeller) to help the algorithm. This implies too, that the agent is not completely “blind”
when looking at the reward function R(•) (it knows how to aggregate the rewards through ε).25

Another consequence is that the R(•) function must map a closed interval in R.26

This cluster structure is defined by Eq. 5.16, where C is the cluster structure, which is a set
of pairs 〈c, f〉. These pairs represent the centroid value in c and the amount of points in that
centroid in f . In this structure the centroids are unique, i.e. no two pairs share the same centroid
value c.

C = {c ∈ C | c = 〈c, f〉 ∧ c ∈ R ∧ a ∈ N∗} (5.16)
C = {∀ c ∈ C, 6 ∃ d ∈ C | cc = cd}

In Eq. 5.16 only the structure is formalised but not how to transform it into a prospect x.
This process is rather simple and shown in Eq. 5.17. There xC is the prospect generated from
the cluster structure C; 〈c, f〉 is a centroid/accumulator pair from C; 〈x, p〉 is the resulting out-
come/probability pair (for the corresponding 〈c, f〉); and x receives the c value and p receives the
frequency f converted to the corresponding probability.

25 The agent builds the prospects using the editing algorithms but the value ε is given by the modeller and not
“discovered” by the agent.

26 If the interval is not closed the amount of items in the extra table can grow unlimited. A simple example is to
try to segment in a limited number of intervals (higher than 1) the entire R: the number of intervals possible are 1
and ∞.

59



5.5. EDITING PHASE CHAPTER 5. PT BASED Q-LEARNING

prospect(C) = xC (5.17)

xC =

{
∀〈c, f〉 ∈ C ∃〈x, p〉 ∈ xC x = c ∧ p =

f∑
〈c,f〉∈C f

}
The last part of the algorithm builds the structure C from the rewards received by the agent,

as it experiences it. A simple version of the algorithm is shown in Algo. 5.1. The function
Cluster(•) receives as arguments: the current cluster structure, the clustering threshold, and the
new reward to be included in the cluster. This algorithm avoids the linear growth in both memory
and computational complexity. This means that once the reward function codomain is partitioned
the amount of pairs in C stays constant. Another advantage of this algorithm is that it builds
the structure as the rewards are received, which relaxes the codomain restrictions (the codomain
must be limited but the limits must not be known beforehand).

Algorithm 5.1: Cluster(•)
Data: 〈centroid, accumulator〉 set C
Data: the threshold ε
Data: the reward r to be included
Result: Updated set C

cmin ← NIL ; /* cmin is the closest centroid to r */1

∆d←∞ ; /* ∆d is the distance between r and cmin */2

/* finds the closest centroid to the reward r */
forall pair c ∈ C do3

if Distance(c, r) < ∆d then4

∆d← Distance(c, r);5

cmin ← c;6

end7

end8

/* checks if the centroid is suitable for aggregation */
if ∆d ≤ ε then9

ccmin ←
r+acmin

ccmin

1+acmin
; /* new centroid value */10

acmin ← acmin + 1 ; /* increments counter/accumulator */11

else/* it is a new centroid */12

C← 〈r, 1〉 ; /* add the new centroid */13

end14

The editing method presented has also drawbacks: it has a fixed threshold that may not be
the most appropriate clustering method.27 Another issue is its strong dependency on the initial
values. If the algorithm is used as in Algo. 5.1 then the first rewards must be a characteristic
draw from R(•), i.e. a well distributed sequential draw from R(•). For example, let ε = 5 and
a reward sequence be 〈5, 15, 7, 13, 9, 11, 9, 11, 9, 11〉. In this case C = {〈7.8, 5〉, 〈12.2, 5〉}, which is
clearly not an acceptable clustering. A better clustering would be C = {〈6, 2〉, 〈10, 6〉, 〈14, 2〉}

To overcome this problem some modifications are possible. The most simple is to fix where
the centroids can be; in the example, let only multiples of the ε to be the centroids (such as: −5,
0, 5, 10, and so on).28 Another approach would be to have, besides the threshold, the sample size
that is considered statistical significant. Then before this sample is available the algorithm keeps
all outcomes. Thus the behaviour would be: if the sample is not large enough then create the

27 An ε depending on the region of R(•) may be needed. A simple example would be the Normal curve, where
near 0 it is interesting to have a smaller ε than near the extremes.

28 This approach simplifies the computational complexity of the algorithm but does not reflect the abstract
concept of a centroid, which is the “centre” of the cluster.
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cluster structure every step. Then, when it has reached a sample large enough, it switches to the
Algo. 5.1 using the last created cluster as the starting structure. This last suggestion implies that
the reward function acts as a random variable (if the PDF is not known) and that the sample size
must be estimated/known.

5.5.1 Bias

It is also noteworthy saying that this clustering method is biased. The bias exists because it gives
the same weight to new and old experiences. This means that a past too “bad” or too “good”
result will be remembered as “fresh” and any other experience, even though it may not reflect
the current world state, i.e. the rewards received recently. As it will be seen in chapter 8, this
has a marginal impact on the results but may not be ignored. The improvement of the clustering
method is left as future work.

5.6 Modified Q-Learning

The modifications necessary are a combination of what was presented as the single-stateQ-Learning
in Sec 5.4.2 and the clustering method from the previous section. As said before in Sec. 4.6, the
editing phase has not been formalised and the standard clustering methods are not suitable for the
task (Sec. 4.6.2). Therefore a new clustering method is proposed (Sec.5.5) to cope with the editing
phase. This algorithm must be included into the modified Q-Learning. The complete modified
Q-Learning is presented in Eq. 5.21. It is assumed that Cn ← Cluster(Cn−1, rn) represents the
centroid set at step n and Cluster(•) the function in Algo. 5.1, then the modified Q-Learning
algorithm is given by Eq. 5.18, 5.19, 5.20, and 5.21; where v(•) and π(•) are the same distortion
functions from the PT specification (Eq. 4.2 and 4.3). It is worth noticing that the Q-Learning has
no complexity increase because the only modifications are the inclusion of the set C and the pt(•)
function. The pt(•) function depends on the size of C and on the function Cluster(•), which for
its turn only depends on the size of C. Yet C has a limited size (significantly smaller than the
amount of iterations) meaning that no increase of computational complexity occurs.

pt(C) =
∑
c∈C

v(cc)π
(

ac∑
c∈C ac

)
(5.18)

Cn = Cluster(Cn−1, rn) (5.19)
Qn(s, a) = (1− αn)Qn−1(s, a) (5.20)

+αn

pt(Cn) + γ
∑
s′∈S

Vn−1(s
′
)


Vn(s) ≡ argmax

a∈A
[Qn(s, a)] (5.21)

To make it clear how the algorithm works a simple example is given step-by-step. The clustering
parameter is ε = 5 and in Tab. 5.2 and 5.3 is the evolution of each of the structures according
to the received reward, in the second column of Tab. 5.2. For the Q-Learning parameters it is
assumed: αn = αn0 , α0 = 0.9999954, γ = 0.9, and Q0(•) = 0 – which are the parameters suggested
in [Lit94].

In the first table (Tab. 5.2) it is shown what happens with the centroid set Cn as it incorporates
each new reward (column “rn” in Tab. 5.2). Then in Tab. 5.3 one can see how the Cn set is
converted into a prospect, where the accumulators are converted into probabilities, and what is
the pt(•) value for this prospect (columns “prospect(Cn)” and “pt(C)” in Tab. 5.3, respectively).
The last column in Tab. 5.3 shows the Q values at each step.
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Table 5.2: Evolution of Cn (part 1)

n rn Cn Operation in C
1 100 {〈100, 1〉} includes a new pair 〈100, 1〉
2 102 {〈101, 2〉} aggregates with pair 〈100, 1〉
3 101 {〈101, 3〉} aggregates with pair 〈101, 2〉
4 101 {〈101, 4〉} aggregates with pair 〈101, 3〉
5 110 {〈101, 4〉, 〈110, 1〉} includes new pair 〈110, 1〉
6 105 {〈101.8, 5〉, 〈110, 1〉} aggregates with pair 〈101, 4〉
7 113 {〈101.8, 5〉, 〈111.5, 2〉} aggregates with pair 〈110, 1〉
8 120 {〈101.8, 5〉, 〈111.5, 2〉, 〈120, 1〉} includes new pair 〈120, 1〉

Table 5.3: Evolution of Cn (part 2)

n prospect(Cn) pt(C) Qn(s, a)
1 {〈100, 1〉} 57.54 57.54
2 {〈101, 1〉} 58.05 109.84
3 {〈101, 1〉} 58.05 156.90
4 {〈101, 1〉} 58.05 199.26
5 {〈101, 0.8〉, 〈110, 0.2〉} 51.58 230.91
6 {〈101.8, 0.8〉, 〈110, 0.2〉} 52.19 260.01
7 {〈101.8, 0.71〉, 〈111.5, 0.28〉} 51.43 285.44
8 {〈101.8, 0.625〉, 〈111.5, 0.25〉, 〈120, 0.125〉} 60.97 317.86

5.7 Summary

In this chapter the Q-Learning algorithm is approached and its modifications to conform the PT.
It is argued that learning is necessary because the Markovian state transition function is not known
beforehand and therefore the agents must learn it (Sec. 5.2). Then it is said that here the MDP
approach is used (Sec. 5.3) because the amount of agents is high and it is not suppose that persons
keep track of each single other competitor when its amount is high, which is also the opinion from
von Neumann and Morgenstern (see quotation at the end of Sec. 5.3).

Following this discussion the standard Q-Learning is presented (Sec. 5.4) as well as the first
step towards its modification to be PT based (Sec. 5.4.2). Then the final issue is approached: the
editing phase (Sec. 5.5). It is also important to mention that the clustering method adopted is
biased, as discussed (Sec. 5.5.1). With all necessary algorithm it is then possible to present the
modified Q-Learning (Sec. 5.6), which includes a simple example to illustrate how the algorithm
works. Therefore the complete Q-Learning proposal to tackle the PT based learning algorithm is
presented in this chapter.
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Chapter 6

Traffic And Route Choice

In this chapter the general aspects of traffic modelling and then the specific aspects of route
choice modelling is presented. The modelling framework used here is the four-step model, which
is addressed first in this chapter. When the “big picture” is shown then the specifics of the route
choice problem are discussed and how it is tackled in this work. It also includes the mapping
from traffic to Markov Decision Process (MDP), which is necessary since the MDP is the adopted
modelling approach for the agent (Sec. 5.3).

6.1 Concepts Review

The only necessary concept necessary here is the MDP modelling adopted by the learning algorithm
(Sec. 5.3). This means that it is necessary to map each element of the MDP to the corresponding
traffic element. The basic property of an MDP is that it does no depend on historical evolution
of the states, i.e. the next state depends only on the current state and the action of the agent.
Specially important is to define which are the actions, the states, and the rewards.

6.2 Traffic Modelling

The goal of any given model is to better understand the modelled phenomenon. This means
that a model is only useful if it casts some light over the phenomenon and helps to explain its
observed behaviour and also to predict future behaviour under other conditions. In a nutshell:
understanding and prediction are the key features of a good model. According to [HB07], for
traffic this translates into understanding its dynamic and also its behaviour in a future condition.

The practical applications of a traffic model are diverse and depend on who is looking at the
model. For traffic authorities the goal is to understand the network use (link1 load) and how
conditions will change, e.g., when a new highway is built or the impact of a new industry facility
for the vicinities of it. For logistic companies it is to find optimal ways to navigate through
the network with minimal cost (avoid overloaded links for example) and help to plan future
paths according to the future conditions. For public transportation companies it is interesting for
planning schedules, and, of course, profitability (how may persons are in each line at each time),
to plan future extensions (such as new lines or schedules) to improve satisfaction and profit. For
transportation researchers a model helps to understand how people make decisions to fulfil their
transportation needs.

In the previous paragraph, except for the last example, all applications are basically interested
into link load and its behaviour. This is also the focus in this text, since this seems to be the only
available standard against which a model can be thoroughly evaluated. The reason relies on the

1 Link is the term to specify a segment in a street that connects two crossings and link load is the measurement
of the amount of vehicles in this segment at given time.
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available data, which is mainly link load. Nevertheless some hope can be expected from projects
such as the Berkeley’s Mobile Millennium Project2 that collects a comprehensive route decision
dataset, although their findings are still to be published. For the time being, the only practical
benchmark for traffic models is link load, i.e. a model is as good as it is capable of reproducing
the network load.

6.3 The Four-Step Model

The most well-known traffic modelling technique is the four-step model [Bat07, McN07] (FSM).
This model requires, as the name says, four steps to be fulfilled before modelling traffic. These
steps are:

Trip Generation Based on various data (such as socio-demographic and land use surveys) de-
termine which are the potential origins and destinations.

Trip Distribution When all origins and destinations are realised, it is necessary to establish
how many individuals go from each origin to each destination. This means that the origin
destination matrix (OD matrix) is specified.

Mode Split Once all transportation needs are determined it is necessary to decide, for each
trip, which transportation mode will be used. For instance how many individuals (for each
OD pair) are using a private vehicle, a public transportation (and its kind), or another
transportation mode such as car-pool or bicycle.

Assignment When all previous steps are fulfilled, then the modeller must find the routes for
each trip (with its corresponding mode) that better corresponds to the observed link loads
(occupation).

Even though assignment is seen as a single step by the FSM, it can be sub-divided into other
four steps [Bat07]:

Route Choice For each OD pair a route will be assigned.

Load Aggregation The link load will be aggregated based on the chosen routes, i.e. how many
routes share each one of the links.

Capacity Evaluation Since each link has a specific capacity, the corresponding side-effects must
be taken into account, such as travel-time penalties.

Cost Evaluation For each OD pair the travel cost, based on the routes, will be evaluated and
given as feedback.

The whole process is usually iterative running until an equilibrium is reached, i.e. the in-
dividuals can no longer ameliorate their costs. The Wardrop [War52] equilibrium definition is
normally used, which is also known as user equilibrium (UE). When the equilibrium is reached,
the model can be evaluated, verifying how good it actually reflects the observations. Since link
load/occupation is the most largely available data from a network this is used along with a fitness
function (Sec. 2.5.1) to inform how the model fits the data. In the praxis this means that a model
must ultimately reproduce the observed link loads through route choice modelling, although the
ultimate goal is to use the model to forecast future conditions of the network or how will the
load be distributed in some future time. The logic behind the model is this: if all steps have
been correct and the model reproduces the observed network load (with an acceptable accuracy)
then the decision model must be correct. This means that the route choice model also correctly
captures how people decide to go from A to B (the transportation need). Thus, because the way
how people make decision remains the same,3 when the scenario changes the results (link load)
given by the model will be correct.

2 http://traffic.berkeley.edu/, launched on November 10th of 2008.
3 This is based on the utility theory, which says that the utility function is unlikely to change (chapter 2).
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6.3.1 Route Choice Problem

From the four steps in the FSM the last one (assignment) is the most critical because it is the only
that just observing the behaviour does not bring much information to the modelling process. In
comparison, to find out which are the origins and destinations (the trip generation step) is rather
simple and can be estimated by locating the several zones in the modelled region (living, shopping,
and working zones) and any future situation can also be estimated by the land use planning. This
information is all what is needed to build the necessary model, because the observations are the
parameters. For the next step (trip distribution) the same is true, even though harder to acquire,
knowing the amount of individuals in each zone is sufficient. These parameters can be collected
from demographic and socio-economic surveys. The mode split can also be estimated by the
number of registered vehicles, public transportation use, and so on. It is fair to say that this is
not as easy as the previous two but the observation gives sufficient details about its nature.

The last step is the most difficult one because only observing it (assuming that all routes are
known) does not give much insight on how the routes were chosen. Since the goal is to capture
how people choose their routes. It is assumed that it is unlikely to change over time. Thus, having
all routes provides the gold standard against which the model must be evaluated, not the model
itself. This means that a choice model is still necessary.

A route choice is a discrete choice model, where a set of finite and countable choices (choice
set) is given and the individual chooses the element that best suits him/her. If this choice problem
can be modelled using a utility function it means that a mathematical function can be built that
mimics the individuals’ choices. Since a utility function is used it is meaningful to discuss about
its modelling and inevitably about its states of equilibrium.

6.3.2 Equilibrium And Utility Functions

The concept of user-equilibrium is only meaningful with an associated fitness function (in this
case the utility function) that says when a change in the choice does not improve the expected
reward (the equilibrium definition). It is then meaningful to discuss about rationality and non-
rationality in this context. According to [CS09], the rational equilibrium is said to be the objective
user optimal decision and for the non-rational equilibrium it is said to be the subjective optimal
decision. But regardless of the theory the optimal choice is always the one that yields the maximum
utility, according to the used utility function.

In traffic as already discussed, the standard approach is to assume rational travellers, on the
other hand it seems that the Prospect Theory (PT) is gaining more and more attention from
the traffic researchers. But in a recent article [CS09] a continuous derivation of the Cumulative
Prospect Theory (CPT) is investigated for modelling a five link network. The main argument for
the use of the CPT is that it is – arguably – a better approach to model how people evaluate
choices under uncertainty, i.e. when the costs are not known beforehand. On the other hand,
the very existence of an equilibrium in traffic is questioned in [Goo98], where it is argued that
an equilibrium cannot be supposed valid for traffic when the data is not collected in such state
and no evidence can be shown to support that the system moves towards the equilibrium. That
said, it is supposed here that an equilibrium exists and, as in [CS09], this equilibrium is the one
established by the perceived cost, i.e. the utility function does not reflect necessarily the real cost
of a route, but what the traveller/agent perceives as its cost, its subjective cost.

Regarding the utility function, the only variable is the travel-time. But before presenting the
travel-time calculation method (in the next section) it is necessary to discuss how relevant the
travel-time function is for the decision process. Recalling the discussion about the utility function
in chapter 2 it is said that the utility function forms an ordinal scale and that any monotone
affine transformation is possible. That said, the only important feature of a travel-time function
for the route choice model is that it must be proportional to the link load, i.e. the more vehicles
in the link the higher is the travel-time in that particular link. The argument is the following:
suppose that the real travel-time function4 (if such modelling is possible) is an exponential curve,

4 The very nature of the travel-time as a function can be questioned because. Since it is independent from the
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such as the one supposed by the Bureau of Public Roads [Tra00] (BPR) and that the drivers
take only the travel-time into consideration. For the utility function side, only the ordering is
relevant, i.e. how the links/routes are scored (which is the best, the second best, and so on).
With this in consideration a utility function that uses the exponential values of the travel-time
function is equivalent to another function that uses the logarithm of the travel-time, because the
logarithm does not change the ranking of the links/routes (even though the actual utility values
are different).

Now suppose that the travel-time function is hypothetically linear. Then again both the exam-
ples of utility function explained before are still equivalent and valid, because the travel-time is still
proportional to the amount of vehicles and the utility functions still rank more occupied links below
less occupied. This means that taking the point-of-view of the agents and the decision-making, the
specific travel-time function is almost irrelevant. It must only reflect the same behaviour observed
in reality, which is higher occupation implies higher travel-time.

This remark has a caveat nevertheless. If a travel-time function is used that is only loosely
related to the real travel-time function then this model cannot be used to model problems where
the departure and arrival times are relevant. In this case none of the so called day-activity planning
models can use this function. Another issue is the lack of a specific travel-time function for urban
traffic. The BPR function is explicitly said to only model highway traffic [Tra00]. A more specific
modelling is attempted in [DG08] using fundamental diagrams [RPM04]5 for urban links in San
Francisco (USA) and Yokohama (Japan). The approach was to extract four linear regions from
the estimated fundamental diagrams and then to calculate the travel-time according to the linear
region corresponding to the occupation. For compatibility reasons the BPR method is used, which
is presented in Sec. 6.4.1.

6.4 Modelling Traffic Assignment

In this work it is assumed that the first three steps are already fulfilled. This means that the
model needs as input the OD matrix (steps 1,2, and 3) and the objective is to model the traffic
assignment. To accomplish this task some prerequisites are necessary. First, the choice set must be
provided, i.e. the route set for each OD pair.6 The method used is the so called Link Elimination
Shortest-Path [ACaERSMM93] (LESP) with one modification: only one link is eliminated per
algorithmic run – this is formally presented in Sec. A.5. Second, a utility function structure is
provided and here only the travel-time is taken into account. This means that it is supposed,
in this first model, that only travel-time is relevant for the individual route evaluation. Since an
iterative process is used to achieve the network’s final state, an equilibrium definition is necessary.
To cope with that both concepts are used: rational user-equilibrium (EU) and the subjective user-
equilibrium, as [CS09] defined it. The first definition is obviously used for the rational models and
the second for the non-rational PT based model proposed.

As mentioned in the previous paragraph the only variable in the utility function is the travel-
time, but travel-time is a cost. Then the simplest way to extract the worthiness of travel-time is
in Eq. 6.2, where: r is the route being evaluated, l ∈ r is a link used in the route r, and tl is the
time consumed to transverse7 the link l. In a simpler explanation: the utility of a route is equal
the negative value of the route’s travel-time that is the sum of the consumed time in each of its
links. This leaves the tl to be calculated that is done by the function bpr(•) (Eq. 6.3) explained

specific drivers in the link. Therefore the travel-time, per definition, is not a function (the counter-domain is not
unique for the same domain value). This can be better understood if different quotes of aggressive (move faster)
and non-aggressive (slower) drivers are mixed and, with a fixed amount of drivers each time, made to travel the
same link. It is expected that this will produce different behaviours and travel-times as well.

5 Fundamental diagrams is a graphic plot that has the vehicular density as the x-axis and flow in the y-axis.
Density, for its turn is simply the amount of vehicles currently on the link divided by the link capacity (the maximum
amount of vehicles that fit on the link). The flow, on the other hand, is the amount of vehicles per time unit that
travels the link.

6 Because in this first approach no modus is modelled, it is assumed that each OD pair has an associated modus.
7 Transverse is the technical term to designate the time consumed to travel a link.
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in the very next section.

u(r) = vtravel−time(r) (6.1)

vtravel−time(r) = −
∑
l∈r

tl (6.2)

The network is not, however, used as it comes to the simulation. First the input graph is
transformed into a super-network (Sec. A.2) that stratifies the input graph according to its multiple
modi. This means that each modus has its own network, with the relevant links for this particular
modus, and then the different networks are interconnected, so that modus change is allowed. This
structure provides a better way to identify and control the modus change when generating a path
in the network.8 Therefore a modified shortest-path algorithm is used (Sec. A.4) for generating
routes.

6.4.1 Travel-Time Calculation

For the travel-time calculation the formula provided by the Bureau of Public Roads [Tra00] (BPR)
is used. The reason for its adoption is compatibility, i.e. because most of the commercial traffic
simulation programs, such as VISUM,9 also use it. This function is in Eq. 6.3 below, where,
according to [Avi06], θ = ρ = 2.0, lload is the occupation of link l, Cl is the capacity of l, llength
is the length of l, vmax is the maximum speed allowed, and llanes the amount of lanes of l.

bpr(l) = tfreeflow(l)×
(

1 + θ ∗
(
lload
Cl

)ρ)
(6.3)

tfreeflow(l) = llength/vmax (6.4)
Cl = 0.3 (llenghtllanes) (6.5)

It is, however, worth noticing that this is not appropriated for urban traffic scenarios because
it was explicitly developed for highway traffic. The travel-time curve for a single lane link with
100m is depicted in Fig. 6.1 and the fundamental diagram in Fig. 6.2.

6.4.2 Translating Route Choice To Link Load

As explained in Sec. 6.3 the method for translating route choice to link load is to collect all decision
(routes) and to count how many drivers took the same link and then calculate the corresponding
travel-time informing that back to the drivers. The formalization of this concept is made below:

1. Ask all agents about their route choices: a = 〈a0, a1, . . . , an〉, where a is the joint action
vector and ai is the route choice of agent i.

2. Reset all link loads: ∀e ∈ ES ⇒ eload = 0, where S is the graph representing the network,
ES the link set of the graph, and eload is the link occupation (amount of agents occupying
this particular link).

3. Set the new link loads: ∀e ∈ ES ⇒ eload =
∑
a∈a δe, where a is a route (in this case a list of

links) and δe =
{

1 iff e ∈ a
0 other else .

4. Inform back to the agents the travel experience: R = 〈r0, r1, . . . , rn〉, where ri = 〈r0, r1, . . . rm〉
and rj = bpr(ej ∈ ai) (Eq. 6.3). This means that the agent receives back a tuple (ri) where
each element corresponds to the travel-time, which is calculated by function bpr(•), for all
links (ej) of the chosen action (ai).

8 A Context-Free Grammar is used for this purposes (Sec. A.3).
9 http://www.ptvag.com/
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Figure 6.1: Travel-time function

6.5 Traffic As An MDP

As said in Sec. 6.1 and explained in Sec. 5.3 the world is, for the agents, an MDP instance. This
means that the traffic assignment elements must be mapped into the MDP elements. First, each
step is defined as transportation event, i.e. a step encloses an entire trip/travel (from an origin to
a destination). Second, the traffic network must provide the states and rewards to the agents.

To cope with the last requirement, the traffic network is transformed into a super-network [CFCLB03,
FCHLvN03, FCvNB04], which is formalised in Sec. A.2. A super-network can be said to be a
stratified labelled digraph, i.e. each modus is represented by one stratus where all links have the
particular modus of the stratus. The links are also labelled according to which modus they have.
This structure is useful because it not only provides means to assign special costs (such as the cost
of buying a bus ticket) but also to provide a multi-modal navigation through the network. This
means that using the super-network representation this work can be easily extended to provide
not only the traffic assignment modelling but also the modus split modelling (left as future work).

The states, as already mentioned, are the OD pairs, i.e. a state is defined by an origin and a
destination node/vertex. Therefore the action set is the route set for the given state (OD pair).

The last element of the MDP specification is the reward function. This is done by informing
the travel-time experience of each link in the agent’s chosen route. Formally, the traffic instance
of the MDP tuple 〈S,A, T,R〉 is in Eq. 6.6. In this definition some other structures are defined,
which are: S for the input super-network; VS for the vertex set of S; AllPaths(•) an algorithm
that generates all paths for a given OD pair (an example is in [MMS90]); r is a route; l ∈ r is a
link in route r; bpr(•) a function that returns the travel-time for the given edge/link.
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Figure 6.2: Fundamental diagram

MDP = 〈S,A, T,R〉 (6.6)
S = {∀〈o, d〉 ∈ VS × VS |o, d ∈ VS ∧ o 6= d}
A = ∪〈o,d〉∈SA〈o,d〉

A〈o,d〉 ⊆ AllPaths(o, d)

T (〈o, d〉, r, 〈o
′
, d
′
)〉 =

{
1.0 iff〈o′ , d′〉 ≡ 〈o, d〉∀r ∈ A
0.0 other else

R(s, r) = −
∑
l∈r

bpr(l)

In Eq. 6.6 the action set A〈o,d〉 is only a subset of AllPaths(o, d) because it depends on the
path generation algorithm and, as argued before, the path generator used is the LESP (Sec. 6.4).

6.6 Summary

In this chapter the traffic modelling is approached. The modelling paradigm used is the four-step
model (FSM), which is the standard approach (Sec. 6.3). The focus is on the route choice problem
(Sec. 6.3.1), which is the last step in the FSM. It is also stressed that modelling traffic assignment
usually means to reproduce the link loads observed in the data because that is normally what is
available. In Sec. 6.4 it is discussed how route choices are translated into link occupation and then
into travel-time experiences. In the last section, the mapping from traffic to an MPD instance is
made. This step is necessary to make it possible to use the Q-Learning formalism (chapter 5) for
modelling the route choice problem, which is the scenario used to evaluate this work.
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Chapter 7

Agent Architecture

In this chapter the elements are put together into an agent architecture. These elements are
the learning engine (Sec. 5.6), the split reasoning (Sec. 4.2.1), sensory (in this case travel-time
feedback, Sec. 6.4.1), and memory management (explained in details in this chapter). In the
proposed architecture the concepts of split reasoning (discussed in chapter 4) and non-rationality,
as well as rationality, are incorporated. A quick note about the typefaces here employed: regular
typeface is used as in “System 1” it refers to the idea evoked by the concept and the typewriter
typeface appears as in “System 1” it refers to the architectural mechanism that, in this case, cope
with the “System 1” concept.

7.1 Concepts Review

Here the only concept that is needed from the previous chapters is the bi-parted reasoning system
(Sec. 4.2.1). The bi-parted system means that the decision-making is performed at two different
levels. The first, called System 1, is the intuitive level and corresponds to the “quick-and-dirty”
decision-making. This part accounts for the decision with which the agent is accustomed with,
i.e. the decisions made by System 1 refer to problems that are more-or-less known by the agent
and whose solutions are rapidly available. The second level is the System 2 that accounts for the
decisions that need a more elaborated decision process. At this level the options are collected and
analysed before any choice is made. This is a more cumbersome process and therefore the agent,
when making the decision using the System 2, tries to truly optimise its choice.

7.2 Why An Agent Architecture

From what has presented it may seem unnecessary to have an agent architecture since the elements
to be put together present low or no complexity. The main reason is to organise the concepts and
make it simpler to understand how data, reasoning, and sensory fit together. Another one, not less
important, is to make it simpler to extend this architecture into one that includes new features
(some examples are given in chapter 10). The last major contribution of an architecture is to lay
the foundations for implementation by explicitly pointing out the basic building blocks.

It also makes it simpler to show how the specific features used here are, such as the split
reasoning (chapter 4) and the flexibility to switch between the Expected Utility Theory (EUT)
and the Prospect Theory (PT). Some secondary features are: the switch between exploration
(experimenting with the world) and exploitation (using the own world model to make decisions);
as well as to have an intuitive decision-making level (required by the split reasoning model).
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Figure 7.1: Proposed agent architecture

7.3 Proposed Agent Architecture

The proposed architecture is depicted in Fig. 7.1. In this architecture two reasoning levels are
present and they are named System 1 and System 2 after [TK83]. As discussed in Sec. 4.2.1;
the bi-parted decision-making engine is supported by several researchers and medical evidences,
therefore here only two decision-making modules are used. The first is the intuitive level (System 1)
that account for known situations and for those whose options are already available. The decision-
making at this level is sometimes described as a decision that “pops-up” to mind and in general it
is said to be “quick-and-dirty”. This means that the decision is not necessarily the best (whenever
the criteria are) but the best among the ones that are promptly available to the agent.

In System 2 on the other hand the highest reasoning is situated, where more options are
analysed (or even generated) and their estimated outcomes taken into account. This means that
the System 2 is responsible for, at a first glance, supporting the System 1 in the decisions that it
(the System 1) cannot make. In this case System 2 acts as a solution provider when the System 1
falls short. Another function of the System 2 is to supervise the activities of System 1, i.e. if the
outcome (or expected outcome) of System 1 is below the agent’s acceptance level (Sec. 4.2.1) it
takes over the decision processes and corrects the System 1’s decision.

Another point is that here a split memory mechanism is proposed where each module has its
own memory. The Short Term Memory is the only memory available to System 1 while System 2
has access to both, the short and long term memories. The reactive behaviour is in System 1
and, as explained in Sec. 4.2.1, the System 2 is only triggered when System 1 performed poorly
or does not know how to decide, which is not the case in reactive responses. In this model the
supervision (dash-dotted line identified with Supervision in Fig. 7.1) is explicit depicted as well
as the option supplier (the extra command line Options? from System 1 to System 2 in Fig. 7.1).

7.3.1 Memories

As discussed in Sec. 4.2.1, the bi-parted reasoning system asks for a decision from the intuition level
(System 1) and this first decision can be corrected by the reasoning level (System 2) and that if
the System 1 cannot solve the problem it is escalated to the System 2. It is also known [AF00] that
as easy an information is available as probable it is that it will be used – this is called accessibility
bias. In practical terms it means that if a decision must be made and the short-term memory
already contains any options it is probable that the choice this will be made among them. Then,
if no option is promptly available, the System 2 will be triggered to supply an option set from
which a decision will be made. Therefore to support this decision-making mechanism a suitable
memory organisation must be provided. In this case the memory is split into two: short and long
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term memories.

Short Term Memory

To support the intuitive decision-making module (System 1), the Short Term Memory is provided
and it has some defined features. First, it is restricted in size, i.e. how many options it can hold.
Therefore, according to [Mil56], the Short Term Memory is limited to 7 items per context, and
the context here is represented by a state, i.e. each different state is interpreted as a different
context. Specializing this concept for traffic, it means that each origin destination pair (OD pair)
corresponds to a state and, the routes being the available actions, each state holds a maximum of 7
routes. So the state “home-to-office” holds a maximum of 7 routes and “office-to-groceries-store”
holds a different set of routes, which again can hold a maximum of 7 routes.

Along with the short term memory items a score (a single numerical value) is also kept with
each one of them. This score is the “intuitive” utility of each item. This means that when the
System 1 makes a decision it ranks each of the items in the Short Term Memory and chooses the
very best according to the scores/utilities associated with each item. For the current application
the scores kept with each item are the latest evaluation made by the Q-Learning, i.e. the Vn(s)
values (Eq. 5.3 and 5.21). This way the supervision of System 2 is “pro-active” and keeps the
System 1 always up-to-date with the actual utilities.

It must be noticed that this is not entirely correct under the psychological point-of-view, be-
cause a separation between them exists and the scores in the short term memory are not promptly
updated. This means that the System 2 must have an internal threshold that establishes when
the utility, or expected reward, does not meet the “acceptable” standards. However, no model
for this behaviour is available and establishing an “ad-hoc” interpretation of this will introduce
another variable in the model and one that will probably be wrong. Thus this lack of decoupling
between System 1 and System 2.

Aside from this, the short term memory suppose to be up-to-date, i.e. it must contains rela-
tively “fresh” items. It means that items that are old are not supposed to be in it. To cope with
that, in Short Term Memory the items are also tagged with their age, i.e. how long the item in
the Short Term Memory was not being used. In practice, this means that each time the agent
is in a given state and it makes a decision the non-chosen options have their age increased and
the chosen has its age set to zero. As soon as an item reaches the maximum age threshold it is
excluded from the Short Term Memory. This threshold, in the application, is set to be a week,
supposing that each state is reached once a day. This means that, if a route hasn’t been used a
week long it no longer belongs to the short term memory, it is not “fresh” any more.

Another feature of the Short Term Memory is that if the System 2 decides that new items are
necessary and the memory is full, then items must be excluded. This means that the items in the
Short Term Memory can be recycled and items with poor performance (with the lowest scores)
are removed to make room for new items coming from System 2.

Long Term Memory

For the long term memory no limit is built in and it can hold as many items as available. This
memory is the information storage, i.e. all data available and necessary for the high reasoning
decision-making (System 2) is registered there. This is more a general storage space without a pre-
established form. Translating to the used Long Term Memory for the traffic scenarios, it contains
the Q(•) function/table (Eq. 5.2 and 5.20) from the Q-Learning algorithm as well as the vectors
C (Eq. 5.19 and Algo. 5.1). It also contains a table that associates links with travel-times, i.e.
for each used link its travel-time is recorded and stored for use of the route generation module
(explained later). As it can be noticed, the Long Term Memory is heterogeneous and can be seen
as collection of different types of information sets.
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7.3.2 Action Choice Generation

The choice set, i.e. the set of the possible actions for any given state can be beforehand given or
on-demand generated. Either way it must be provided to the System 2, which is not responsible for
its generation. The strategy adopted depends on the which algorithm is used to be the System 2.
Because here the Q-Learning is used and the test scenario is traffic assignment some advantage
can be taken from this set-up. In essence the choice generation is, for traffic assignment, a route
generator and for this task the algorithm used is a variation of the Link-Elimination Shortest Path
(LESP), explained in Sec. 6.4. Then a simplification is made: not all possible routes are generated
for each possible OD pair, but enough routes to fill the Short Term Memory.

Then, as the routes are being forgotten or recycled (as explained before), new routes are
generated on-demand, at the request of System 2. This event, of demanding new routes, are
only triggered when the exploring behaviour is activated (introduction of chapter 5). Where new
options are generated until the Short Term Memory capacity is exhausted and than an action is
chosen randomly from the options available in the Short Term Memory. This is explained later
when presenting the System 1.

7.3.3 Environment

It was already explained, in Sec. 5.3, that the environment is assumed an MDP instance. This
means that the Perception receives, as feedback, the current state and reward received for the
previous chosen action. It also means that the System 1 must inform an action for the current
state for each simulation step. In traffic, the states are the transportation needs, i.e. the OD pairs,
for which the agent must choose a route. As a feedback it also receives the reward for the last route
(a function of the travel-time as explained in Sec. 6.4). A slight modification is made here, where
the agent receives the travel-time reward corresponding to each of the links that compound the
chosen route and the final reward is the sum of links’ travel-times converted to utilities (Eq. 6.2).

7.3.4 System 1

Some of the aspects of the System 1 were already mentioned but its internal mechanisms were
not fully explained, which is the subject of this section. The System 1 is meant to behave as
a “quick-and-dirty” decision-maker (an effortless decision) and it is helped by the Short Term
Memory. Thus, the basic algorithm implemented for System 1 is in Fig. 7.2.

The algorithm is rather simple; it just selects the best option currently available in the Short
Term Memory. In the case none is available it requests a new option from System 2. When the
decision is made it is then informed to the Environment. The decision’s score is, in the next step,
then up-dated by the System 2 that becomes the feedback from Perception.

7.3.5 Situation Recognition

Before explaining the System 2 it is necessary to discuss the Situation Recognition. The main
task is to inform the decision-making modules, System 1 and System 2, about the current state
and that a new decision is necessary. Then it looks if the System 1 can make the decision, i.e.
if the corresponding Short Term Memory has any item in it. In case it does, the System 1 is
responsible for making the decision. But if the corresponding Short Term Memory is empty then
the System 2 is informed to make the decision.

Another responsibility of the Situation Recognition is to forward actions’ feedbacks, i.e.
rewards/costs from the last action, to the System 2. It is also in this module that the “time”
track is kept, i.e. it is responsible for keeping track of where in time the agent is. In the MDP
world it means to know what is the current step.

This time tracking function also incorporates the ageing mechanism of the Short Term Memory.
Therefore, the Situation Recognition recognises that time is passing and that the corresponding
entries in the Short Term Memory must have their age increased. Thus, if any entry reaches the age
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Figure 7.2: System 1

threshold the System 2 is informed about this and acts accordingly. The basic ageing algorithm
is presented in Fig. 7.3.

7.3.6 System 2

The System 2 (Sec. 4.2.1) is the highest reasoning processes. This means that at this level the
cumbersome reasoning is made, where, when necessary, information is analysed and a more elab-
orated decision is made. At the System 2 the decisions that cannot be handled by the System 1
are made. It also corrects/supervises the activities of the System 1.

By cumbersome reasoning it is meant to analyse a multi-dimensional information space and to
extract from it the relevant choices that lead to a decision. In the case of Q-Learning, it means to
analyse the multi-dimensional Q(•) table/function, evaluating the best choice and, in the case of
the PT modified Q-Learning, also to analyse the various vectors C. For the traffic specific case,
it also means to provide the route generator (Sec. 6.4) with updated link weights, which are the
travel-times collected as feedback by the Perception and stored in the Long Term Memory.

The supervision is made in two opportunities. The first is the already mentioned “pro-active”
supervision that updates the Short Term Memory scores when it receives the feedback from the
last action. The second supervision or correction is when the System 2 decides to explore instead
of exploit. Then System 2 takes over the decision process and randomly chooses an option to be
the next action. It can also ask the action generator for more options, which in case of traffic
means new routes, when they are necessary.

7.4 Summary

Here the agent architecture is presented. Its main objective is to lay the foundations for the
practical application of the different concepts presented here. How to organise the memory, the
decision flows, and how the different modules interact with each other (Sec. 7.2). This architecture
is designed to accommodated the envisioned agent aspects (Sec. 7.3). This means that an MDP
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Situation Recognition:
Memory Ageing Management

Age all entries in:
Short Term Memory

Has any entry reached
the experiation?

Inform System 2
about expired entry

End

N

Y

Figure 7.3: Memory ageing process

world is assumed and special attention is given to the interaction between the two reasoning
systems: System 1 and 2 (Sec. 7.3.4, 7.3.5, and 7.3.6).
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Chapter 8

Evaluation

In this chapter the results and evaluation of the agent architecture and learning algorithm are
made. The objective is to evaluate in which conditions the Prospect Theory based Q-Learning
diverge from the rational behaviour. Then to verify if it is indeed better at reproducing real data
and has a last point to see if the whole framework can scale to a real world scenario.

8.1 Concepts Review

The first point is the Q-Learning algorithm (chapter 5) an its modification to be based on the
Prospect Theory (Sec. 5.6). An important issue is the clustering algorithm (Sec. 5.5) used to
cope with the editing phase necessary but not formalised for the Prospect Theory (Sec. 4.6). One
may not forget that the clustering algorithm is biased and this bias was discussed in Sec. 5.5
and again when presenting the results (Sec. 8.8.1). Another concept is the bi-parted reasoning
system (Sec. 4.2.1) which is also approached by the architecture (Sec. 7.3.6). The bi-parted system
refers to the split of the decision-making process into two levels. The first, called System 1, is
the “quick-and-dirty” decision-making that is triggered when the problem is well known by the
agent and whose options are promptly available to the agent (in the short-term memory, Sec. 7.3.1
and 7.3.4). The second is called System 2 and here accounts for the learning algorithm, i.e. the
Q-Learning (chapter 5).

8.2 Evaluation Methodology

The objective of the experiments done and described here are to first show how and in which
conditions the Prospect Theory (PT) based Q-Learning (chapter 5) diverge from the rational
behaviour. This means that the main goal is to provide the conditions under which the ratio-
nality is violated and why. For the experiments the traffic scenarios were adopted. Here three
algorithms were used for the System 2 reasoning engine: the standard Q-Learning (STD), the
so-called clustered Q-Learning (CluEUT ), and the clustered PT based Q-Learning (CluPT ). The
standard Q-Learning (Sec. 5.4) is the gold standard for the rational behaviour, i.e. this is the algo-
rithm that behaves according to the von Neumann definition of rationality [vNM07] and this was
proven correct in [WD92]. This means that if the presented architecture works then the standard
Q-Learning must converge to the expected rational behaviour. Second, because the clustering
method, presented in Sec. 5.5, was not proven to be correct the claims must be supported by evi-
dences. Therefore, the standard Q-Learning was modified to use the clustering method (Sec. 5.5)
proposed for the editing phase (Sec. 4.6) and it must, as the standard Q-Learning, converge to
the rational behaviour. Then, assuming that the previous two assumptions are correct, the PT
modified Q-Learning (Sec. 5.6) can be evaluated.

What is meant by the previous paragraph is the following. Given a simple enough scenario,
where the expected rational behaviour is known, the validity of the agent architecture can be
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demonstrated. This is done by using a reasoning that has a well known behaviour and then
comparing this expected behaviour with the results produced using the architecture. Then the
distortions, if any, imposed by the architecture can be evaluated by analysing the deviations
observed in the simulation results and the expected results. For this step the standard Q-Learning
was chosen as the gold standard.

The second point is to evaluate the distortion introduced by the clustering method, i.e. to
verify how biased it is. This bias can be measured by comparing the results of two equivalent
reasoning engine: one with and the other without the clustering. These engines are the standard
Q-Learning and the modified clustered Q-Learning. If the results of these two engines are not
equivalent then the clustering method can be said biased and that it introduces distortions in the
reasoning of the agent.

The last point is, if the architecture does not introduce any “artefact” then no deviation is
expected between the simulated and predicted results. If the clustering method also shows no or
an acceptable bias, then the PT based engine can be evaluated. Unfortunately the validity of the
PT can only be established with real data, which in this case is sparse. To tackle this the data
from [SSC+05, Chm05] is used to evaluate the PT based Q-Learning, but this experiment does
not give any clue about the working of the PT in traffic and which are the critical conditions for it.
Therefore, some extended experiments were done to show how the PT based Q-Learning operates
and in which conditions it deviates from rationality.

Two scenarios are proposed, the commuter scenario with two routes, which is inspired by the
El Farol Bar [Art94] Problem, and the city of Burgdorf (Switzerland). The commuter scenario
is chosen because some real data is available in [SSC+05, Chm05] and also because it is simple
enough to be understood (Sec.8.8 and 8.9). Using this scenario all analysis are made, investigating
several different set-ups to verify the influence of the PT in traffic. Besides this scenario, the city
of Burgdorf is also simulated (Sec. 8.10) because some data is available and its size can show that
the simulation framework do scale. However, the main objective of simulating Burgdorf is to show
that the agent architecture can scale to real-world scenario, not to fit the data.1

8.3 Different Algorithm For System 2

The different variations of the Q-Learning used in the experiments are: STD referring to the
standard Q-Learning, CluEUT to the cluster modified Q-Learning, and CluPT to the clustered
PT based Q-Learning. A compact view of the different modifications in the Q-Learning algorithm
is presented in Eq. 8.5. There Vn(s) is the decision for state s at step n, a ∈ A is a route, αn is the
learning factor for step n, rn is the travel-time for the last route, d(rn) is the reasoning selection
function, and Cluster(•) corresponds to Algo. 5.1.

eut(C) =
∑
c∈C

cc
ac∑

c∈C ac
(8.1)

pt(C) =
∑
c∈C

v(cc)π
(

ac∑
c∈C ac

)
(8.2)

d(rn) =

 rn standard Q-Learning STD
eut(Cluster(Cn−1, rn)) EUT based Q-Learning CluEUT
pt(Cluster(Cn−1, rn)) PT based Q-Learning CluPT

(8.3)

Qn(s, a) = (1− αn)Qn−1(s, a) (8.4)

+αn

−d(rn) + γ
∑
s′∈S

Vn−1(s
′
)


Vn(s) ≡ argmax

a∈A
[Qn(s, a)] (8.5)

1 When this scenario is presented, it will be explained why it cannot be used for the PT evaluation (Sec. 8.10).
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In the reasoning selection function d(rn) (Eq. 8.3) some clarification is necessary. First it is has
a “minus” in Eq. 8.4 because the reward is actually a cost (travel-time) and therefore the effective
reward is the negative of the cost (Sec. 6.4). Second, this function triggers the reward manipulation
according to the reasoning engine being in use (STD, CluEUT , or CluPT ). The first instance,
the STD, the working is the one corresponding to standard Q-Learning where the reward is used
directly. The second case, the CluEUT , is the clustered version of the STD. This modification
works by, as the CluPT , accumulating the rewards received into the cluster structure C and uses
the same function to perform the clustering: the function Cluster(•) (Sec. 5.5). But the difference
between CluEUT and CluPT is that the former calculates the rational utility derived from the
clustering structure (the function eut(•) from Eq. 3.3 in Sec. 3.3) and the CluPT calculates the
non-rational utility from the PT (Eq. 4.1).

The function of CluEUT is to verify if the clustering method is biased and by how much. This
is so because CluEUT is supposed to yields the same results as STD, i.e. to behave rational.

8.4 Common Parameters Across The Experiments

The parameters used for all experiments are presented in Tab. 8.1, where the reasoning engines
correspond to the ones presented in Eq. 8.3.

Table 8.1: Simulation parameters

Parameter Value
Short-term memory capacity 7
Short-term memory maximum age 7
Long-term memory list capacity ∞
Reasoning engines Eq. 8.3: {STD,CluEUT ,CluPT}
Q-Learning α Eq. 5.5: αinit = 1 and αfinal = 0.1
Q-Learning exploration Eq. 5.5: αinit = 0.2 and αfinal = 0.1
Q-Learning γ 0.9
Q-Learning V0(•) 0.0
Q-Learning Q0(•) 0.0
Cost function Eq. 6.3: bpr(•)
Reward function Eq. 6.2: −bpr(•)

In all experiments, before any data were collected, one last simulation step was run, where
no learning or exploring occur. This means that the agents, on this one last iteration, are only
exploiting their knowledge. This strategy is used to eliminate any stochastic “artefact” that does
not come from the agent’s accumulated knowledge, i.e. that does not come from the individual
Vn(s) (Eq. 8.5).

8.5 Calibration

An equilibrium can be defined as the existence of an attractor [Mil85] and the probability of
reaching this attractor is 1. This assumes the existence of a stable state space towards which the
function being calibrated inexorably moves. The problem using MASim is that this equilibrium
is usually not a specific point in the search space, it is likelier to have a multi-point or a steady
state equilibrium. This is an issue for most of the standard calibration methods available because
they expect a single point for each parameter configuration set. To make it more clear, standard
calibration methods expect the fitness function to be an actual mathematical function, i.e. only
one point in the codomain for each parameter set. This is not true for MASim, where a parameter
set yields potentially multiple points in the codomain, one for each simulation.

The problem with the equilibrium has no easy solution for MASim. One alternative, which
may not be acceptable, is to increase the parameter’s step to the point where all steady states
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are disjointed. This makes the multi-point equilibrium behaves as a single point because of the
“disjointedness” of it. In this case any gradient oriented procedure will not get “confused” about
which configuration set is better than the other.

The previous method has two main disadvantages. The first is that it may miss the optimal
solution because it allows only disjointed configuration sets. Second, it assumes that the step size
for “disjointedness” is known beforehand, which can be hard to estimate.

Another way to bypass the hysteresis issue (multiple equilibrium points) is to aggregate several
simulation runs for the same configuration set and let this aggregated point be the result. This,
however, makes the calibration process even more cumbersome, bringing two other problems: how
to aggregate and how much simulations are enough. Unfortunately no general valid answer can
be used. In some cases, for instance, the mean value suits the problem and in others the median
is more appropriated. For the amount of simulations the answer is easy but not simple: to make
as much repetitions as necessary so that the aggregation points are disjoint.

The calibration of MASim is the subject in [FKP04, FKP06] where a top-down approach with
feedback is adopted. The idea is to break the fitness function into multiple sub-functions (each
tackling a facet or region of the search space) and then calibrating the agents in groups according
to these sub-goals. As the sub-goals are optimised/calibrated so is the macro level (the final
calibration). This method greatly reduces the search space but not all scenarios can be optimised
using this procedure, as in traffic assignment.

One way to break the calibration task into sub-goals is to approach the calibration problem
by calibrating each OD pair as a sub-task. The problem with it is that the resulting calibration
has a multitude of parameters, potentially one set for each OD pair, which greatly increases the
scenario analysis complexity. This approach is however an improvement over using the traditional
methods in the way described before, which requires several simulations or making the parameters
discrete enough.

8.6 Difficulties In Comparing With Microeconomics

Besides the theoretical fundamentals for the validity of this discrete choice modelling framework
one could speculate about its experimental validity. An obvious method to support the validity
with evidences would be to use this framework (with the rational reasoning engine) and compare
its results for the same problem modelled by a microeconomic model (Sec. 3.4). The appropriated
model to use is a Multi Nominal Logit (MNL) model (Sec. 3.4), which does not model the corre-
lation among the options. Then, assuming similar results, it can be said that the frameworks are
equivalent.

The two main issues of this methodology are: first, the option generation and, second, the
calibration methods. The latter is related to the calibration problems when using Multi-Agent
Simulations (MASim) (Sec. 8.5) but it can be bypassed with the appropriated adjustments. Yet
both models (microeconomics and MASim) must be calibrated under the same techniques and
configurations, i.e. same fitness function and parameters’ variation steps. This is more or less a
matter of attention to the details. The first issue is rather more complicated.

In one sentence, the option generation for both models must be equivalent. This means that
they must use the same algorithm under the same metrics. This imposes a practical difficulty
that is on transferring the used infrastructure (the super-network, Sec. 6.5 and A.2) and the ma-
nipulation algorithms (the route generator, Sec. 6.5 and A.5) to another implemented framework
(such as the BIOGEME2 [Bie03, Bie08] or R3 [CNZ99]). Therefore this comparison is let out of
the scope of this work, since microeconomics are models for rational choice as well as the standard
Q-Learning [Wat89, WD92], which is equivalent to the MNL.

2 http://biogeme.epfl.ch/
3 http://www.r-project.org/
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O D

Secondary

Main

Figure 8.1: El Farol traffic scenario

8.7 Results Analysis

The concern is on the investigation about the applicability of a non-rational model for traffic
assignment. This means that the user equilibrium state from both rational and non-rational
models are compared.

The objective is to compare the user equilibrium, or Wardrop’s Equilibrium [War52], from both
models (rational and non-rational). If both have the same equilibrium point this means that both
are most likely to be equivalent and therefore the use of non-rationality through the PT does not
give an alternative to the EUT and so no need for this framework (since it is more complex than
an MNL model). But, on the other hand, if the equilibrium points differ it means that the PT
is indeed an option worth of investigation. To answer these questions several experiments (under
different configurations) were made to identify the conditions necessary for the PT to deviate from
EUT, i.e. when the PT is relevant (Sec. 8.8). To verify the algorithms’ practical applicability,
the Selten scenario (Sec. 8.9) using the data from [SSC+05, Chm05] was simulated. Finally, the
scalability of the framework is analysed in Sec. 8.10.

Notice that for the El Farol Bar inspired scenario (Sec.8.8) and for the Burgdorf scenario
(Sec. 8.10) the travel-time is calculated by bpr(•) function (Sec. 6.4.1). But in the Selten sce-
nario (Sec. 8.9) a different travel-time function is used, which is presented and explained in the
corresponding section.

8.8 El Farol Bar Inspired Scenario

The El Farol Bar [Art94] problem is a minority game, i.e. several agents must choose among two
options, but the more agents choose the same choice the worse they will perform doing so. In the
original problem, two choices are given to the agents: go to the bar (the El Farol bar) or stay
at home. The bar had a limited capacity, so if the amount of agents in the bar is higher than
the ideal capacity, then the agents that decided to stay at home win. If, on the other hand, the
capacity was not exceeded then the agents at the bar win.

To transfer for the traffic is rather simple and already made in [BBA+00], there two routes were
given and one route had a higher capacity than the other. Then, if the agent is in a route whose
capacity has been exceeded it experiences congestion and is penalised with a higher travel-time
than the agents on the other route, whose capacity has not been exceeded. This scenario is a
binary choice where agents must achieve equilibrium and the rational choice says that the agents
tend to reach the perfect split, where both routes have the same travel-time. The hypothesis in
this experiment is that the rational behaviour (EUT) reaches this equilibrium but the non-rational
does not.

A schematic view of the scenario is in Fig. 8.1, where the main route is identified by Main and
the secondary by Secondary. The origin is identified by O and the destination by D.

8.8.1 Clustering Bias

It will be evident in the results that the clustering made by function Cluster(•) (Algo.5.1) is
biased. The bias is towards the Main route, meaning that it tends to penalise the Secondary
route. The reason for this is in its “memory” of bad results. The Secondary route is two times
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more sensible than the Main route because the first has half the capacity of the second. Then if x
agents exceed the perfect split in Secondary they are more severely penalise than if they where in
the Main route. This discrepancy associated with the clustering “memory” tend to “poison” the
lottery/prospect associated with the Secondary route.

However, the bias does not vary too much and is fairly homogeneous in the experiments.
Therefore, in the results an extra-column was include (µbCluPT ) that represent the deviation of the
CluPT , excluding the bias observed in CluEUT . This is calculated by Eq. 8.6, where from the
values in CluPT the bias observed in CluEUT is removed (µbCluEUT ). The bias in the CluEUT
(µbCluEUT ) is the difference between the expected value (µEUT ) and the actual obtained value
(µCluEUT ). To overcome the bias it is necessary, as explicitly shown in the next section, several
simulation steps, 1000 or more.

µbCluPT = µCluPT − µbCluEUT (8.6)

µbCluEUT = µCluEUT − µEUT (8.7)

The same effect does not happen in the STD because the learning factor αn guarantees that
“bad” scores are attenuated as the agent get experienced with the routes and these “bad” scores
are rather seldom. This, however, is not the case with the clustering function. There the scores
receive no special treatment if they are old or new, they are all “remembered” the same. No simple
solution was found for this issue and therefore left as future work.

To make the bias evident, in all results the error is given in field “err” by each reasoning
engine. This error is calculated by: err = µ• − µEUT .

8.8.2 Scenario Experiments

This simple scenario was used to investigate the influence of the different parameters. The pa-
rameters were: simulation horizon, amount of agents, and target density at equilibrium. For all
experiments the theoretical expected value is given, identified by µEUT .

The horizon experiments were designed to verify which is the minimal simulation horizon
necessary to reach behavioural stability, i.e. the minimum horizon where this variable (the horizon)
does not bias the agent’s behaviour. It was also verified if the agents still remain in the same
behaviour when this horizon is stretched beyond the minimum.

For this scenario, when the perfect split (2/3 for the Main and the remaining 1/3 for the
Secondary route) is reached all agents experience the same travel-time regardless the chosen route.
It also follows that both routes have the same density.4

The next experiment varied the agent amount and was designed to evaluate if the amount
of agents has any influence on the agents’ behaviour, i.e. if the deviations from rationality are
attenuated or accentuated by increasing the amount of agents.

The so called target density at equilibrium experiments were made modifying the routes length
according to the amount of agents to yield the “target density”, when the perfect split is reached.
These experiments are helpful to evaluate the agent’s behaviour under free-flow, regime, and
congestion conditions, i.e. how they respond (according to the reasoning engine used) to the
different stages that the traffic conditions can assume. It can also show when the PT based
Q-Learning deviates from the rational behaviour.

All simulations were repeated 100 times and the results aggregated into the mean occupation
(µ•) and the standard deviation (σ•). When a parameter is varied all others are kept fixed. For
each experiment set the complete configuration is presented. The parameter that are not explicitly
given are the same as in Tab. 8.1 from Sec. 8.4, such as the travel-time cost function, which is the
bpr(•) (Eq. 6.3 in Sec. 6.4.1). In all experiments both routes have the same length but the Main
route has two lanes and the Secondary only one. Another point is why, excepting for Sec. 8.8.2, the

4 Density means that each route can accommodate a limited amount of vehicles and therefore the density says
how much of this amount is occupied. If a route have space for, say, a maximum of 100 vehicles and 49 are using
this route in a given moment, then the corresponding density is 49/100 = 0.49.
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target density is 0.3. This value was chosen because it is located right after the congestion region
of the travel-time function bpr(•) (Sec. 6.4.1). This can be appreciated by looking at Fig. 6.2
where 0.3 is right after the curve’s “knee” and this value seems to highlight the PT behaviour.

For the clustering method the value was adjusted according to Eq. 8.8, where sp is the shortest
path and length(sp) returns the length, in meters, of the sp. The maximum speed is vmax =
120km/h ∼ 33.3m/s. Because the route length depends on the amount of agents, given that
target density is fixed, so does the clustering parameter. For 100 agents it corresponds to 33.3s
for a target density of 0.3.

ε = 2
length(sp)
vmax

(8.8)

Horizon

The horizon experiments are designed to verify if the route choices are influenced by the amount of
experience accumulated by the agent, i.e. if the behaviour is experience dependent. It also presents
an opportunity to verify if the clustering method for building prospect can distort the decisions,
comparing the standard Q-Learning with its cluster based equivalent. The fixed parameters are
presented in Tab. 8.2 and the experiment variables in Tab. 8.3. The results for this experiment
are shown in Tab. 8.4, where µ• refers to the mean occupation and σ• to the standard deviation.

Table 8.2: Fixed parameters for horizon experiments

Parameter Value
Agent amount 100 agents
Target density 0.30
Route length 555.6m
Route capacity Main/Secondary 222/111 vehicles
Scenario capacity 333 agents
Equilibrium travel-time 19.67s
Equilibrium mean speed 28.25m/s(101.7km/h)
Clustering ε 33.33s

Table 8.3: Simulation parameters for horizon experiments

Parameter Values
Simulation horizon {10, 50, 100, 500, 1000, 1500, 2000}
Reasoning engine {STD,CluEUT ,CluPT}

From the results in Tab. 8.4 it can be seen that a horizon higher than 50 is not necessary
for the STD, which is the reasoning gold standard. But that is not true for STD and CluEUT ,
meaning that the clustering method is biased. This bias is however similar across the experiments,
as argued before. Another interesting feature is that the standard deviation does not necessarily
decreases with the increase of the horizon, showing that multiple simulations and aggregation is
necessary to extract the real behaviour.5 The results also show that CluPT (µCluPT (σCluPT ))
consistently deviates – for horizons higher than 50 – from its rational counterparts (STD and
CluEUT ). The standard deviation is fairly similar between CluEUT and CluPT (for horizons
higher than 50).

The results for a horizon lower than 50 is somehow divergent, to say the least. An explanation
could not be found to justify them, except that with less than 50 iterations is too low for the
learning algorithm to adapt itself to the scenario, which is a known issue for learning algorithm,
they need the necessary experience to start profiting from the environment.

5 Note that the σ• does not come from the exploration rate (Sec. 5.4.1).
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Table 8.4: Occupation results of the Main route for horizon experiments with 100 agents

Horizon µSTD(σSTD) : err µCluEUT (σCluEUT ) : err µCluPT (σCluPT ) : err µbCluPT
10 51.04(6.92) : −15.63 51.35(6.98) : −15.32 50.98(7.15) : −15.67 66.30
50 65.71(16.16) : −0.96 73.30(8.20) : +6.63 78.0(8.65) : +11.33 71.37
100 66.82(8.44) : +0.15 73.93(7.91) : +7.27 83.24(9.22) : +16.57 75.98
200 66.80(7.07) : +0.13 76.06(8.08) : +9.39 83.85(9.01) : +17.18 74.46
300 66.39(7.01) : −0.28 75.76(8.04) : +9.09 85.34(9.11) : +18.67 76.25
400 66.13(6.87) : −0.54 72.70(7.69) : +6.03 84.77(9.10) : +18.10 78.74
500 65.94(7.01) : −0.73 71.41(7.52) : +4.74 83.22(9.04) : +16.55 78.48
1000 66.12(6.99) : −0.55 67.69(7.23) : +1.02 75.44(8.19) : +8.77 74.41
1500 65.65(7.10) : −1.01 67.06(7.13) : +0.39 74.36(8.08) : +7.69 73.97
2000 66.24(7.12) : −0.41 66.86(6.97) : +0.19 74.51(8.30) : +7.84 74.32
µEUT 66.6

However, the critical amount of simulation steps is 1000 because under this horizon the bias
of the clustering method can be considered marginal. This means that at leas 1000 steps for the
this two route scenario is necessary for investigation the agent behaviour, because under this limit
the clustering bias is too much an influence in the results.

Agent Amount

The objective in varying the amount of agents is to verify if it plays a role and if the behaviour
is consistent across different agent populations. The fixed parameters, valid for all simulations,
are in Tab. 8.5 with its derived properties in Tab. 8.7. The variable parameters are shown in
Tab. 8.6. Because the amount of agents implies in different route properties they are presented
in Tab. 8.7. In this table is important to observe that the clustering parameter ε varies and this
is due to Eq. 8.8, since the target density is kept constant at 0.3 but the agent amount varies (as
more agents as longer the length and as higher the ε as well).

Table 8.5: Fixed parameters for agent population experiments

Parameter Value
Simulation horizon 1000 steps
Target density 0.3

Table 8.6: Simulation parameters for agent population experiments

Parameter Values
Agent amount {10, 50, 100, 500}
Reasoning engine {STD,CluEUT ,CluPT}

The results for the different agent populations are depicted in Tab. 8.8 and are consistent with
the expected results: rational behaviour near the µEUT and the non-rational PT based agents
having a consistent deviation from it (µbCluPT ). The reasons for the higher occupation in the
Main and not in the Secondary route are explained by the next experiment.

Target Density

The fixed parameters are depicted in Tab. 8.9 and the variable parameters in Tab. 8.10. For
convenience, the derived properties for the different densities are shown in Tab. 8.11. The density
experiments (Tab. 8.12) show that it does not worth investigating scenarios where the density is
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Table 8.7: Derived parameters from agent amount experiments with target density 0.3

Agents Clustering ε Length Equilibrium Capacity in veh
Travel-time Mean speed Main Sec. Total

10 3.33s 55.6m 1.97s 28.25m/s(102km/h) 22 11 33
50 16.67s 277.8m 9.83s 28.25m/s(102km/h) 111 55 166
100 33.33s 555.6m 19.67s 28.25m/s(102km/h) 222 111 333
500 166.67s 2777.8m 98.33s 28.25m/s(102km/h) 1111 555 1666

Table 8.8: Occupation results of the Main route for agent amount experiments and target density
of 0.3

Agents µSTD(σSTD) : err µCluEUT (σCluEUT ) : err µCluPT (σCluPT ) : err µbCluPT µEUT
10 6.65(1.03) : −0.01 6.92(1.01) : +0.25 8.25(1.17) : +1.59 8.00 6.6
50 33.33(3.68) : +0.00 34.06(3.75) : +0.73 38.35(4.44) : +5.02 37.62 33.3
100 66.12(6.99) : −0.53 67.25(7.13) : +0.59 76.93(8.32) : +10.26 76.35 66.6
500 330.96(34.28) : −2.37 336.79(34.01) : +3.45 379.16(38.88) : +45.83 375.70 333.3

not above the limit of the free-flow region (d ≥ 0.2). The reason, first, is that in the free-flow
region not enough variability is produced and the experienced travel-times are too similar.

Table 8.9: Fixed parameters for target density experiments

Parameter Value
Agent amount 100 agents
Simulation horizon 1000 steps

It is again important to explicitly say that the clustering parameter ε changes from target
density to target density (Tab. 8.11). This is due to the Eq. 8.8 that depends on the route length
that depends on the target density and agent amount. Since here the agent amount is kept constant
at 100 but the density varies it also does the length and consequently the clustering parameter.

Another limit is to avoid high densities such as 0.9 that leaves almost no room for variations, i.e.
the routes are so saturated that the experienced travel-time tends to repeat itself and that is why
when the density increases the deviation (in µbCluPT ) decreases (Tab. 8.12). Because the routes
are already saturated (in the congestion region) little to no difference is made in the experienced
travel-time. So the best density value to appreciate the differences between the behaviours is in
the region between 0.2 and 0.6 (Tab. 8.12).

A last point that needs an explanation is why the overloaded route (occupation above the
equilibrium) is the Main and not the Secondary route. The explanation is in the π(•) function
curvature (Fig. 4.1b), which is an inverted “S”. The point is that the Secondary route is much
more sensible to any variation in its occupation than the Main. This means that it is prone
to have extreme travel-times (congestion region) with low frequencies, which translates into low
probabilities. Because of that, the agent (through the PT evaluation method) is penalising the
Secondary while tolerating frequent “bad” outcomes in the Main route.

8.9 The Selten Scenario

The Selten Scenario is a reproduction of the scenario proposed in [SSC+05, Chm05].6 There, a
traffic scenario with two routes was designed, similar to the one presented in previous section. For
these scenario 18 individuals were asked to decide between two routes and they were monetarily

6 This scenario is also used in [KB04] but there the impact of giving the agents information about the traffic is
evaluated and therefore not quite the application here.
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Table 8.10: Simulation parameters for target density experiments

Parameter Values
Target density {0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9}
Reasoning engine {STD,CluEUT ,CluPT}

Table 8.11: Derived parameters from target density experiments and 100 agents

Dens. Clustering ε Length Equilibrium Capacity in veh
Travel-time Mean speed Main Sec. Total

0.1 100.10s 1666.7m 50.050s 33.3m/s(120km/h) 667 333 1000
0.2 50.05s 833.3m 25.03s 33.3m/s(120km/h) 333 167 500
0.3 33.37s 555.6m 16.68s 33.3m/s(120km/h) 222 111 333
0.4 25.03s 416.7m 16.68s 33.3m/s(120km/h) 167 83 250
0.5 20.02s 333.3m 12.51s 33.3m/s(120km/h) 133 67 200
0.6 16.68s 277.8m 10.01s 33.3m/s(120km/h) 111 56 167
0.7 14.30s 238.1m 8.34s 27.0m/s(97km/h) 95 48 143
0.8 12.51s 208.3m 8.83s 16.0m/s(57km/h) 83 42 125
0.9 11.12s 185.2m 26.28s 7.0m/s(25km/h) 74 37 111

rewarded for choosing the fastest route (shortest travel-time). The 18 individuals were competing
with each other and 100 rounds of decisions were performed.

The scenario is the same as in Fig. 8.1 but the Eq. 8.9 and 8.10 were used for calculating the
travel-time (in minutes) for the Main and Secondary route respectively. There tm is the travel-
time in minutes for the Main route, nm is the amount of individuals that chose the Main route,
ts is the travel-time in minutes for the Secondary route, and ns is the amount of individuals in
the Secondary route.

tm = 6 + 2nm (8.9)
ts = 12 + 3ns (8.10)

The travel-time functions are depicted in Fig. 8.2 and Fig. 8.3, where Fig. 8.2 shows them in
a regular plot and in Fig. 8.3 modifying tm to tm = 6 + 2(18− ns). The rational equilibrium for
this scenario is when 6 individuals choose the Secondary and 12 the Main route, which yields a
30 minutes travel-time for both routes. This is the same ratio used in the previous scenario (2/3
and 1/3).

For this scenario four experiments were made but from them only two are of interest here.
These two are the following: first the individuals were only informed to make their decisions and
to try to choose the fastest route. In the second experiment they were told that the Main route
has higher capacity than the Secondary. The data collected from both experiments are reproduced
in Tab. 8.13, which was extracted from [SSC+05, Chm05], in Tab. 18 from page 68 from the rows
identified by “Variation I” and “Variation II” respectively.7 In Tab. 8.13 µs and σs correspond to
the mean amount of individuals in the Secondary route and the standard deviation. The column
“Deviation” corresponds to the deviation from the expected rational behaviour. There the line
“Not-informed” corresponds to the first experiment, where the individuals were not informed about
the differences in the routes’ capacities. The “Informed” line corresponds the second experiment,
where the individuals were aware of the routes’ capacities. The last line, “µEUT ” corresponds to
the expected rational equilibrium.

It is interesting to observe that the data is more than one standard deviation “under” the
expected rational behaviour. Replicating the same experiment using the three engines being

7 The thesis of Chmura is available at http://www.ub.uni-duisburg.de/ETD-db/theses/available/

duett-05152005-222337/.
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Figure 8.2: Travel-time functions
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Figure 8.3: Travel-time functions by individuals in the Secondary route
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Table 8.12: Occupation results of the Main route for density experiments and 100 agents

Density µSTD(σSTD) : err µCluEUT (σCluEUT ) : err µCluPT (σCluPT ) : err µbCluPT
0.1 66.45(7.09) : −0.21 67.77(7.13) : +1.10 69.19(7.24) : +2.53 68.09
0.2 66.15(7.04) : −0.50 67.35(7.13) : +0.68 75.57(8.23) : +8.90 74.89
0.3 66.12(6.99) : −0.53 67.25(7.13) : +0.59 76.93(8.32) : +10.26 76.35
0.4 66.43(7.05) : −0.23 67.33(7.11) : +0.66 74.05(8.28) : +7.39 73.39
0.5 66.57(7.12) : −0.09 67.41(7.15) : +0.74 72.99(7.93) : +6.32 72.25
0.6 66.25(7.11) : −0.40 67.89(7.08) : +1.22 73.48(7.83) : +6.81 72.25
0.7 66.18(7.12) : −0.47 67.55(7.10) : +0.88 73.88(8.13) : +7.21 73.00
0.8 65.74(7.13) : −0.92 67.66(7.12) : +0.99 74.24(7.94) : +7.58 73.25
0.9 65.85(6.96) : −0.81 67.77(7.08) : +1.10 73.20(7.97) : +6.54 72.10
µEUT 66.6

Table 8.13: Table 18 from [Chm05] for the secondary route and 18 persons

Type µs σs Deviation
Not-informed 4, 50 1.38 −1.50
Informed 4, 44 1.01 −1.56
µEUT 6.00

tested here the results, in Tab. 8.14, are quite compelling. The simulate values were obtained by
fixing the horizon at 1000, repeating the experiment 30 times, and setting the clustering threshold
to 5 minutes. In Tab. 8.14 the column “Error” was added to show how much the mean (µs) of
the simulated values deviate from the data.

Table 8.14: Simulation results for the secondary route and 18 agents

Engine µs σs
Error

Non-Informed (4.50) Informed (4.44)
STD 5.61 1.47 1.11 1.17
CluEUT 5.16 1.30 0.66 0.72
CluPT 4.10 1.20 −0.40 −0.34
µEUT 6.00

The simulated results show that the CluPT is closer to the real data but only by a small
margin when looking only at the error magnitude in the column “Error” (Tab. 8.14). However,
when looking at where the CluPT got wrong then it is the clear “winner”. The data shows that
the individuals tend to sub-utilise the Secondary route, i.e. avoid it even when it means to get a
worse travel-time. This is exactly what the CluPT agents do, they avoid the Secondary route and
it can be said that the CluPT agents “exaggerate” the behaviour observed in the data. That is
not how STD and CluEUT behave. They tend to approach the rational user equilibrium (6.00).
In this case, the CluPT is indeed the best approach for modelling this scenario.

Even though the results supports the claims in this thesis the experiments performed in [SSC+05,
Chm05] have some issues. The first issue regards the travel-time functions, they are very unlikely
to have any practical validity. Second, the participants are rewarded directly with money which
is not the case in traffic, where the monetary utility is a few steps away from the transportation
experience. This is shown to be a very important issue regarding the human attitude towards
accomplishing tasks [MA06, Ari08]. The third criticism is that the 100 decisions were made on the
same day, where in reality it is done once or twice a day. However, the data and the simulations
are not being disputed here, just its validity as a reasonable traffic scenario. The point being made
is that this scenario shows that the PT based non-rational behaviour suits better to reproduce the
behaviour observed in the data but cannot be said to correspond to a real situation in traffic.
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A note on the apparent lack of bias in the clustered reasoning engines, CluEUT and CluPT .
It has not vanished but has been attenuated by the linear nature of the travel-time functions
(Eq. 8.9 and 8.10).

8.10 The Burgdorf Scenario

The objective in simulating the city of Burgdorf (Switzerland) was to verify if the framework
scale to a real-world scenario. The data was kindly made available by Mr. Guido Rindsfüser
from Emch+Berger Holding AG.8 The city network is in Fig. 8.4 and some figures about it in
Tab. 8.15. The figures presented in Tab. 8.15 need some explanation. The values annotated with
“(Network)” are the figures of the network, resulting from converting the input graph into the
super-network structure (Sec. 6.5 and A.2). Where “(Target)” is given, it corresponds only to the
private vehicles modus, from which the data is available, and “(Data)” is the effective amount
of data available. This means that from the total 522 edges/links (corresponding to the private
modus) only 122 are available to evaluation, which corresponds to roughly 23% of the target links.

Being more detailed. The vertices, edges, and maximum occupancy values with the “(Net-
work)” label refer to values extracted from the input data after transforming it into a super-network
(Sec. 6.5 and A.2). This means that if a link allows private vehicles, public transportation, and
pedestrian traffic it is represented three times (one for each modus). The vertex and edge amounts
are extracted from the input graph, provided with the data, and the maximum occupancy is a
derived measure. This was calculated assuming that a vehicle has a mean size of 5m and then
summing up all link lengths (multiplied by the corresponding lane amount) and dividing by the
assumed car length.

The values labelled with “(Target)” refer to the elements, in the input data, related to the reg-
ular vehicular traffic. This means that some links do not allow private vehicles, such as pedestrian
only zones or special public transportation lines. All links that does not allow private vehicles to
travel through them are excluded from the figures corresponding to “(Target)”.

The last label is “(Data)” and it corresponds to the elements in the “(Target)” that have
an associated occupancy data. This means that from the 522 links in the “(Target)” only 122
were annotated with occupancy data, for the other 400 links no data was collected. The “Oc-
cupancy Sum(Data)” was calculated by summing up all occupancy data available and “Mean
Occupancy(Data)” was calculated by dividing up the “Occupancy Sum(Data)” by the 122 links.

Table 8.15: Burgdorf scenario figures

Property Amount
OD pairs 1339
Agents 7357
Vertices(Network) 756
Vertices(Target) 211
Edges(Network) 2570
Edges(Target) 522
Edges(Data) 122
Maximum Occupancy(Network) 5687.93
Maximum Occupancy(Target) 1949.47
Occupancy Sum(Data) 462.03
Mean Occupancy(Data) 3.78

Moreover, the load data shows that only 3 of the 122 links9 (line “Edges(Data)” in Tab. 8.15)
have a density higher than 0.3 and the conditions to observe any deviation are to have high

8 http://www.emchberger.ch/
9 To calculate this the density of all links that have occupancy data was calculated: density = (lanes ×

length)/sizecar), where sizecar = 5m.
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Figure 8.4: Burgdorf scenario
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variability in the travel-time, as demonstrated by the experiments in Sec. 8.8. This means that
situations near complete congestion (very high densities) and free-flow (very low densities) do not
present any of the conditions where the PT based reasoning deviates from the rational behaviour.
Even if the travel-time function is changed, so that the maximum flow occurs at the density of
0.2 for example, does only make a difference at those 3 links, which represent about 2.5% of data
(from the 121 links) and about 0.6% of the total amount (from the 522 links). This means that
the difference in the final evaluation will be barely noticed, if it can be at all. It is important to
stress that this not a manipulation made here but an analysis made over the given data.

Another issue is the OD matrix. It isn’t quite clear what the numbers, associated with each OD
pair, represent because summing up all available space in the network it yields about 5688 vehicles
at the same time (line “Maximum Occupancy(Network)” in Tab. 8.15).10 But that is the capacity
of the network (assuming that it is acceptable that cars touch each others, bump to bump). If
the actual counts are summed up, then it is reduced to 462 vehicles or to 462/122× 522 ∼ 1978,
extrapolating for the other links. This means that the 7357 agents being simulated cannot possibly
represent a particular moment in time, such as a rush-hour. A strategy would be to multiply, at
each OD pair, the amount of vehicles/agents by a factor, such as 1978/7357 ∼ 0.27, but this
would make several OD pairs disappear (some OD pairs have only 1 vehicle/agent assigned). To
avoid any manipulation, that could compromise the validity of the experiments, the data was used
as it was provided and for the travel-time calculations the BPR formula (Sec. 6.4.1) bpr(•) was
used (Eq. 6.3). As expected, all links are over-saturated (densities higher than 1.0) and therefore
showing no noticeable difference among the reasoning engines. The reason is simple, at over-
saturation the variability is low, i.e. every agent tend to experience the same travel-time over and
over again. This means that little to none stochastic variation is present in the prospects/clusters,
leading to a decision that is equivalent to the rational decision. Nevertheless the results in Tab. 8.16
are presented to show that such a scenario can be simulated and that the whole framework does
scale to real-world scenarios. There each simulation has an horizon of 1000 steps11 and each
simulation was repeated 20 times. The column “MSE” represents the final Mean Squared Error
(MSE) values, “

√
MSE” the absolute error (not squared), “Expected (

√
MSE)” is what the data

yields as expected for the previous column, “Error” is difference between the expected and the
actual values (the simulated minus the expected value), and “Error factor” represents how many
times the expected value have been missed (the division between the simulated and expected
values).

Table 8.16: Burgdorf scenario MSE results

Engine MSE
√
MSE occup Error factor Time (h) Mem. (MB)

STD 683.70 26.15 3.78 6.92 15.40 309.96
CluEUT 662.58 25.74 3.78 6.81 19.90 608.17
CluPT 694.34 26.35 3.78 6.97 17.07 498.51

Because of the several issues mentioned before the results can only be used to say that a
complete city can be simulated using the framework presented here. Any other claim will be
bogus. It is tempting to say that the CluPT is worse than the others, but this is deceiving
because the “MSE” column shows the mean squared error. When looking at the absolute mean
error, in column

√
MSE from Tab. 8.16, this difference drops but says that all engines are failing

by a “catastrophic” margin (column “Error factor” in Tab. 8.16). The value in CluPT (26.35)
says that it missed, on average, by 22.56 vehicles in each of the 122 links, whose data is available.
Then taking the average occupancy in the 122 links it gives about 3.78 vehicles per link (line
“Mean Occupancy(Data)” in Tab. 8.15 and “occup” in Tab. 8.16). This means that missing these
3.78 vehicles by 25.74, for the CluEUT , which is 6.81 times more vehicles (column “Error factor”

10 The calculation done was: total = 1/carlenght
P

l∈L llengthllanes, where carlength = 5m, l ∈ L is a link in the
link set (each of the 522 links), llength is the link length in meters, and llanes is the amount of lanes for this link.

11 This value is not a definitive value, it must be investigated but because the objective was to verify only the
scalability of the framework it was not further investigated.
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Figure 8.5: Average occupancy evolution

in Tab. 8.16), is almost as bad as missing it by 26.35 (for CluPT ), which is 6.97 times higher.
A note on performance (the last two columns in Tab. 8.16). This the experiments were run

on an Intel R© Pentium R© 4 3.20GHz with 2GB Ram. The discrepancy in CluEUT is because the
simulation was run on another machine with the same processor but with a concurrent simulation
(the processor was not dedicated for the simulations). The second difference is that the machine
where CluEUT was run has an inferior I/O performance. The I/O performance is important
because data was constantly be collected and log files from the simulations were produced (to
later analysis for possible errors).

8.11 Conclusion

From the results presented with different parameters it can be seen how the different parameters
are relevant when considering the use of the PT for agent modelling. The first conclusion is that
the amount of agents does not have a relevant influence in the agent behaviour. Another point is
the influence of the density, or load level. The higher the load the more relevant the consideration
of the PT is, excluding the extreme situations where it reaches over-saturation. Another relevant
aspect is the shape of function π(•) that determines, in this particular case, which route will be
stressed.12

Some practical aspects are also relevant and they are the simulation horizon and the repetition
amount. The horizon must be at least as high as the minimum required, in this case under 1000
steps, to guarantee that the implementation artefacts do not greatly influence the results, for the
two route scenario. It remains to be validated for more complex scenarios. As the results show the
most severe artefact is the bias in the clustering method. For the repetition amount, which were

12 For a visual impression of function π(•) with different γ values see Fig. B.1.
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Figure 8.6: Mean occupancy and standard deviation for CluPT engine

fixed in 100, it is less critical. To visually observe the influence of the repetition amount please
address to the Fig. 8.5 and 8.6. Where the average occupancy for the Main route using different
reasoning engines is plotted (Fig. 8.5). Then the same plot but for only the CluPT including its
standard deviation (Fig. 8.6). For these plots the horizon is 1000, target density 0.3, and agent
amount 100.

Besides analysing the conditions under which the PT based agents do deviates from the rational
behaviour, it is also correct to say that they behave more closely to the real data than their
rational counterparts. As seen in Sec. 8.9, the CluPT agents are closer to the real data than
the rational based agents. The non-rational agents not only have a lower error but also show the
same behaviour, avoidance of the Second route, which supports the claims that non-rationality is
a better approach for the human decision-making modelling. A last point is that the framework
does scale up to allow simulations of real-world scenarios, as shown by the last section.

Summarising what the results show the following claims are made. First the conditions nec-
essary for the experiments were established with the different experiments in Sec. 8.8. Then a
similar scenario was used to show that the non-rational behaviour (the CluPT engine) is indeed
better at reproducing real data (Sec. 8.9). The last claim is that the framework does scale for real
world scenarios and that is demonstrated in Sec. 8.10.
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Chapter 9

State-Of-The-Art And Related
Work

As delineated by the previous chapters this thesis has a multidisciplinary scope and it can be
broken into three sub-themes. The first is the utility based discrete choice modelling (covered by
chapters 2, 3, and 4), the second is agent learning and architecture (in chapters 5 and 7), and
the third is the traffic assignment problem (chapter 6). In this chapter these sub-fields are again
approached, presenting the advancements in each area and how they relate to this thesis.

9.1 Discrete Choice Modelling

In the previous chapters only utility based choice modelling theories were presented but other
theories exist that are not based on utility functions. Consequently, first the utility based theories
are reviewed and then the non-utility based alternative is presented.

9.1.1 Utility Based Modelling

The models based on the utility theory [Fis70] (UT) can be subdivided between rational and
non-rational. By rationality it is meant the models that are based on the work of von Neumann
and Morgenstern, as presented in chapter 3. The non-rational models, on the other hand, are the
models that do not follow this definition, for instance the Prospect Theory [KT79] (PT) presented
in chapter 4.

Rationality Based Utility Models

The first modelling technique under this definition is the Expected Utility Theory [vN28, vNM07]
(EUT), which is the base for all others. As discussed chapter 3, this theory has some drawbacks
such as requiring complete knowledge about the individual’s internal decision process. To cope with
such restrictions, improvements known as Random Utility Models [GP06] (RUM) were proposed.
The main development of RUM is to allow partial knowledge about the decision process of the
individuals being modelled, because under the RUM it is admitted that some factors cannot be
modelled. But these factors are still relevant because they can disrupt the ranking established by
the utility calculated based on the known factors, as mentioned in Sec. 2.5.2 and 3.4.

The models mentioned and briefly presented in Sec. 3.4 are improvements over the EUT.
They are also more advanced than the model presented in this thesis because they, except for
Logit [Ber44, Luc59] and Multi Nominal Logit [McF74] (MNL), assume that the options need
some treatment to make them iid (independent from each other). This correlation capturing is
not present in this work. Here, as in the MNL, no structure is given to extract the correlation
between the options. This is a point that is left as future work because it requires a complete new
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study about how agents may perceive correlation and how they could learn and extract them from
the options.

The complexity and refinement in the most advanced models such as the Path-Size Logit [BAB99]
or Probit [Bli34a, Bli34b] are beyond the scope of this thesis, but “better” models.1 In a recent
improvement [FB09] it is proposed that instead of using additive errors the use of multiplicative
errors is evaluated. This means that instead of a utility as in u = v + ε (Eq.2.5) it multiplies the
error: u = vε. They also report that the multiplicative model represents the data better than the
additive model (in this case an MNL model). This does not mean that their improvements may
not be used in the non-rational model presented here, but that they must be carefully studied and
brought to light in relation to learning algorithms.

Non-Rational Utility Models

The most prominent non-rational utility based model is the Prospect Theory [KT79] (PT) and its
improvements, as mentioned in chapter 4 (specially Sec. 4.7). The difference between PT and EUT
is in how the utility is calculated and which assumptions are made about how u is aggregated:
compare eut(•) (Eq. 3.3) and pt(•) (Eq. 4.1). Because the PT does not observe all the axioms
from EUT the improvements mentioned in previous section cannot be directly incorporated into
the PT, even though both theories are similar. In this regard the PT still lacks development to
capture the correlation from the options to allow a broader use.2 Among the improvements of the
PT is the Cumulative Prospect Theory [TK92, WT93] (CPT), presented in Sec. 4.7.1. The CPT
can be easily incorporated into the presented agent learning algorithm (chapter 5) and architecture
(chapter 7) but no experiment was made using it because it is not clear if it is applicable for all
modelling problems, as already discussed. The use of CPT into the Q-Learning is rather simple:
instead of using pt(•) in modified Q-Learning (Sec. 5.6) the cpt(•) function (Eq.4.4) is used.

The PT, however, is not the only utility based non-rational theory. The Theory of Small
Feedbacks [BE03] is another alternative. The problem with it is that it has some problems with
large horizons decisions.3 Because of this issue no further attempts to use this theory were made.

9.1.2 Non-Utility Based Modelling

For the non-utility based modelling an example is the Fast and Frugal Way [GG96] with its
extensions [GG02, HG05]. This model is based on a hierarchical decision process, where the
decision problem is as follows. The decision problems are always binary, i.e. compare two options
and choose the best. For these choice problems a set of binary criteria is given, where each of
them can assume the values y (for yes) or n (for no), meaning that the criterion is fulfilled (case y
is assigned) or not (case n is assigned). It is assumed that the decision problem can be modelled
by establishing a sequence of such binary criteria, with their corresponding y and n values. This
means that in a hypothetical choice problem X = {A,B} five criteria are given, say 〈V,W,X, Y, Z〉.
Each of these attributes/criteria is then applied to each option (A, and B). From this evaluation
a string of y and n (for yes and no) is returned by the model such as: sA = 〈y, n, n, y, y〉 and
sB = 〈y, n, y, n, n〉. This means that: the criterion V is met by both options (the first y on each
string); then the criterion W is equally not fulfilled (both with n); and then the first difference
appears, where B has the criterion X fulfilled but A has not (the third character in the sequences).
In this case, according to the theory, the option B is the choice made.

The algorithm works by choosing the “winner” by comparing pairwise the two options’ strings
of yes and no. If both options have the same answer for the same criterion the algorithm compares
the next criterion and does that until the options have different answers, winning the option with

1 It is said “better” because these models refine the structure of the option set more carefully than it is done in
this thesis.

2 The PT requires the same assumption as in EUT, i.e. all options are independent from each other.
3 The model has been implemented and tested but it “degenerates” when the iteration horizon is extrapolated

beyond of what is used in the original article [BE03]. The authors of [BE03] were notified [Bar07] about the problem,
including the evidences, but no answer has been received.
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an y. The problem with this theory is that it is only possible to have binary choices (as the Logit
model) and only binary criteria are allowed (no numerical comparison is considered).

9.2 Traffic Assignment

As explained in chapter 6, the traffic assignment step is the most complex in the four-step modelling
(FSM) concept. Considering the context of this work it is necessary to mention the traditional
approach and its state-of-the art as well as the work in the artificial intelligence (AI) field. Under
what is here called the traditional approach it is meant the microeconomics approach, i.e. the use
of microeconomic methods to model the fourth step in the FSM. However, these techniques are
macroscopic. In the AI field the focus was on the multi-agent related work, to which this thesis is
more closely related.

9.2.1 Microeconomics

The developments in the microeconomics discrete choice modelling are close related to the use of
microeconomics for traffic modelling. When the MNL [McF74] model was developed, the objective
was to model modus choice (the third step in the FSM) for shopping behaviour (mainly to model
the split between transit and private vehicle choice). Later the Nested-Logit [BA73] model was
developed. This model was a significant improvement for both econometrics and traffic modelling
and is the central point of the book [BAL85], considered one of the milestones in traffic assignment
modelling using microeconomics. Other subsequent models as Cross-Nested-Logit [Vov97] and
Path-Size Logit [BAB99, BF05] were also developed for modelling traffic assignment.

The common points in them are that they are all macroscopic and stochastic models, i.e. the
route distribution is given as a result for a given β vector (Sec. 2.5). Recalling the chapter 6, such
models return how many individuals, in each origin destination pair (OD pair), took each of the
available routes (connecting O to D). The differences are, as explained in Sec. 9.1.1, in how the
correlations among the routes are explicitly represented. The advantage in using microeconomic
models is that the influence of each parameter (looking at the β∗, Sec. 2.5) is explicit and can
give answers to questions like: “how relevant is the price of a bus ticket when compared with the
travel-time?”4 Those models can then be used in testing hypothetical scenarios, where the bus
ticket price is increased or decreased and the impact of this change on link load can be evaluated.
The main disadvantage of these models is that all of them assume the rational behaviour (EUT)
as a model for human behaviour.

Some models for non-rational traffic assignment models were also proposed but for simple and
synthetic scenarios, with the exception of [SK04]. There the PT was used to model the departure
time choice for the commuter scenario for the Otsu city in Japan. This is not exactly traffic
assignment and can be said to be more adequately classified as part of a day-activity planning
strategy. In [Avi06] on the other hand, the traffic assignment problem for a synthetic binary route
choice was modelled using CPT and compared with EUT. The objective was to show that the
equilibria are not compatible, i.e. CPT does not have the same equilibrium point as EUT does
and therefore it is worth investigation (the use of CPT for traffic assignment).

The most closely related work to this thesis is the work done by Connors and Sumalee [CS09]
where CPT is used to model traffic assignment. Their work assumes a variation on the interpreta-
tion of the Wardrop [War52] equilibrium, as explained in chapter 6. The main differences between
their approach and the one here is that there the travel-time calculation is similar to the one used
here, as already mentioned, and a stochastic component is attached to it. This stochastic element
is a normally distributed “uncertainty”. Another great difference is that it is a entirely macro-
scopic approach and its utility function has some drawbacks: it can return values that oscillates

4 Assuming that the price value used in the utility function is normalized with the travel-time value (both are
on the same range), then comparing the βprice with βtravel−time gives the relevance directly.
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about the origin, i.e. it may mix positive and negative utilities, whose behaviour is not very clear.5

The decision to adopt CPT in [CS09] seems to be entirely based on the use of a continuous
distribution function to describe the prospects and it appears easier to derive the equations for
the CPT than for the PT. Since in [CS09] no real-world scenario is modelled the assumption of
CPT model does seem to be based on evidences. This is the same situation in [Avi06], which also
uses CPT, and does not justify its adoption by using evidences as well. Therefore it is fair to say
that the choice between CPT and PT remains to be investigated when modelling route choice.

9.2.2 Artificial Intelligence

The use of heuristics and specially learning for traffic assignment is an active research field.
In [AP05] individuals were invited to participate in a binary route choice problem. For the hypo-
thetical scenario the individuals suppose to choose the route that perform better. The travel-time
functions were specified by a Probability Distribution Function (PDF) for each route, so that the
travel-time experienced at each decision “round” varied. After collecting the decision data, several
models where built to check which of them better reproduces the data – the best on fitting the
data of the real decision-makers. The compared family of models were EUT, RUM, CPT, Bayesian
Learning, and Reinforcement Learning, being the latest the best approach. However, the exper-
iments can be said to be biased because in some of the tested scenarios the initial assumptions
were changed along the experiment (the travel-time PDFs changed during the experiment), which
could be the reason why learning performed better than the other approaches.

In [BBA+00] a synthetic commuter scenario6 with two routes was designed to verify the per-
formance of different decision-making strategies, being these strategies based on the past two
experiences. The objective is always to choose the route that has the lowest amount of agents (a
minority game). The commuter scenario is also the one used in [KB02, BK03] where the optimal
distribution is to have 2/3 of the agents on the main route and the remaining 1/3 on the secondary
route. In the experiments performed two types of reinforcement based heuristics were used: the
first based on own experience and the other taking into account a forecast given by an exter-
nal source. The focus, on the first experiment, was to evaluate the best learning frequency, i.e.
how often should the agent re-evaluate the route scores (using the reinforcement heuristic). On
the second experiment the agent’s task was extended to also evaluate the quality of the forecast,
i.e. how reliable it was. The findings show that, first, a rather frequent re-evaluation is better
than a seldom and, second, that the forecast reliability is inversely correlated with the amount of
agents receiving this information. Then, again exploring the commuter scenario, in [KBW03] a
different set-up was used, where both routes had the same capacity, i.e. the agents had to choose
between physically equivalent routes. The difference between [KBW03] and [BK03] is that the
agents willing to use a forecast information can shop among the different types of information. For
each agent four types of information where made available, from a very simple binary information
about the presence or not of congestion on the routes to the very elaborated traffic density for
each route. The agents must then pay for the information with different prices according to the
complexity of the information. The objective was to evaluate which would be the most efficient
type of information for the agents, i.e. the type of information with the best cost/benefit rate.
The surprising finding was that mean speed turned out to be a misleading information, where the
agents using it performed worse than the ones using no information.

In [SSC+05, Chm05] a scenario similar to [BK03, KB04] were used to evaluate how good a
reinforcement learning reproduces the data produced by the following set-up. Eighteen individuals
participated in the experiment to choose the fastest route, given that one route is “naturally”
faster than the other. The experiment had an horizon of 200 choices and different scenarios were
proposed. First no information about the routes’ nature was given, i.e. the individuals were not

5 The problem is not that no mathematical treatment exist but that it depends on empirical evidences to support
its application, which is the argument in [LF91, Sch03].

6 Commuter scenario means that for a given familiar OD pair (usually from home to work and vice-versa) the
individuals are experienced with the available options and must decide which route to take. The choice is normally
to minimise the travel-time.
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explicitly informed that one route was faster than the other. Then in a second experiment this
information was given. The third was similar to the first experiment but a travel-time disturbance
is introduced, simulating the situation where a construction site appears interchangeably in one of
the routes. The last is similar to the third but with the additional information about which route is
usually the faster. It is important to say that the individuals where monetarily rewarded for their
correct decisions. The real data for the experiment without disturbance is the most interesting
and closely related to this work. There the distribution is not the one of the rational equilibrium.
The real data yields mean occupation, in the secondary route, of 4.507 (no information about
the different route times) and 4.44 (full disclosure about the nature of each route) and at the
rational equilibrium 6.00 is expected. Even though the results in [SSC+05, Chm05] are similar to
the results found here in chapter 8 (for the two-route scenario) a critic must be made. It cannot
be assumed that persons behave in traffic as in the computer simulations. The first reason is
the time between the experiences: in traffic it is usually once a day and in the computer are 200
simulations a day. Second, in the computer simulations the participants are monetarily rewarded
for their decisions, which is not the case in traffic.8

In another work [BK05] the Braess [Bra68, BNW05] paradox was investigated and how effective
a control system would be in avoiding its emergence. To test the hypothesis, a Braess scenario
was simulated where two types of drivers where present: informed and non-informed drivers.
By informed it is meant that the informed drivers received traffic information from the control
system about the network state. The results were that when drivers receive the information about
the network state, the network state gets closer to the global optimum, but even closer if the
received information is manipulated (inducing the drivers to take different routes). This work
only marginally related to one presented here because no Braess condition is investigated here,
but remains as future work.

The influence of a control system is also the subject in [Wah02], where a two-route scenario,
along with other scenarios, is used for investigating the use of Advanced Traveller Information
Systems (ATIS). There the impact of the use of ATIS is tested using Multi-Agent Simulations
(MASim) but the findings are strictly hypothetical. The objective was to verify how can infor-
mation about the traffic state influence the drivers behaviour. One remark, which is also present
in [KBW03], is that when the amount of informed drivers (that use ATIS) grows the system
performance degrades. The main reason is because when ATIS gives a forecast about future con-
ditions it does not take into account the reaction of the drivers to this very given forecast. In this
case what happens is that the more users receive a forecast, and decide accordingly, the lower the
reliability is for the forecast. The relation of the work in [Wah02] and the one here resides in the
use of the two-route scenario and the use of MASim.

Yet all these approaches are still based on the fundamentals of game-theory [vN28, vNM07]
(the rational behaviour). One exception is the Small-Feedbacks [BE03] model which is not based
on rationality, but showed some problems (as discussed early, in Sec. 9.1.1).

7 This data corresponds to the mean occupation for the secondary route in [Chm05], Tab. 18 at page 68 in
the rows “Variation I” and “Variation II”. The thesis of Chmura is available at http://www.ub.uni-duisburg.de/

ETD-db/theses/available/duett-05152005-222337/.
8 In traffic the monetary reward is at least one step away (considering gasoline consumption) or several (consid-

ering vehicle depreciation, maintenance, insurance, etc). It is known that human behaviour changes when money
is not directly handled (see [MA06, Ari08] for further information) and as further way the money reward/cost from
the action is as less aware people are of it.
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Chapter 10

Conclusion And Future Work

This thesis proposes a novel approach for modelling human decision-makers using Multi-Agent
Simulations (MASim) with a non-rational behaviour. This non-rational behaviour is here based in
the Prospect Theory [KT79] (PT), chapter 4, which was compared to the rational behaviour in the
Expected Utility Theory [vNM07] (EUT), chapter 3. This model was used to design a modified
Q-Learning algorithm (chapter 5). The PT based Q-Learning was then integrated into an agent
architecture (chapter 7).

The designed architecture with the different reasoning engines (Q-Learning variations) where
then used to simulate traffic assignment (chapter 6). The results (chapter 8) show that, as ex-
pected, the non-rational behaviour manifests itself only under some conditions. Theoretically
these conditions are the existence of variability in the outcomes received by the agent (Sec. 4.5.2),
which builds an outcome probability distribution called lottery/prospect. The variability makes
it possible to have outcomes located at one or both “bumps” of the function π(•) (Eq. 4.3 and
Fig. 4.1b). Some experiments, organised in sets, were performed to evaluate the proposed agent
reasoning and architecture. The first set (Sec. 8.8) was designed to show which are the theo-
retical conditions for the occurrence of divergences between rational and non-rational behaviour
in a practical scenario, in this case traffic. It also aimed at showing the possible problems with
the proposed agent architecture and which are simulation parameters necessary to minimise the
influence of the bias imposed by the simulation framework. From this first set it was shown that
the proposed agent architecture does have some limitations (requiring a minimal amount of agents
and a minimum value for simulation horizon). But it also shows that once these limitations are
circumvent, by a high enough agent amount and high enough simulation horizon, the simulation
framework works as expected. In the specific case of traffic the main conclusion is that the PT
based reasoning deviates from the rational behaviour only when the agents experience congestions.
This means that in scenarios where no traffic congestion is present no difference is expected be-
tween a rational (EUT based) and a non-rational (PT based) decision-making behaviour. On the
other hand, it is also clear that only when congestions appear it is worth investigating the traffic
conditions because if no congestion occurs no intervention is necessary.

The first experiments show that the congestion tends to be concentrated where most of the
agents are, i.e. if a route has a higher capacity than another it also tends to be used more inten-
sively. Consequently, “good” routes tend to be considered too “good” and to be overused, even
though rationally seen it is a “bad” judgement. But this is only speculative and hypothetical.
Therefore a second set of experiments was performed (Sec. 8.9) with a similar scenario but that
provided real data [SSC+05, Chm05]. The data shows exactly the same tendency, i.e. to overesti-
mate how good a “good” route is. This behaviour is the same as the data, which is the same for
the non-rational agents. Not only the PT based Q-Learning shows the same tendency as it fits a
slightly better the data than its rational counterparts (Tab. 8.14).

Finally, the third experiment set (Sec. 8.10) shows that the proposed agent reasoning, inserted
in the agent architecture, can be used for simulating real-world scenarios. There, the city of
Burgdorf in Switzerland was simulated, whose data was kindly provided by Guido Rindsfüser from
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Emch+Berger.1 Unfortunately, the data provided does not seem to be suitable for the simulated
scenario, as extensive discussed in Sec. 8.10. Nonetheless, it serves the purpose of showing the
scalability of the proposed architecture.

10.1 Future Work

This work is just the beginning. Several aspects of the non-rational decision-making are left for
investigation and some of them, the ones considered more important, are discussed here.

The first and most important is to improve the clustering method so that less simulation
runs are necessary to overcome its bias. A second point is to include an explicit structure for
expressing the correlation among the options in the choice set This is important because usually
options are correlated (specially in traffic) and this correlation must be modelled by the agent
because the PT as the EUT require the options to be iid (Sec. 3.4). To tackle this point the
Support Theory [TK94, RT97, Nar04] seems to be the most advanced model. But it may be too
complex for a realistic use in MASim and therefore an approach similar of to the one used in
microeconomics (Sec. 3.4) seems reasonable.

Another deficiency in the PT is that it is calibrated for monetary outcomes and its use with
other types of outcomes remains unknown. In traffic, it means to collect real route decision data,
without the monetary reward used in [SSC+05, Chm05], and then to calibrate the PT parameters,
the α, β, λ, and γ values (Eq. 4.1). Again in traffic, the correct use of the status quo must be
investigated. In other words, how people set their internal status quo value: is it the absolute 0,
the last experienced travel-time, or the estimated travel-time. Moreover, is it route dependant or
is it a common value for all routes going from A to B. Those questions can only be answered
investigating the attitudes of individuals fulfilling their transportation needs.

Advancing one more step into the traffic modelling, how individuals make decision about the
transportation modus: why to use the car or bus or bicycle or even deciding to walk. The structure
supporting this was already done here using the super-network structure (Sec. A.2), which includes
the necessary algorithms for navigating in such structure (Sec. A.4). But the decision model is
not yet available.

In another direction, how can this agent architecture be adapted for other decision problems,
such as stock markets and consumption behaviour. If it can, is this a better model than the ratio-
nal model, does the data express deviations from the rational choice that corresponds to the PT
behaviour. Moreover, are other psychological characteristics necessary for a better modelling. As
explained in [Kah02], some of them are: framing, anchoring, accessibility, and attribute substitu-
tion. Framing corresponds to the “wording” of the problem presentation, anchoring is the presence
of an external reference point for the choice. By accessibility it is meant how easy the solution can
be recovered from memory and attribute substitution is a consequence of the accessibility, where
instead of using the necessary attributes to evaluate an option some correlated attribute is used
that is more easily accessible.

As one can see, much research is still ahead and this work is just scratching the surface.
Hopefully it will bring awareness to the use of non-rational models instead of the rational ones,
for modelling human decision-makers, as well as to show that the non-rational models are indeed
better in modelling persons than the rational models.

1 http://www.emchberger.ch/
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[JM03] Vı́ctor M. Jiménez and Andrés Marzal. A lazy version of eppstein’s k shortest
paths algorithm. In Proceedings Experimental and Efficient Algorithms: Second
International Workshop, WEA 2003, pages 179–190, Ascona, Switzerland, May
2003.

108



BIBLIOGRAPHY BIBLIOGRAPHY

[Kah02] Daniel Kahneman. Maps of bounded rationality: A perspective on intuitive
judgment and choice. In Tore Frängsmyr, editor, The Nobel Prizes 2002, pages
449–489, Aula Magna, Stockholm University, December 2002. Nobel Foundation.
presented by Professor Torsten Persson, Chairman of the Prize Committee.

[Kas65] T. Kasami. An efficient recognition and syntax-analysis algorithm for context-
free languages. Technical report, Air Force Cambridge Research Lab, Bedford,
MA, 1965. Scientific report AFCRL-65-758.
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Appendix A

Technologies And Algorithms

This chapter is an appendix because it is only marginally related to the subject of this thesis, even
though it is important for its infrastructure. Three technologies are here presented, namely: super-
networks; Context-Free Grammars (CFG), for navigating in a super-network; and path generation
algorithms for the super-network. A super-network can be seen as an edge-labelled weighted di-
rected graph (digraph) that is generated from another (compacter) edge-labelled weighted digraph.
The other technologies are modifications of existing algorithms for using this special graph (the
super-network).

The motivation for adopting the super-networks in the traffic network representation is because
it presents an efficient alternative for multi-modal route generation. This concept was informally
presented in [CFCLB03, FCHLvN03, FCvNB04] and based on this structure it is here formalised
and an efficient way to “navigate” in it is also developed (using a modified Dijkstra [Dij55] algo-
rithm). The advantage in using the methods described here is twofold: performance and flexibility.
In [vdZC05] the authors use a restricted form of super-networks and from it they generate several
routes, eliminating the invalid ones afterwards – the method shown here does not generate any
invalid route. In another approach to the multi-modal route choice [BHL05], the “multi” is re-
stricted to a maximum of three modi combination (Access + Main + Egress) – the new approach
shown here has not such restriction. Expanding the amount of modi, in [BJM98] it is suggested
the use of a grammar; but a prohibitive approach is used there by adopting a bottom-up parser,
which needs the whole word to give any evaluation about its validity (almost the same procedure
as in [vdZC05]). All these issues are not present in the solution presented here.

A.1 Notation, Typography, And Conventions

Before presenting the algorithms it is necessary to establish a common notation that crosses several
fields. These definitions for the set theory are:

• Upper case Roman letters, as in A, B, and C, represent sets.

• Lower case Roman letters, such as a, b, and c, represent elements in sets.

• Greek letters have a context dependant meaning, i.e. their meaning will be explained as they
are presented (can be sets, usually in upper case Greek letters as Σ, or elements, usually in
lower case as α).

• Upper case Roman letters in different typefaces are used to represent data-structures or set
of sets, as in N (a set of networks); but the type faces as in N are used exclusively for sets
of sets. In this particular case N is one of the possible sets in N – N is the universal set of
N .

• |A| corresponds to the amount of elements in the set A.
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• AB represents a map from B into A, i.e. being A and B sets then a structure exists that
maps elements of B into elements of A.

• Get : X×B 7→ A is the function that recovers the A element mapped by the given B element,
or NIL if no A element is associated with the B element. The association is stored into a
map X ∈ X, where X is the set of all possible maps.

• Put : X×B ×A 7→ {} is the function to maps an element of B into an element of A, stored
in X ∈ X.

• An is an n-ary Cartesian product, i.e. it represents an ordered tuple of n elements from the
set/type A, with n ∈ N∗.

• Get : An × [1, n] 7→ A is the function that returns the ith element (second argument) of a
tuple (first argument) – it is assumed that the first element’s index is 1 and the last n.

• A\B represents the set A without the elements present in B: A\B = A−B.

For the graph theory, the definitions are:

• G(V,E) represents a graph with vertex set V and edge set E. It is also possible to refer
to these elements by subscriptions: VG is the vertex set of graph G and EG its edge set. If
“G(V,E)” is in the right-side of an attribution, as in G

′ ← G(V,E), it means that a new
graph is created with vertex set V and edge set E.

• G is the set of all graphs. This notation is used to specify domain and codomain of functions.
The same logic is valid for V and E to denote the set of all sets of vertices and all sets of
edges.

• Source : E 7→ V returns for a digraph the corresponding source vertex for the given edge.

• Target : E 7→ V as in Source() but returns the target vertex.

• In : V 7→ E is a function that returns for a digraph all edges that have the given vertex as
target: In(v) = E

′
and E

′
= {∀e ∈ E′ | Target(e) = v}.

• Out : V 7→ E as in In() but returns all edges that have the given vertex as source: Out(v) =
E
′

and E
′

= {∀e ∈ E′ | Source(e) = v}.

A.2 Super-Network

A super-network, after [CFCLB03, FCHLvN03, FCvNB04], is a way to structure a weighted
digraph specially designed for representing a traffic network. The principle is to stratify a graph
according to its modi, i.e. each stratus corresponds to a network that contains only the edges
associated with the modus it represents. Then several interconnected networks form a super-
network. In Fig. A.1 this process (in a schematic view) can be seen, where G is the original graph
– representing a traffic network – and S is the resulting super-network, with its several networks
(N1, N2, and N3).

For simplicity the word network is used to refer to a sub-graph/network of a super-network
and this last (super-network) refers to the resulting structure of a graph after this “segmenta-
tion” process. Unfortunately neither a formal definition of the super-network structure nor the
transformation algorithms were given. The guidelines are to have each modus represented in a
network in the super-network. Therefore here the definition of super-networks is made (in a pre-
cise mathematical definition) as well as the super-network generation algorithm (derived from the
definition).
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S

N1

N2

N3

G

Figure A.1: From a digraph G to a super-network S.

A.2.1 Super-network: Formalisation

To formalise the concept of super-networks some definitions are necessary. First it is assumed that
a super-network S is derived or generated from an initial labelled digraph G. Moreover, each edge
e ∈ EG has a set of labels Le 6= {} and each label supposedly corresponds to a modus – therefore
from now on the label concept instead of the modus concept is used in the context of networks
and super-networks. The set of all labels in a graph is: LG = ∪e∈EG

Le.
A super-network for its turn is defined by S(G,N , S0, C,L), where G is the original digraph,

N the network set, S0 ∈ N is a special network (the start network), C the connecting edge set
(explain latter), and L the label set. It is also expected that a function Labels : ES 7→ L is given
that returns the labels associated with a given edge, where L is the set of label sets and EG is the
edge set from G. Then ES = EG ∪ EN ∪ C, where EN = ∪N∈NEN is the set of all edges of all
networks in the network set N (EN is the edge set of the network N). The same semantic has
also Labels : E 7→ L but for a set of edges, returning L = ∪e∈ELabels(e).

A network N(V,E) ∈ N is also a digraph and resents a modus/label from the traffic network,
given by G. Therefore a function is necessary: Equiv : VN ∪EN 7→ VG∪EG. This function returns
the reference element of G that is being represented by the given network element. It implies that
all elements in a network have a corresponding element in G, i.e.: 6 ∃x ∈ VN ∪ EN | Equiv(x) =
NIL. With this function it can also be defined IsEquiv : VN ∪ EN × VG ∪ EG 7→ {true, false}
that asserts if two elements are semantically equivalent, i.e. if the first argument semantically
corresponds to the second element (in G). This function is formally defined as: IsEquiv(x, y) ≡
(Equiv(x) = y) ∧ (Equiv(x) 6= NIL).

Let a super-network S has an initial graph G, a set of networks N , a set of labels L, and a set
of connecting edges C, then all statements below hold.

• Every network maps all vertices from G exactly once.

• If an edge from G is represented/mapped in a network it is the only representation in that
particular network, maintaining its semantic.

• Each network has only one label and no two networks have the same label, i.e. exactly one
network per label.
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The above mentioned statements are formally expressed in Eq. A.1.

∀N ∈ N ⇒ |VN | = |VG|
∀N ∈ N ,∀vN ∈ VN ,∃vG ∈ VG, 6 ∃v

′

G ∈ VG |
IsEquiv(vN , vG) = true ∧ IsEquiv(vN , v

′

G) = true ∧ vG ≡ v
′

G

∀N ∈ N ⇒ ∀vN ∈ VN , 6 ∃v
′

N ∈ VN | Equiv(vN ) = Equiv(v
′

N ) ∧ vN 6= v
′

N

∀N ∈ N ,∀eN ∈ EN ⇒ Equiv(Source(eN )) = Source(Equiv(vN )
∧ Equiv(Target(eN )) = Target(Equiv(vN )

∀N ∈ N ⇒ ∀eN , e
′

N ∈ EN ,∃eG ∈ EG | eN 6= e
′

N ∧ IsEquiv(eN , eG)
⊕ IsEquiv(e

′

N , eG)
∀N ∈ N ⇒ ∀eN , e

′

N ∈ EN | Labels(eN ) = Labels(e
′

N ) ∧ |Labels(eN )| = 1
∀N,M ∈ N , N 6≡M ⇒ ∀eN ∈ EN 6 ∃eM ∈ EM | Labels(eN ) = Labels(eM )

(A.1)

Another special element of the super-network structure is the start network S0. This network
must also respect all rules in Eq. A.1 but with one extra restriction: ES0 = {}, i.e. it has no edges
and it is the only network with an empty edge set: 6 ∃N ∈ N | EN = {} ∧N 6= S0.

To completely specify a super-network the sets C and L must be defined. The set C is a special
edge set that have no correspondence with any edge in G, they are the connecting edges. These
edges have labels too and their set is LC and LC ⊂ L∧LC ∩LG = {}, meaning that LC is disjoint
from the regular labels (LG). Thus the set C is defined below and formally in Eq. A.2.

• Each network is connected to all other networks only through equivalent vertices and just
one connecting edge c ∈ C connects any two vertices

• The edges in C have no equivalent representation in G, another formalisation would be:
∀c ∈ C | Equiv(c) = NIL.

• The label α ∈ LC is reserved for connecting the start network S0 to all others.

• Similar to α, ω is also reserved for connecting the other networks back to the start network.

• The edges in C do not belong to any network: C ∩ EN = {}.

∀N,M ∈ N ∃c ∈ C | Source(c) ∈ VN ∧ Target(c) ∈ VM ∧N 6= M
∧ Equiv(Source(c)) = Equiv(Target(c))

∀c ∈ C 6 ∃c′ ∈ C | Source(c) = Source(c
′
) ∧ Target(c) = Target(c

′
)

∀c ∈ C 6 ∃eG ∈ G | IsEquiv(c, eG) = true

∀v ∈ VS0 ∃c, c
′ ∈ C | Source(c) = v ∧ Labels(c) = {α}

∧ Target(c
′
) = v ∧ Labels(c

′
) = {ω}

6 ∃c ∈ C | (Labels(c) = {α} ∧ Source(c) 6∈ VS0)
∨ (Labels(c) = {ω} ∧ Target(c) 6∈ VS0)

(A.2)

It also implies that |LC | ≥ 3, since all edges have labels and α ∈ LC as well as ω ∈ LC .
The super-network definition can be optimised by adding the rule in Eq. A.3 for excluding

unnecessary vertices in N . It is assumed that the super-network was already generated and the
function Remove : VN 7→ S is provided with the following behaviour (where S the set of all super-
networks): the function removes the given vertex as well as any edge connected to it, returning a
new super-network without these elements.

∀N ∈ N\{S0} ∀v ∈ VN | In(v) ⊂ C ∧ Out(v) ⊂ C ⇒ Remove(v) (A.3)

What Eq. A.3 does is to select all vertices that have only connecting edges and eliminate them.
They would be like the vertices in the super-network S from Fig. A.1 that have no full lines
reaching them.
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A.2.2 Super-network: Generation Algorithm

In this section the implemented algorithm for generating a super-network that attains to the rules
in Sec. A.2.1 (including the optimisation step of Eq. A.3), is presented. For the algorithms extra
functions are necessary:

• Copy : VG 7→ VN It creates a semantically equivalent copy from the given original vertex
(from graph G) to be used in a network N ∈ N .

• Copy : EG × VN × VN × L 7→ EN As the previous function it also makes a semantically
equivalent copy but from an edges in G. The difference is that the edge is copied but its
source set to be the second argument (a vertex resulting from the previous function), the
target the third argument, and the label set by the fourth argument.

• Connect : VN × VN × LC 7→ C This function connects two vertices assigning a label and
returning a connecting edge – it uses the first argument as source, the second as the target,
and the third as the label.

• ConnLabel : LG×LG 7→ LC For the connecting edges it is necessary a label l ∈ LC and this
label is only predefined for the edges connecting the S0 to and from other networks – α and
ω, respectively. To recover the other labels this function is necessary. Because each network
has only one label (except for the start network S0) it is enough to specify as arguments the
source label (first argument) and the target label (second).

With these above defined functions, a super-network is generated by the function Supernet(G)
from Algo. A.1, where G is the input digraph, from which a super-network is wanted. This
algorithm generates a super-network that obeys all rules in Sec. A.2.1, including Eq. A.3.

A.2.3 Super-network: Example

To give an idea of how a super-network looks like a series of images are here presented, actually
one of the many possible visual representations. To avoid visual “pollution” in the illustrative
figures neither arrows (to indicate edges’ directions) nor multiple edges for the same vertex pair
are depicted. This means that in Fig. A.2 each edge should be “seen” as actually two, one for
each possible direction.

The process of creating a super-network starts with an input labelled digraph (as in Fig. A.2).
In this figure each edge carries its labels, a subset from LG = {b, c, w}. From this graph (in
Fig. A.2) the creation process “extracts” the different networks, one for each label. The network
set N (before including the connecting edges) is in Fig. A.3, where the start network S0 called
start is already present. For convenience each network is marked with its corresponding label.

The next step is to connect all networks, the creation of the edge set C. In Fig. A.4 an
aesthetic view of the final super-network S can be seen, which was generated from the graph in
Fig. A.2. There, the dashed lines represent the connecting edges in a “reduced” form, to keep it
visually clear (the edges in C). The dashed lines (in Fig. A.4) are a reminder of what they really
are, depicted in Fig. A.5. There, all connections between any two networks, including the start
network S0, are depicted (observe that each edge represents a pair of directed edges, one for each
direction).

To make it even clearer, in Fig. A.6 a possible path in this super-network is shown. The path
“jumps” over networks using the connecting edges (in this representations all other edges where
omitted to avoid confusion). It can be noticed that the path starts and ends in the start network.

A.2.4 Navigation

For the navigation in the super-network some prerequisites are necessary:

• All paths must start and end in the start network S0.
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Algorithm A.1: Supernet(•)
Data: G the input graph
Result: A new super-network S
N ← {} ; /* creates an empty network set */1

/* creates the start network S0 */
S0 ← {};2

forall v ∈ VG do3

S0 ← S0 ∪ { Copy(v) };4

end5

/* creates the regular networks */
H ← {} ; /* creates an empty map (N 7→ L), with manipulation functions Get6

and Put */
forall lbl ∈ LG do7

N ← Network(G, lbl);8

N ← N ∪ {N} ; /* see Algo. A.2 */9

Put(H, N , lbl) ; /* associates the key N to the value lbl in map H */10

end11

C ← {} ; /* creates an empty edge set */12

/* connects all regular networks */
L ← LG;13

forall N ∈ N do14

lN ← Get(H, N) ; /* gets the label associated with the source network N15

*/
forall M ∈ N\{N} do16

lM ← Get(H, M) ; /* gets the label associated with the target network17

M */
lC ← ConnLabel(lN , lM);18

L ← L ∪ {lC};19

C ← C ∪ ConnectNet(N , M , lC) ; /* see Algo. A.3 */20

end21

end22

/* connects all regular networks to the start network */
L ← L ∪ {α, ω};23

forall N ∈ N do24

C ← C ∪ ConnectNet(S0, N , α) ∪ ConnectNet(N , S0, ω);25

end26

N ← N ∪ {S0};27

S ← S(G,N , S0, C,L) ; /* creates a new super-network */28

return S;29

Algorithm A.2: Network(•)
Data: G the input graph
Data: lbl the corresponding label
Result: A new network N

VN ← Vertices(G, lbl) ; /* see Algo. A.4 */1

EN ← Edges(G, lbl) ; /* see Algo. A.5 */2

N ← N(VN , EN ) ; /* creates a new network */3

return N ;4
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Algorithm A.3: ConnectNet(•)
Data: N the source network
Data: M the target network
Data: lbl the label to assign to the edges
Result: Connecting edge set C

C ← {} ; /* creates an empty edge set */1

/* for all possible source vertices ... */
forall s ∈ VN do2

/* ...searches the appropriated target ... */
forall t ∈ VM do3

/* ...finding the appropriated target ... */
if Equiv(s) = Equiv(t) then4

/* ...connects both */
C ← C ∪ { Connect(s, t, lbl) };5

end6

end7

end8

return C;9

Algorithm A.4: Vertices(•)
Data: G the input graph
Data: lbl the corresponding label
Result: A vertex set V

V ← {} ; /* creates an empty vertex set */1

forall v ∈ VG do2

/* gets all labels reaching the node */
L← Labels(In(v)) ∪ Labels(Out(v));3

/* just nodes that have edges with the given label lbl are worth of
creation */

if lbl ∈ L then4

V ← V ∪ { Copy(v) };5

end6

end7

return V ;8
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Algorithm A.5: Edges(•)
Data: G the input graph
Data: lbl the corresponding label
Result: A edge set E

E ← {} ; /* creates an empty edge set */1

/* for all possible source vertices s ... */
forall s ∈ VN do2

/* ...and all possible target vertices t ... */
forall t ∈ VN do3

F ← Out(Equiv(s)) ∩ In(Equiv(t));4

/* ...and all edges between the given pair (s, t) ... */
forall e ∈ F do5

if lbl ∈ Labels(e) then6

/* ...copies the edges */
E ← E ∪ { Copy(e, s, t, lbl) };7

end8

end9

end10

end11

return E;12
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Figure A.2: Labelled graph
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• A grammar must be provided for path validation, which is based on the alphabet L.

• The final label sequence must be a valid word according to the given grammar. This means
that the sequence of labels (built by concatenating the labels from each edge in the path)
must be a valid word according to the provided grammar.

A.3 Context-Free Grammars

In this section the use of Context-Free Grammars [HMU01] (CFG)1 for the super-network navi-
gation and path validation will be discussed. The use of grammars for navigating in graphs was
already proposed by Nedev [Ned99], where CFGs were used for solving the k disjoint paths prob-
lem for directed planar graphs – here, nevertheless, another approach is proposed. The parsing
process of a “label” word (hereafter called just word) demands three elements: the word itself,
a grammar, and a parser. The parser takes the rules encoded in the grammar and evaluates if
the word belongs to (can be generated by) the grammar. In case the grammar can be used to
generate the word then the word is said to be accepted/valid. For the approach presented here
only CFGs are allowed and the Earley parser [Ear68, Ear70] is adopted – actually an optimised
version [AH02].

A CFG is defined as R(V,Σ, P, δ)2 where V is the finite non-terminal (or variable) set, Σ the
finite terminal set (or alphabet), P the finite production rule set, and δ ∈ V the start symbol.
Another property is that V ∩ Σ = {}, i.e. no symbol is shared between Σ and V . Specific to
the CFGs, the rules in P are in the form: [V → (V ∪ Σ)∗]. This means that in the left-side of
the production rule must have exactly one non-terminal symbol and in the right-side none or any
sequence of terminals and/or non-terminals.

The advantage of a CFG is in the trade-off between expressiveness and parser efficiency. A
CFG is a powerful formalism and allows among other things to build syntax parsers for computer
programming languages, such as C [KR88], C++ [Str00], or Java.3 It has nevertheless restrictions
as well. A CFG cannot restrict the total amount of a specific terminal – in traffic such rule would
be something like: “no route is allowed to have more than 10 walk segments”. Even though
this particular case could be implemented in the Earley parser, without complexity increase. In
general, any rule that requires a back-tracking, i.e. to go back and re-analyse the terminal sequence,
cannot be implemented using a CFG. This implies that a CFG is not a general purpose constraint
expressing formalism. It means that if a CFG is not enough for expressing the wanted constrains
some post-generation filtering will be necessary.

A.3.1 Context-Free Grammars: Earley Parser

The parser chosen for the task is the Earley parser [Ear68, Ear70, AH02] that is a top-down
parser, i.e. it evaluates prefixes and builds its evaluation (acceptance or rejection) based on the
read terminal and the previous read word (previous terminal sequence). A counter-example would
be the Cocke-Younger-Kasami [CS70, Kas65, You67] (CYK) algorithm which is bottom-up (needs
the whole word before evaluating it) and also needs the grammar to be in the Chomsky normal
form [Sip05, HMU01] (CNF) (CFGs can be automatic transformed to conform the CNF). The
advantages of the Earley are overwhelming to even consider any other parser. First, it can parse
any CFG in any form (just the original parser, but even for the optimal the modifications are
minimal in comparison to CNF requirements). Second, its complexity for any CFG is O(n3), for
non-ambiguous CFGs is O(n2), and O(n) for most LR(K) grammars – the CYK algorithm has
complexity Ω(n3) for all sub-cases of CFGs. A derived advantage is: if the grammar is in fact

1 In Chomsky [Cho56] classification system, CFGs are type 2 languages. More about grammars can be found
in [Sip05, HMU01].

2 In the praxis the letter G is used to symbolise a grammar but to avoid conflict with the input graph, also
referred as G, the letter R, from rules, is used.

3http://java.sun.com/
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a sub-case of a CFG the parser will perform accordingly – for more information about LR(K)
grammars and other sub-cases, please refer to [ALSU06].

The Earley algorithm is a look-ahead algorithm too, it first tries to predict which terminal
comes next and when it reads it, the algorithm eliminates the invalid hypothesis. For the optimised
version [AH02] it is assumed that the grammar was modified to include the following production:
[δ
′ → δ] and δ

′
included in V as well as made the start symbol. In the parser, the basic structure is

the so called Earley set of dot-productions (or Earley’s dot notation); it can also be called Earley
state. A dot-production has the aspect in Eq. A.4, where A ∈ V is a non-terminal; ρ, τ ∈ (V ∪Σ)∗

are sequences of terminals and/or non-terminals; j the set where the dot-production was created;
and • the current parsing position for the rule (in Eq. A.4 it means that ρ was already parsed and
τ is still to be parsed). The notation used is: upper-case letters to represent non-terminals in V ;
lower-case letters for terminals in Σ; and Greek letters for sequences of terminals, non-terminals,
or a mixture of both.

[A→ ρ • τ, j] (A.4)

Each Earley set has a sequence and they are identified by Sj , meaning that it refers to the
jth set in the sequence. A word is accepted if after reading the last terminal the corresponding
set has a dot-production as [δ

′ → δ•, 0] (the start production has completed its parsing process).
The initial set S0 is always created before scanning any terminal and it starts by including the
dot-production [δ

′ → •δ, 0]. After that the three parsing procedures below are executed (in order).
Assuming that the input word is x and xi corresponds to the terminal at position i and x1 is the
first terminal:

Scanner If [A→ ρ • aτ, j] is in Si and xi+1 = a, then add [A→ ρa • τ, j] to Si+1.

Predictor If [A→ ρ •Bτ, j] is in Si, then add [B → •ρ, i] to Si+1.

Completer If [A → ρ•, j] is in Si, then add [B → τA•, k] to Si for all dot-productions [B →
µ •Aϕ, k] in Sj .

For a visual impression of this parsing process, assume the example grammar in Eq. A.5 that
is modified into the grammar in Eq. A.6.

R = (V,Σ, P, δ) The original grammar (A.5)
V = {E} The non-terminal set
Σ = {+, n} The terminal set
P = {E → E + E|n} Production rules
δ = E Start symbol E

R
′

= (V
′
,Σ, P

′
, δ
′
) The modified grammar (A.6)

V
′

= {E,S
′
} The non-terminal set

Σ = {+, n} The terminal set

P
′

= {E → E + E|n, S
′
→ E} Production rules

δ
′

= S
′

Start symbol S
′

The word to parse is x = n + n and the parsing process is shown in Tab. A.1. There, the
first column refers to the dot-production’s number (used just for clarification); then comes the
dot-product followed by a code, where the letters refer to: S = Scanner, P = Predictor, and
C = Completer procedure. The letters (indicating the procedure) are also followed by a reference,
such as “P S0(0)” which means that the resulting dot-production was created by the Predictor
procedure run over the first dot-production of set S0. As already explained, the first set S0 is
initialised with the inclusion of the first dot-production [S

′ → •E, 0], indicated in Tab. A.1a by
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“Added”. In this case when the parser reads the first terminal (Tab. A.1b) it can be seen that
just n is a valid word and therefore it is accepted (indicated by the presence of the [S

′ → E•, 0]
dot-product in the second item from set S1). Because the input wasn’t consumed the algorithm
keeps parsing until it reaches the end of word (set S3 in Tab. A.1d) and as a result it is a valid
word (this is again confirmed by the presence of the dot-production [S

′ → E•, 0], in S3).

Table A.1: Parsing of x = n+ n

(a) S0 : •n+ n

(0) S
′ → •E , 0 Added

(1) E → •E + E , 0 P S0(0)
(2) E → •n , 0 P S0(0)

(b) S1 : n •+n

(0) E → n• , 0 S S0(2)
(1) S

′ → E• , 0 C S0(0)
(2) E → E •+E , 0 C S0(1)

(c) S2 : n+ •n

(0) E → E + •E , 0 S S1(2)
(1) E → •E + E , 2 P S2(0)
(2) E → •n , 2 P S2(0)

(d) S3 : n+ n•

(0) E → n• , 2 S S2(2)
(1) E → E + E• , 0 C S2(0)
(2) E → E •+E , 2 C S2(1)
(3) S

′ → E• , 0 C S0(0)

A.3.2 Context-Free Grammars: Procedures For Automatic Grammar
Generators

It is strongly suggested the use of grammar automatic generators. In this section the procedures
for generating grammars automatically are presented. For the procedures a function that was
informally presented in Sec. A.2.2 is necessary: ConnLabel(•). Additionally to this, the functions
below are also necessary. There the symbol R represents the set of all grammars; P the set
of all production sets; X the set of all terminal and non-terminal sets; and X a terminal or a
non-terminal.

• AddProd : R×P 7→ R This function adds a production rule (second argument) to the given
grammar (first argument), from which a new derived grammar is returned. This modified
grammar has the production added to PR with all necessary non-terminal symbols that are
not already present in VR (either in the left- or right-side of the production).

• NewVar : X 7→ X With this function it is possible to generate a new symbol, i.e. a symbol
that is not present in the given symbol set (argument). The objective is to use the returned
symbol as a non-terminal. A typical function call would be: NewVar(VR ∪ ΣR).

• NewProd : V ×Xn 7→ P It creates a new production having a non-terminal (first argument) as
the production’s left-side and a sequence of terminals and non-terminals (second argument)
as the right-side.

• Arrangements : X × N∗ 7→ (Xn)n This function returns all possible Arrangements for the
input symbol set (first argument) with the given size (second argument). An example would
be:
Arrangements({A,B,C}, 1) = {(A), (B), (C)}
Arrangements({A,B,C}, 2) = {(A,B), (B,A), (A,C), (C,A), (B,C), (C,B)}
Arrangements({A,B,C}, 3) = {(A,B,C), (A,C,B),

(B,A,C), (B,C,A),
(C,A,B), (C,B,A)}

To generate a simple grammar see Algo. A.6 but because the resulting grammar is not optimised
and has some ambiguities it is recommended the use of an automatic grammar simplifier [HMU01].
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Algorithm A.6: Grammar(•)
Data: Σ the regular terminal set
Data: Σ

′
all connecting terminals

Data: α the special terminal from start network to all others
Data: ω the special terminal from all others networks to the start
Data: C : (Σn)n terminal combinations
Result: The grammar R

N ← Σ ∪ Σ
′ ∪ {α, ω} ; /* all symbols (all terminals) */1

S ← NewVar(N) ; /* the start symbol */2

N ← N ∪ {S};3

R← R({},Σ ∪ Σ
′ ∪ {α, ω}, {}, S) ; /* creates a new grammar, with empty4

production set */
/* one production rule for each combination */
forall c ∈ C do5

v ← NewVar(N);6

N ← N ∪ {v};7

P ← LabelComb(R, c, v) ; /* see Algo. A.7 */8

/* all productions */
forall p ∈ P do9

R← AddProd(R, P);10

end11

/* adds combination production to start symbol: [S → v] */
R← AddProd(R, NewProd(S, (v)));12

end13

N ← ΣR ∪ VR;14

/* creates a new start symbol to include the connection with the start
network */

S
′ ← NewVar(N);15

N ← N ∪ {S′};16

R← AddProd(R, NewProd(S
′
, (α, S, ω))) ; /* encapsulation: [S

′ → αSω] */17

/* creates a new start symbol to conform the prerequisites of the parser */

S
′′ ← NewVar(N) ; /* [S

′′ → S
′
] */18

R← AddProd(R, NewProd(S
′′

, (S
′
)));19

R← R(VR,ΣR, PR, S
′′
);20

return R;21
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Algorithm A.7: LabelComb(•)
Data: R the grammar
Data: Σ the terminal set to combine
Data: S the left-side symbol
Result: A production set P

/* creates the recursive production rules for each terminal */
N ← VR ∪ Σ ; /* holds the already used symbols */1

L← RecurLbls(Σ, N , S) ; /* see Algo. A.9 */2

P ← PL;3

N ← N ∪ NL;4

M ←ML;5

E ← EL;6

/* non-terminals for all combinations */
A← VarsComb( Σ, N , S, E) ; /* see Algo. A.8 */7

P ← P ∪ PA;8

C ← CL;9

N ← N ∪ NA;10

F ← FL;11

E ← E ∪ EA;12

/* adds the production rules to the combination non-terminals */
forall c ∈ C do13

r ← () ; /* creates an empty production right-side symbol sequence */14

for i→ 1 to |c| − 1 do15

r ← r+ Get(M , Get(c, i)) ; /* adds to the right-side the corresponding16

simple recursive production */
r ← r+ ConnLabel(Get(c, i), Get(c, i+ 1)) ; /* adds the necessary17

transition terminal from current terminal to the next in the
combination */

end18

/* the last symbol in the combination is generated by any non-terminal
whose production starts with that terminal */

forall e ∈ Get(E, Get(c, |c|)) do19

/* creates the production corresponding to the non-terminal associated
with the combination */

P → P ∪ { NewProd(Get(F , c), (r, e)) };20

end21

end22

return P ;23

129



A.3. CFG APPENDIX A. TECHNOLOGIES AND ALGORITHMS

Algorithm A.8: VarsComb(•)
Data: Σ the terminal set
Data: N already used symbols
Data: S the left-side symbol
Data: map E from terminals to non-terminal set, whose productions start with the

generation of terminal set as key
Result: A production set P
Result: C combination set, with all possible terminal combinations
Result: N updated
Result: map F that maps terminal combinations to corresponding non-terminal
Result: map E updated

/* generates the non-terminals for all possible combinations */
C ← {} ; /* creates an empty set ((Σn)n) */1

F ← {} ; /* creates an empty map (NΣN

) */2

for i← 2 to |Σ| do3

forall c ∈ Arrangements(Σ, i) do4

t← Get(c, 0);5

/* creates a new non-terminal to hold the combination generator symbol
*/

v ← NewVar(N);6

N ← N ∪ {v};7

C ← C ∪ {c};8

/* adds v as a non-terminal that generates a production that starts
generating the terminal t */

Put(E, t, Get(E, t) ∪ {v});9

/* associates the non-terminal v with the combination c */
Put(F , v, c);10

/* adds a production to generates the specific combination */
P ← P ∪ { NewProd(S, (v)) };11

end12

end13

return (P,C,N, F,E);14
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Algorithm A.9: RecurLbls(•)
Data: Σ the terminal set
Data: N already used symbols
Data: S the left-side symbol
Result: A production set P
Result: N updated
Result: map M from terminal to non-terminal, whose production is the simple recursion

production
Result: map E from terminals to non-terminal set, whose productions start with the

generation of terminal set as key

P ← {} ; /* creates an empty production set */1

M ← {} ; /* creates an empty map (NΣ) */2

E ← {} ; /* creates an empty map ((Nn)Σ) */3

/* creates the recursive production rules for each terminal */
forall t ∈ Σ do4

v ← NewVar(N) ; /* creates a new non-terminal to hold the recursion5

generator symbol */
N ← N ∪ {v};6

Put(M , t, v) ; /* associates the terminal t with the non-terminal v */7

/* add v as a non-terminal that generates a production that starts
generating the terminal t */

Put(E, t, Get(E, t) ∪ {v});8

P ← P ∪ RecurProd(v, t) ; /* see Algo. A.10 */9

/* adds a simple production to permit single symbol strings */
P ← P ∪ { NewProd(S, (v)) };10

end11

return (P,N,M,E);12

Algorithm A.10: RecurProd(•)
Data: N left-side non-terminal
Data: t the terminal
Result: A production set P

P ← {} ; /* creates an empty production set */1

P ← P ∪ { NewProd(N , (t)) } ; /* simple production: N → t */2

P ← P ∪ { NewProd(N , (N, t)) } ; /* recursive production: N → Nt */3

return P ; /* N → Nt|t */4

131



A.3. CFG APPENDIX A. TECHNOLOGIES AND ALGORITHMS

A.3.3 Context-Free Grammars: Earley Parser Validity States

Using the Earley parser presented, two functions are built to test the validity of any state, i.e.
in any state the validity of the already read word can be checked. This property is explored by
the shortest-path algorithm presented next. The two functions are: IsValid : S 7→ {true, false},
where S is the set of all Earley sets. The algorithm for this function is simple and to explain it, it
is assumed that π is the validity criterion (in the example of Eq. A.6 it would be π = [S

′ → E•, 0]);
then IsValid(Sj) = true ≡ π ∈ Sj , other else it returns false.

For the second function the optimised version [AH02] of Earley parser is needed. In this version
another restriction is necessary: elimination of ε-productions (a step in the grammar optimisation
routine) and elimination of ε completely. This means that grammars that accept empty strings
are not allowed (this is easily overcome if the ε-production elimination checks if the empty word
is accepted and then “flags” the grammar to accept empty strings, this is the approach adopted).
The parser is below presented:4

Scanner If [A→ ρ • aτ, j] is in Si and xi+1 = a, then add [A→ ρa • τ, j] to Si+1.

Completer If [A → ρ•, j] is in Si, then add [B → τA•, k] to Si for all dot-productions [B →
µ •Aϕ,m] in Sj .

Predictor If [A→ ρ •Bτ, j] is in Si, then add [B → •ρ, i] to Si.

The second function MayBeValid : S 7→ {true, false} is then even simpler: MayBeValid(S) =
true ≡ S 6= {}. It works because the only procedure that adds items to the Earley sets is the
scanner. The scanner will only add an item if it finds a dot-production that has the read terminal
right before the dot position. This means that a production sequence exists (following the dot-
productions backwards in the set sequence) that could generate the current sequence, so the word
may still be valid. If this is not true, then no dot-production will be added to the next set (the
other procedures work only on the current set).

A.3.4 Context-Free Grammars: Earley Parser Complexity

This modified Earley parser has the same complexity of the original and for each function its
complexity is given. It is assumed that the word to parse is much larger than the amount of
productions in the given grammar.

Scanner O(n) because it only analyses the dot-productions on the current set and since in the
worst case |Si| = k|x|5 and the procedure only depends on the amount of items in the set,
so its complexity is O(n).

Predictor O(n) for the same reason of the previous procedure.

Completer O(n2) because it is the only procedure that does a backtracking, searching in all
previous sets (contribution with O(n), since a parsing process has |x| + 1 sets) and in the
worst case it may need to analyse kn productions, then its complexity is O(n2) – actually,
kn(0 + 1 + 2 + · · · + n), being k the amount of productions in the grammar and n the size
of the word.

This means that the complexity of the parsing process for a single terminal can be said O(n2)
(in the worst case). For the proof of correctness please refer to [Ear68, Ear70, AH02].

4 For the proof of validity please refer to [AH02].
5 Notice that since the grammar production amount is fixed and assumed smaller than the word size, then in

the worst case when a terminal is read all productions are added, so for each state a maximum of |PG| productions
are added, which is still proportional to |x|.
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A.4 Modified Dijkstra

For the path finding algorithms a shortest-path method is necessary. For this task the Dijkstra
Algo. [Dij55] was chosen and the original algorithm is here modified to include the label parsing
procedure explained before – the Earley parser. It is assumed that exactly one label is associated
with each edge in a super-network, then the function GetLabel : ES 7→ L returns this label. This
function can be seen as GetLabel(e ∈ ES) = GetAny(Labels(e)), where GetAny(•) returns an
element from a set and because in the super-network the label set associated with any edge has
exactly one element it returns the correct element.

Before presenting the modified version, the standard Dijkstra algorithm (only modified to
support multiple edges per vertex pair) is shown in Algo. A.11. However, to completely understand
the algorithm, some structures and functions must be defined. A Fibonacci Heap [FT87] is the
basic heap structure used here, which is modified to store a tuple instead of a pair. The tuple
is as follow: t : R+ × V × H × E × {true, false}. Where the arguments are: weight w ≥ 0;
corresponding vertex; previous tuple entry that lead to this entry; used edge to reach the vertex;
and a boolean value to flag the entry as the true minimum. The tuple can be seen as a structure
with the following field names: t : (weight, vertex, previous, edge,minimun). To facilitate the
manipulation, some auxiliary functions are defined as Weight(t) which returns the corresponding
field on the structure and Weight(t, w) which adjust the field weight in t to w. The other functions
are Vertex(•) for manipulating the vertex field; Edge(•) for the edge field manipulation; and so
on.

In this algorithm the function Min(H) supposes that H is a Fibonacci Heap [FT87] and it
returns the tuple with the lowest weight, assuming the values in the field weight. Another function
that manipulates the heap is Decrease(H, t, w), which decreases the key/weight for entry t to w for
the heap H. The function EdgeWeight(•) : E → R+ returns the corresponding weight for the edge
informed as argument. The Algo. A.11 preserves the original optimal complexity O(m+n log(n)).
The proof will be omitted here because it can be derived from the proof for the modified version.
To keep the explanations simple the operation SaveTuple(•) stores the corresponding tuple on
the corresponding vertex. This is latter changed and the complexity impact analysed as well.

A.4.1 Modified relaxation function

The modifications to include the Earley parser are shown in Algo. A.13, which replaces the original
function in Algo. A.12. The stored tuple for the Fibonacci Heap must be expanded, it must include
an entry for the corresponding Earley set, letting t : (weight, vertex, previous, edge,minimun, state).
Then additionally to the already existing functions the Parse : E × Σ 7→ E that corresponds to
parsing a single terminal (second argument) and generating the next Earley set based on the
current set (first argument), where E is the set of all Earley sets.

A.4.2 Algorithmic Complexity

The difference between the relaxation functions in Algo. A.12 and A.13 is first in the weighting
operation in line 2 of Algo. A.12 that expands to lines 2 through 7 in Algo. A.13. This operation
corresponds to a single terminal parsing, whose complexity is O(n2) – see Sec. A.3.4. Following
the edge terminal parsing operation the used edge weight is adjusted. The adjustment lets the
weight unchanged if the corresponding Earley state “may be valid” and infinity otherwise, which
invalidates the weight/edge. The second modification is the Earley set storage in the main if in
Algo. A.13 (in line 11), which is not present in Algo. A.12.

The complexities of the used functions are expressed in Tab. A.2. The functions of kind Set(•)
and Get(•) have complexity O(1) because it is just an access to an item of a structure. It is
assumed that the ∀v ∈ V | Out(v) � |V | and for this reason Out(•) has complexity O(1). The
MayBeValid(•) function is just a simple test: if the Earley set is empty or not, so O(1). Please
refer to [FT87] for the complexity of the functions related to the heap manipulation as Min(•),
Decrease(•), and tuple inclusion, whose complexity is O(1). The n and m refer to the amount
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Algorithm A.11: Standard Dijkstra algorithm with modified heap
Data: A weighted digraph G(V,E)
Data: a source vertex o ∈ V
Result: Shortest-Path spanning tree

/* H is an initially empty Fibonacci heap */
H ← {};1

/* initialisation: insert the initial tuple, where ? means undefined */
H ← (0.0, o, ?, ?, false);2

/* resets the vertex stored tuple */
forall v ∈ V do3

SaveTuple(v, ?);4

end5

/* the main loop. */
while H 6= {} do6

/* removes the entry with the lowest weight in H */
u← Min(H);7

Minimum(u, true);8

v ← Vertex(u);9

if Tuple(v) =? then10

SaveTuple(v, u);11

forall e ∈ Out(v) do12

/* relaxation, see Algo. A.12 */
H ← Relax(H, u, Target(e), e);13

end14

end15

end16

Algorithm A.12: Relax(•)
Data: H tuple heap
Data: t the target vertex
Data: u the source tuple
Data: e the edge being evaluated that connects u to t
Result: H updated

/* Relaxation function */

m← Tuple(t);1

w ← Weight(u) + EdgeWeight(e);2

if m 6=?∧ Minimum(m) = false∧ Weight(m) > w then3

Weight(m, w);4

Edge(m, e);5

Decrease(H, m, w);6

else7

H ← (w, t, u, e, false);8

end9

return H;10
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Algorithm A.13: ModRelax(•)
Data: H tuple heap
Data: t the target vertex
Data: u the source tuple
Data: e the edge being evaluated that connects u to t
Result: H updated

/* Modified relaxation function. */

m← Tuple(t);1

s← Parse(State(u), GetLabel(e));2

if MayBeValid(s) then3

w ← Weight(u) + EdgeWeight(e);4

else5

w ←∞;6

end7

if m 6=?∧ Minimum(m) = false∧ Weight(m) > w then8

Weight(m, w);9

Edge(m, e);10

State(m, s);11

Decrease(H, m, w);12

else13

H ← (w, t, u, e, false, s);14

end15

return H;16

of vertices and edges of the graph and it is assumed that m > n. The edge data access functions
Weight(•), GetLabel(•) and Target(•) have complexity O(1) because it is supposed to be an
access to the data structure already present in the edge.

Table A.2: Function complexity table

Function Complexity
Minimum(•) O(1)
Weight(•) O(1)
State(•) O(1)
Edge(•) O(1)
Vertex(•) O(1)

Function Complexity
GetLabel(•) O(1)
Target(•) O(1)
Out(•) O(1)
Weight(•) O(1)
SaveTuple(•) O(1)

Function Complexity
Tuple(•) O(1)
MayBeValid(•) O(1)
Parse(•) O(m2)
Min(•) O(log(n))
Decrease(•) O(1)

The complexity of the initialisation process in the Algo. A.11 is dominated by the tuple ini-
tialisation for all vertices (between lines 3 and 5, which is O(n)). Then for the modified relaxation
function in Algo. A.13 the most time consuming operation is the Parse(•) function, whose com-
plexity is O(m2). The forall loop (line 12 in Algo. A.11) combined with the while (line 6 in
Algo. A.11) will run at most over all edges, this means that the Relax(•) function will be executed
m times. Therefore the relaxation function has complexity O(m3). This allows the exclusion of
the forall (line 12 in Algo. A.11) loop from the remainder complexity calculation. This simplified
remaining while loop (line 6 in Algo. A.11) has its complexity dominated by the Min(•) function,
which is executed for all vertices. This means that it contributes with O(n∗ log(n)), then summing
up all terms leaves a final complexity of O(m3 + n ∗ log(n)), where m = |E| and n = |V |.

This is however the theoretical complexity. This standard approach is not appropriated because
it modifies the input data (graph and starting vertex). The modifications are related to the function
SaveTuple(•), which alters the vertex structure to include the corresponding tuple. This makes
this algorithm not optimal for an environment where the Dijkstra is in constant use and may have
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concurrent access. Therefore it is modified to let the input data intact. This requires an additional
data structure to store the tuples corresponding to the vertices and it may imply in complexity
increase.

The adopted data structure is a hash table [Knu98], which has an access time ranging from
O(1) to O(n). For further information as also complexity proof please refer to [Knu98]. The
complexity increase, that may occur, is not in the relaxation function from Algo. A.15 (which is
still dominated by the Parse(•) function); but in the main while loop (line 4 in Algo. A.14). The
complexity change may occur if the hash table degrades to O(n) for insertion. This increases the
simplified inner loop complexity from O(log(n)) (the complexity of Min(•)) to O(n). For the worst
case the final complexity will be O(m3 +n2). To prevent this problem the hash table is initialised
with a capacity much higher than the amount of vertices. The hash table resize is supposed not
necessary as well (it is made beforehand). The complexity of the implemented Dijkstra is then
O(m3 + n ∗ log(n)).

Algorithm A.14: Implemented Dijkstra algorithm
Data: A weighted digraph G(V,E)
Data: a source vertex o ∈ V
Data: a starting Earley state s
Result: Shortest-Path spanning tree

/* H is an initially empty Fibonacci heap */
H ← {};1

/* initialisation: insert the initial tuple, where ? means undefined */
/* notice that the initial Earley state s is included in the tuple */
H ← (0.0, o, ?, ?, false, s);2

/* SPT is a hash table, which has a vertex as key and a tuple as value */
SPT ← {};3

/* the main loop. */
while H 6= {} do4

/* removes the entry with the lowest weight in H */
u← Min(H);5

Minimum(u, true);6

v ← Vertex(u);7

if Tuple(v) =? then8

SPT ← u;9

forall e ∈ Out(v) do10

/* see Algo. A.15 */
H ← ImpRelax(H, u, Target(e), e);11

end12

end13

end14

return SPT ;15

The complexity contribution of the relaxation function is said to be O(m3) but not completely
discussed. The interpretation is that each edge, adopting the super-network, has exactly one label.
On the worst case all edges are “parsed”, i.e. their terminals/labels are parsed. In this situation
the parsing process will have the complexity of parsing a word with size m and therefore O(m3).

What was not explained is that the final result is the table SPT associated with the graph G
and source vertex o. With SPT is possible to reconstruct any path, remember that in the tuple
the leading edge is stored. The validity criterion was yet left open because just the “may be valid”
state is tested by the Dijkstra. The validity is implicit on the grammar and on the super-network
structure. Recall that all paths must start and end on the access layer and the special edges from
and to this layer have special labels. These labels are latter used to “encapsulate” the grammar
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Algorithm A.15: ImpRelax(•)
Data: H tuple heap
Data: t the target vertex
Data: u the source tuple
Data: e the edge being evaluated that connects u to t
Result: H updated

/* Implemented relaxation function */

/* the entry is NOT removed from the hash table */
m← Get (SPT , t);1

s← Parse(State(u), GetLabel(e));2

/* Algo. A.16 */
w ← ModifiedEdgeWeight(s, u, e);3

/* Minimum(m) = false means that the entry still exists in H, i.e. it was
not removed by Min() and the functions inside the if change the entry in
H and SPT as well */

if m 6=?∧ Minimum(m) = false∧ Weight(m) > w then4

Weight(m, w);5

Edge(m, e);6

State(m, s);7

Decrease(H, m, w);8

else9

H ← (w, t, u, e, false, s);10

end11

return H;12

Algorithm A.16: ModifiedEdgeWeight(•)
Data: s resulting Earley state from parsing the edge e
Data: u the source tuple
Data: e the edge to be evaluated
Result: modified weight for the edge e

/* Modified grammar aware edge weighting function */

w ← 0;1

if MayBeValid(s) = true then2

w ← Weight(u) + EdgeWeight(e);3

else4

w ←∞;5

end6

return w;7
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start symbol. Then just valid paths reach the access layer and “may be valid” states that are
also “invalid” will never be “valid” by adding the final edge (back to the access layer). This
guarantees that paths searched within the access layer using the implemented Dijkstra are always
grammatically correct, if they exist.

A.5 Dijkstra Based Path Generators

In the previous section a modified version of the Dijkstra algorithm was presented that incorporates
the Earley parser. A shortest-path (SP) algorithm can nevertheless give only one path for a given
OD pair. To overcome this shortage in paths some algorithms were proposed and among them
are: k-shortest-path in [Epp98, JM03] or in [EH99, HMS03, HSB07] (k-SP); Dial in [Dia71];
Constrained k-SP in [vdZC05]; SP with several metrics in [BBAR06]; Way-finding in [NCK+06]
or in [BS90, RW02, Hoc05], which is a SP with a different metric. All algorithms cited above are
based on a SP algorithm to generate their multitude of paths. For some of them the use of the
modified Dijkstra is transparent, i.e. no additional change in the algorithm in necessary. This is
the case of SP with several metrics and Way-finding. For the others the algorithm changes are
necessary to take into account the use of the grammar. For example the Dial algorithm needs the
inverse of the grammar (it can be automatic generated) to calculate reverse shortest-paths (from
a destination to an origin).

The most simple of these multi-path generators are the ones using different metrics. These are
followed by the Dial, which was implemented but showed itself too time consuming for a realistic
use and therefore not adopted. The algorithms based on the k-SP are even more complex and have
a major drawback: they generate paths that are too similar to each other. This would require
the generation of many paths and to discard some of them (implying in a post-generation filtering
procedure), which increases even more the complexity.

The drawbacks of the multi-metric SP is that the amount of paths generated are restricted
to the amount of metrics used. Therefore the adopted algorithm is a Link-Elimination Shortest-
Path (LESP) that is simple and generates several paths on-demand. This algorithm is based
on [ACaERSMM93] but here just one link is eliminated by each run.

The basic algorithm is in Algo. A.17. There, the function Dijkstra(•) (Algo. A.14) is modified
to returns only the shortest-path between o and d. Besides this, it also checks if the edge being
evaluated is in W (the last argument that works as a taboo list) and if it is then it invalidates
the edge (EdgeWeight(e) = ∞). The complexity is not affected by the use of W because the
inclusion has complexity ranging from O(1) to O(m) if implemented as a hash-table. Then the
path generation is still dominated by the Dijkstra(•) call. The function Random(•) has also no
impact because its complexity is at most O(m) – it selects an edge among the edges in the already
calculated paths, excluding the ones in W . The last issue is the query of W inside the function
ModifiedEdgeWeight(•) (Algo. A.16).

This complexity could degenerate to O(m) for consulting W , therefore the complexity of
ModifiedEdgeWeight(•) increases from O(1) to O(n). However, this is a sub-step in the Relax(•)
(Algo. A.15) that is still dominated by the Parse(•) function (whose complexity is O(m2)), there-
fore no complexity increase is made by the inclusion of these extra steps. The final complexity of
the LESP algorithm is kO(m3 + n log(n)), being: k the amount of paths desired; m the amount
of edges in the super-network; and n the amount of vertices.
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Algorithm A.17: Link-Elimination Shortest-Path
Data: A weighted digraph G(V,E)
Data: source vertex o ∈ V
Data: target vertex d ∈ V
Data: k the amount of paths
Result: path set P

P ← {} ; /* path set */1

W ← {} ; /* an edge set */2

forall i← 1 to k do3

sp← Dijkstra(G, o, d, W) ; /* generates a new path */4

P ← P ∪ {sp};5

/* selects a random edge among all edges in P, excluding the edges
present in W */

e← Random(EP , W);6

W ←W ∪ {e};7

end8

return P ;9
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Appendix B

Extra Figures

In this appendix are included the graphics that would be too cumbersome to be included in the
main text or that give extra understanding but are not closely related with the text in question.

B.1 Prospect Theory π(•) Function

In Fig. B.1 are depicted the behaviour of the π(•) function with different γ parameters, as men-
tioned in Sec. 8.11.

π(p)

p

γ = 0.61

γ = 0.69

γ = 1.00

1

1

γ = 1.39

γ = 1.31

(a) Function π(•) for the used γ values

π(p)

p1

1

γ = 0.1

γ = 1.0

γ = 1.9

(b) Function π(•) for several γ values

Figure B.1: Function π(•) for different γ values

B.2 Exponential Learning Parameter α0 Comparison

Here the comparison between two different initial exponential learning parameter α0 is depicted.
The Fig. B.2 shows the αn evolution for 1, 000, 000 steps, has commented in Sec. 5.4.1.

B.3 Richard’s Function With Different Parameters

It was mentioned in Sec. 5.4.1 that the parameters in the Richard’s function (Eq. 5.5) are flexible.
Therefore, in Fig. B.3 this function is depicted varying each of the parameters: Q, B, M , and ν.
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Figure B.2: Exponential α(i) for a horizon of 1000000
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Figure B.3: Richards’ function with different parameter value
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